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Abstract 

The main goal of this work is to find shortest route between one building to another first 

at the desktop environment and then using the Web map service. The research part of this 

work will comprise of a look at Geographic Information systems (GIS) technologies 

including advantage of using GIS. GIS Web services, and how these interact with each 

other will also be discussed. Following this, the GIS standards will be discussed with a 

more detailed discussion on OGC simple feature specification ,WMS and WFS 

The practical part of this work will comprise of setting up a hardware and software 

environment. Components integrated in the system include a spatial database PostGIS, 

OpenJump, a GIS server GeoServer and front end technology OpenLayer. Following this, 

an exploration of the environment will take place in the form of practical hands on use of 

the software to build an understanding of how the research can be applied in a practical 

way. The streets use OSM data from CloudMade and the buildings data are a subset of 

the Geodirectory from An Post originally. 
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Chapter 1.  Introduction 
1.1 Aim 
The aim of this project is to research and develop an open source geographical 

information system that allows to find the shortest route between two points .i.e 

buildings. Find route from one building to another building using PostgreSQL/PostGIS 

(initally display result in OpenJump). Key to achieving this aim is the successful 

integration of database technology, a GIS server and front-end web technology to display 

information to the end user through a browser. 

1.2 Objectives 

By choosing my main objective was to: 

• Research, install and configure a spatial database. 

• Research, install and configure client that act as gis viewer to perform analysis of 

datasets, query the database. 
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• Research, install and configure software to act as the client interface in conjuction 

with the user’s browser 

• Research, install and configure coding language that interact with spatial 

database. 

• Acquire competency using the tool OpenJump, PostgreSql and GeoServer. 

• To acquire the data which will be used for the route finding 

• To load the database with valid data 

• To design the systems that integrates all the components 

• To create a queries that will allow the user to initially interact with the data in 

OpenJump 

• To create an interface that allows the user to interact with the system . 

 
 
 
 
 

1.3    Glossary 
 
 
AJAX     Asynchronous JavaScript and XML 

 
Bounding Box This is a rectangle that is used to identify the 

area we are interested in, whether that is 
finding geometries in a database or telling a 
map server the area of the map we wish to see 

Clientside 
 

Client side   referrs to the user's computer, 
specifically their web browser. 
 
 
 

EPSG European Petroleum Survey Group.  This is the 
standards group for the naming of projections. 
The two we are interested in are 4326 
(WGS84) and 29900 (Irish Grid) 
 
 

DIV This is a HTML instruction for dividing the 
layout of a web page 

GIS  
Geography Information System 



 10

GML Geographic Markup Language.  This is 
based on XML and is  used to describe 
geographic features in respect to their 
location, shape and height 

OGC Open Geospatial Consortium, which is the 
standards body for geospatial information like 
web based services, spatial databases 

OpenJump This is a Java based product for exploring 
spatial information 
 

OWS 
 

OGC web service 
 

URL Uniform Resource Locator 
 

WFS Web Feature Service. This is a service given by 
a Map Server to return features in GML and 
also allow transactions (WFS-T) on the feature. 
 
 

WKB Well Known Binary. This is how a database 
often stores a geographic feature in the 
database 
 
 

WMS Web Map Service. This is a service provided 
by the Map Server to return map images to the 
client for a specified area and sometimes 
conditions using filtering 

Table 1. 1:List of Glossary items 

 
 
 

1.4     Methodology 

This project involves only one resource (me) however traditional life cycle models 

requires many specialist So iterative style approach i.e. prototype method would be 

suitable for this project where all the requirements are defined then design the system and 

then implement rather then developed the whole product and move to the another area 

that is not well known. 
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1.5    Project Management 

Project management is very important activity that overlaps many phases of system 

methodology. According to Whitten et al (2001) project management is the process of 

defining, planning, directing, monitoring and controlling a project to develop a system 

within allocated time and budget . Figure 1.1 is the gantt chart showing the project plan to 

be followed.  

 
 

 
Figure 1. 1: Gantt chart showing the project plan 

 

 
Figure 1.2:Listing of the task name and duration from Gantt Chart 

 

1.6     Overview of the architecture used 

The diagram below illustrates the different components needs to build the system and the 

interaction between them. Each of these and their installation and usage will be discussed 

later in document. 
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Figure 1.3: Three Tier Architecture 

 

1.7 Report Overview 
 
Chapter 1: Introduction 

Chapter 1 provides the aim and objectives of the project. It also list the glossary terms 

used in this project and describes the chosen development method. 

 

Chapter 2: Background 

Chapter 2 provides background information on GIS technology ,its advantages in our 

daily life. Also provides information on the  specific aspects of GIS technology and 

standard related to the project. 

 

Chapter3: Technology requirement 

Chapter 3 discusses and evaluate the different technologies and application needs, and  

underlines the reason for the choosing tool to support the implementation of this project. 

 

Chapter4: Shortest path algorithm 

Chapter 4  explains the Dijkstra shortest path routing algorithm which was chosen for this 

project. 
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Chapter 5: Loading data, setting for pgrouting and putting postgis data into geoserver 

Chapter 5 deals with procedures how the data was loaded and store in the database and 

outlines the integration between PostGIS and Geoserver. This chapter focuses on how the 

individual components are brought together. 

 

Chapter6: Code 

Chapter 6  Explains the code written in PL/pgSQL language and OpenLayer format. 

 

Chapter7: Conclusion 

 Chapter 7 Summarizes the whole project and outlines the learning outcomes, the benefit 

the application and further work.  

2.     Research Areas 
This chapter presents the research areas that were crucial for this project. It begins by 

describing what geographic information system is and those elements that makes the GIS 

possible. It also point outs the various standards of Open Geospatial Consortium and their 

relevance to the web mapping services. 

2.1    Geographic Information Systems 

Geographic Information Systems is neither a single thing nor a single analysis(ISS, 

2006), the primary thing that makes GIS difference is location, the place where almost 

everything that happens, happens somewhere (Longley et al. 2010).Whether it's the 

regular delivery of morning newspaper, the synchronization of traffic lights on way to 

work, or the convenient location of favorite park, GIS make these things happen 

(ESRI,2011a), so “GIS is a computerized tool for solving geographic problems” (Longley 

et al. 2010, p.16). In today’s 21st century organizations all over the world are using GIS to 

manage the environment, work more efficiently, provide better customer service and save 

money. A geographic information system (GIS) is the integration of hardware, software, 

and data for capturing, managing, analyzing, and displaying all forms of geographically 

referenced information (GIS.com, 2011).  
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Many historians and historical geographers regard GIS as primarily being concerned with 

mapping. Although mapping is one of the key abilities of GIS is a specialized form of 

database because each item of data, be it a row of statistics, a string of text, an image,or a 

movie, is linked to a coordinate-based representation of the location that the data refer to 

(Geogray & Healy ,2007).Thus GIS combines spatial data in the form of points, lines, 

polygons, or grid cells, with the attribute data held in conventional database form. This 

provides a structure that is able to answer queries not only about what features are in the 

database, but also about where they are located. This is what makes GIS unique 

 

 

 

GIS maps are interactive. On the computer screen, map users can scan a GIS map in any 

direction, zoom in and out to see different areas with more or less detail, they can decide 

what features they want to see and how they are symbolized, and, most importantly, they 

can access a database of information about all the features shown on the map (GIS, 

2008). 

  

2.2    Components of GIS 

The following diagram illustrates the six component parts the geographic information 

systems 
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Figure 2. 1: Parts Of Gis(Longely 2007) 

 

2.3    Why use GIS? 

GIS provides numerous benefits and advantages in our daily life. According Longley et 

al. (2010) GIS 

• Affects each of us, every day for example the energy to power the alaram comes 

from the local energy company which makes the use of GIS to manage all its 

assets. 

• Can be used to make effective decision making 

• Has great practical importance 

• Encourage public participation in decision making 

• Supports mapping, measurement, management, monitoring and modeling 

operations for example one can combine the location of mobile workers, located 

in real-time by GPS devices, in relation to customers' homes, located by address 

and derived from your customer database. GIS maps this data, giving dispatchers 

a visual tool to plan the best routes for mobile staff or send the closest worker to a 

customer. This saves tremendous time and money(GIS.com) 

• Provides a challenging and stimulating educational experience for students.. 

2.4    Spatial Databases 

Some sort of data is needed to be GIS useful. Spatial databases are such systems designed 

specifically to include data with spatial attributes, such as geographical location, distance, 

and extent (Winstanley, 2009). Güting (1994) defines spatial database system as: 

1. A spatial database system is a database system  

2. It offers spatial data types in its data model and query  language  

3. It supports spatial data types in its implementation, providing at least spatial 

indexing and efficient algorithms for spatial join2.  
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2.5     Spatial Data 

The fundamental ways of representing geography data in digital computers are Raster and 

Vector. 

2.5.1    Raster data  

Raster data as shown in the figure geography information is represented as an array of 

square cells. Remote sensing satellite is one of most common form of raster which 

capture information in raster form (Longley et al. 2010).A raster data associates attributes 

with grid cells. 

2.5.2    Vector data 

Vector data as shown in the figure is a coordinate-based data model which represents 

geographic features as points, lines, and polygons. Each point feature is represented as a 

single coordinate pair, while line and polygon features are represented as ordered lists of 

vertices (ESRI, 2011b). This project makes a use of vector data. 

 

 

 

                                      Figure 2. 2: Raster and vector 
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2.6     Spatial join 

A spatial join is done between road and buildings table dataset used in this project with 

respect to a spatial predicate. A spatial join links two or more tables based on a spatial 

relationship, rather than the classic non-spatial relational attribute (Lecture2, 2011). 

Predicates can be a combination of directional, distance, and topological spatial relations 

(e.g. overlap, contains). In case of non-spatial join, the joining attributes must of the same 

type, but for spatial join they can be of different types (Lecture2, 2011).  

Example: 

Query: For all the rivers listed in the River table, find the counties through which they 

pass. 

 

SELECT r.name, r.name 

FROM river AS r, county AS c 

WHERE crosses(r.the_geom,c.the_geom)=True 

 

The spatial predicate  “Cross” is used to join River and Country tables 

2.7    OpenStreetMap 

OpenStreetMap data was used for the road data required for this project so it was 

necessary to understand about OpenStreetmap data. OpenStreetMap is a free editable 

map of the world (OSM). Its aim is to create a set of map data that’s free to use, editable, 

and licensed under new copyright schemes (Haklay,  & Weber, 2008). First this started 

with mapping streets, now it has already gone far beyond which include footpaths, 

buildings, waterways, pipelines, woodland, beaches, postboxes, and even individual trees. 

The project also includes administrative boundaries, details of land use, bus routes, and 

other abstract ideas that aren't visible from the landscape itself. 
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2.7.1   Data Format 
OpenStreetMap uses three basic primitive data models: nodes, ways and relations.In 

mathematical terms openstreetmap data model is mixed graphs which consits of vertices 

and edges (Bennett,2010). 

The default format for representing the data model is XML. 

There are several attributes common to every primitive type. Each has a numerical 

ID, but these are only unique within each type, so there could be a node, way, and 

relation all with the same ID number(Bennett,2010).  

 

2.7.1.1 Nodes 

Nodes represents points in space which provides position information and all other 

primitives rely on nodes for their location. In the figure the The Blue Blazer is 

represented as a node which is a pub in Edinburg (Bennett,2010). 

 

 

Figure 2. 3:The Blue Blazer represented as node(Bennett, 2010). 

 

2.7.1.2 Ways 

Ways are ordered list of nodes which represents a polyline or polygon such as roads, 

paths and waterways (Bennett,2010). They can also be closed to form areas. Where 
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they're used to describe linear features, the way should normally be placed down the 

center line of the physical feature, and at the perimeter for an area. Figure 2.5 shows the 

way which is the southern end of Parliament Street in London. 

 

 

 

Figure 2. 4: Parliament Street in London represented as way(Bennett, 2010). 

 

2.7.1.3 Relations 

Relations are groups of nodes, ways and other relations which can be assigned certain 

properties (Bennett, 2010). Relations allow mappers to model features that can't be 

described using a single node or way, or where two of the same type of feature overlap. 

Examples include complex, branching streets, long distance routes, or the turn restrictions 

at junctions. 

 

2.8     Web services 
 
W3C Web Services architecture(WSA) (2004)specification defines a web service 

technically as follows:  

 

 
“A Web service is a software system designed to support interoperable machine-to-

machine interaction over a network. It has an interface described in a machine-

processable format (specifically WSDL). Other systems interact with the Web service in a 
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manner prescribed by its description using SOAP messages, typically conveyed using 

HTTP with an XML serialization in conjunction with other Web-related standards”. 

 

Web services are frequently used by web application programming interfaces (API’s) that 

can be accessed over a network and executed on a remote system hosting the requested 

 
 
GIS web services are one of the invention of the web service. Google Maps and Yahoo 

Maps are the examples of the GIS web services. GIS web services provides geospatial 

data on the web and as well as allow people to ask question based on the location 

(Deoliveira).  

 

This project is also based on GIS web services which is concerned with bringing World 

Wide Web Consortisum and Open Geospatial Consortium (OGC) together to provide 

GIS web service i.e to find the shortest route between two houses. 

 

2.9    Industry Standards 

The Open Geospatial Consortium was founded by small group of member in 1994 (OGC 

History) with a vision to “Achieve the full societal, economic and scientific benefits of 

integrating location resources into commercial and institutional processes worldwide” 

(Reed, 2011). 

This project adherence to the OpenGIS Simple Features Specification For SQL to support 

storage and query and OGC compliant GeoServer web map service(WMS) and web 

feature service (WFS). 

2.9.1    OGC Simple Features Specification 

A simple feature is defined by the OpenGIS as an abstract specification which have both 

spatial used for shape file and non-spatial attributes suitable to use when manipulating 

row data. Spatial attributes are geometry valued, and simple features are based on 2D 

geometry with linear interpolation between vertices [OGCSFS1.1,].  
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Feature specifications schema was appropriate for used in order to return the list of 

feature tables from a database, the list of geometry columns for any feature table in the 

database and the spatial reference system for any geometry column in the database 

 

 
 
The following basic functions were used to manipulate geometry object: 

• SRID ( ): Integer—used to manipulate the Spatial Reference System ID of the 

geometric object 

• AsBinary( ):Binary-allow well-known binary representation of Geometry to their 

boundaries. 

• AsText( ):String-allow well-known text representation of Geometry 

 

The following methods were used for testing Spatial Relations between geometric objects 

and to support spatial analysis respectively. 

 

• Contains(anotherGeometry:Geometry):Integer- Returns (True) if this Geometry ‘   

spatially contains’ another Geometry. 

• Buffer(distance:Double):Geometry-Returns a geometry that represents all 

pointswhose distance from this Geometry is less than or equal to 

distance.Calculations are based in the Spatial Reference System of the Geometry. 

 

 

 

The following diagram illustrates the representation of geographic object and how they 

are connected on the space representing as point, polygon or multipoint. 
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Figure 2. 5:OpenGIS Geometry Class Hierarchies (OGCSFS 1.1, p2-2) 

 
 
 
As it can be seen from figure that there are many different types of spatial information 

that can be stored in a compliant system, we will be mainly concerned with points and 

lines. Points have only an X and Y value in respect to a spatial object, for buildings 

Whereas lines are a set of points that are grouped together in a particular sequence to give 

a line, these would be the routes from one building to another. 
 

2.9.2    Features Table Architectures 
As this project data are taken in PostGIS it was necessary to understand the table 

structure of OpenGIS Simple Feature Specification for SQL how the geographic object 

are presented. 

The figure below describes the database schema necessary to support the OpenGIS 

simple feature data model. A feature table or view corresponds to an OpenGIS feature 
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class. Each feature view contains some number of features represented as rows in the 

view. Each feature contains some number of geometric attribute values represented as 

columns in the feature view. Each geometric column in a feature view is associated with 

a particular geometric view or table that contains geometry instances in a single spatial 

reference system. The correspondence between the feature instances and the geometry 

instances was accomplished through a foreign key that is stored in the geometry column 

of the feature table. 

    

 

 
 

 

 

Figure 2. 6: Schema for feature tables under SQL92 (OGCSFS1.1, p2-20) 

 
 
 

2.9.3    OGC web map service and web feature services 
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GeoServer forms a core component of the Geospatial Web  by providing the reference 

implementation of the Open Geospatial Consortium (OGC) Web Feature Service (WFS) 

and Web Coverage Service (WCS) standards, as well as a high performance certified 

compliant Web Map Service (WMS)(GeoServer, 2011). However for this project we are 

only concerned with the Web Map Service and Web Feature Service. Figure 2.10.3 below 

shows the OGC Web Service Architecture which displays how the specifications are 

related to each other and also the operations that each one defines. 

 

Figure 2. 7 The OGC web service architecture (OWS, 2002) 

 
 

Generally, the interaction between the Client and Server in both the Web Feature Service 

and Web Map Service as defined in their respective specification documents function in 

similar ways. Both services provide public interfaces through which clients can request 

information about the feature types and the operations on those feature types that it stores 

and both services respond to those requests with XML documents.  
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The communication between client and server is achieved via the HTTP protocol over a 

heterogenous network, such as the World Wide Web. HTTP supports both  GET or POST 

methods (OGC, 2002). Both services have a GetCapabilities request that provides service 

level information available about the WMS/WFS. In a GET request, the service that the 

client requires is specified through key value pairs (KVPs) in the URL of the request. In a 

POST request, the content of the request is encoded in XML and passed to the server 

through the POST-BODY of the request header. 

 
2.9.3.1  Web map Service (WMS) 
 
WMS is a standard for displaying map images. WMS can register and overlay maps from 

multiple remote sources. A map is not the data itself. WMS-produced maps are generally 

rendered in a pictorial format such as PNG, GIF or JPEG, or occasionally as vector-based 

graphical elements in Scalable Vector Graphics (SVG) or Web Computer Graphics 

Metafile (WebCGM) formats (OGCWMS 1.3.0, p5). 

 

WMS is fine for presentation and a delivery mechanism, but not good for user interaction 

 

The OGC Web Map Service Standard supports the 3 following basic interfaces: 

GetCapabilities, 

GetMap and GetFeatureInfo.  

 

2.9.3.1.1  GetCapabilities 

GetCapabilities is a request from a client to a service that gives back the capabilities or 

services that this service provides for maps (OGCWMS1.3, p21). This is an XML 

document that gives the metadata of the information available. The metadata is readable by a 

machine and the human eye and contains a description of the server’s information content 

and the acceptable request parameter values. Listed below are the possible parameters of 

a GetCapabilties request. 
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Table 2. 1: The parameters of a GetCapabilities request(OGCWMS1.3, p21) 

 
 
The GetCapabilities response is an XML document which contains the service metadata. 

The metadata will appear in a human readable format in the client application. In the case 

of this work that is a web browser (OGCWMS1.3, p22). 

 
The contents of the metadata that is returned can include: 

 

• Service information such as a name, title, URL and other optional information 

      such as contact information, fees, access constraints. 

 

• Capability information which lists the operations supported by the server, 

      their output formats and also the URL prefix for each of these operations.  

 

• Layers and styles metadata which outlines the layers and styles that are 

     available from the server.   

 

• Format specifiers which include valid output formats for an operation, 

      supported exception formats and the format of context at URLs . 

 

 
 
 
2.9.3.1.2   GetMap 
The GetMap operation allows to return a map to the user’s client application. The 

GetMap operation provides the parameters which are outlined in table 2.2 to allow the 



 27

user to send a GetMap request to a web map server to retrieve a map (OGCWMS1.3, 

p32).  

The response of which is a map of spatially referenced information based on the 

parameters specified in the request.  

 

 
Table 2. 2 The Parameters of a GetMap request (OGCWMS1.3, p33) 

 
The response to a valid GetMap request is a map which corresponds to  spatially 

referenced information layer requested, in the desired style, and having the specified 

coordinate reference system, bounding box, size, format and transparency 

(OGCWMS1.3, p37).  

An invalid GetMap request shall yield an error output in the requested Exceptions format 

(or a network protocol error response in extreme cases). 

 
2.9.3.1.3   GetFeatureInfo 
 
GetFeatureInfo allows to get information about previous map requests. An example 

of this is that when a user sees a map, they can click on a point on this map to obtain 

more information (OGCWMS1.3, p38). It provides the possibility of the client to request 
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the details of geometry in the map through a mouse click at an XY coordinate on the 

active map layer on screen. 

The parameters of a GetFeatureInfo request are listed in Table 2.3.  
 
 

 
Table 2. 3: The parameters of a GetFeatureInfo request. (OGCWMS1.3, p39) 

 
 
2.9.3.2    WFS 
 

The OGC Web Map Service allows a client to overlay map images for display served 

from multiple  Web Map Services on the whereas the OGC Web Feature Service allows a 

client to retrieve and update geospatial data encoded in Geography Markup Language 

(GML) across the Web using platform independent calls (OGC 1.1.0, p12). 

The WFS standard defines interfaces and operations for data access and manipulation on 

a set of geographic features, including (OGC 1.1.0, p7): 

 

 
Get or Query features based on spatial and non-spatial constraints 

Create a new feature instance 

Get a description of the properties of features 

Delete a feature instance (WFS-T) 

Update a feature instance (WFS-T) 

Lock a feature instance (WFS-T) 
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By default, the specified feature encoding for input and output is the Geography Markup 

Language (GML) which in turn is written in XML. 

 
 
 
A WFS specification provides 3 basic interfaces that allow it to service the requests that it 

receives from clients. These are: GetCapabilities, DescribeFeatureType, and GetFeature. 

These are considered as a READ-ONLY web feature service (OGCWFS 1.1, p17). 

 

2.9.3.2.1   GetCapabilities 
 
A web feature service must be able to describe its capabilities.  Specifically, it must 

indicate which feature types it can service and what operations are supported on each 

feature type(p16). The request can be sent as either GET or POST request. The GET 

request URL looks like this: 

 
http://hostname[:port]/path/ows?service=WFS&request=GetCapabilities 
 

 
The same service can also be requested by sending the request encoded in XML in the 

POST body: 

 

2.9.3.2.2   DescribeFeatureType 

A web feature service must be able, upon request, to describe the structure of any feature 

type it can service (OGCWFS 1.1 ,p16).The response schema describes the feature types 

available and the operations allowed on those feature types. 

 

2.9.3.2.3   GetFeature 

A web feature service must be able to service a request to retrieve feature instances.  

In addition, the client should be able to specify which feature properties to fetch and 

should be able to constrain the query spatially and non-spatially.   
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2.10 Summary 

 
This project researches and integrates the components of GIS i.e hardware, software,data, 

procedures and people. 

 

Gis data can be stored as a point , lines and polygon in the spatial database. Some sort of 

data is needed for the GIS to be useful ,this project uses open street map data (which is 

free editable data) for the street data which are stored as a lines buildings data which is 

stored as points. 

 

Processing geographic data was originally only available through desktop applications 

but now is available over the Internet either via client-server interaction . This project is 

based on both desktop and client server model. 
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3     System setup 
 
There is no definitive set of components to use when creating a GIS. This chapter details 

the system that has been chosen for this project. 

3.1     Hardware 
All applications are installed on a single machine, in this case an HP laptop running 

Windows 7 which has the following specifications (Windows 7). 

 

CPU 2.20 GHz 
RAM 4.00 GB 



 32

Operating System Windows 7 
 

Table 3. 1:Hardware 

3.2 Software 
Table 3.2 shows the main list of the software chosen for this project. 
 Version Function 
PostgreSQL 8.4 Database 
Postgis 1.4 Database 
pgRouting 1.0.3 Routing 
OpenJump 1.3.1 Client,desktop gis 
Geoserver 2.1.0 Mapserver 
Openlayers 2.8 Web client,front end 
Firefox 5.0 Web browser 
PL/pgSQL  Procedural language 

Table 3. 2:Software Applications used in system 

3.2.1     PostgreSQL 
 

PostgreSQL is a powerful, open source object-relational database system which has more 

than 15 years of active development and a proven architecture because of its strong 

reputation for reliability, data integrity, and correctness (PostgreSQL, 1996-2010). 

 

PostgreSQL with the spatial addon PostGIS was chosen as the author has previous 

experience with the software and it integrates easily with other software used in the 

project. It was the ideal to for dataset storage, as is a free and open source application and 

it easy to install and use.  

PostgreSQL is a database server product when request are made to the database the server 

processes the request, prepares the data and returns result to the application (Mitchell, 

2005).  

Listing below shows the database service is running. 
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Listing 3. 1:Verifying PostgreSQL database is working properly 

3.2.1.1 Standard Compliance 

PostgreSQL includes most SQL which strongly conforms to ANSI-SQL:2008 standard 

and has full support for subqueries (including subselects in the FROM clause), read 

committed and serializable transaction isolation levels (PostgreSQL, 1996-2010). 

3.2.1.2   Features 

PostgreSQL runs on all major platforms. Its data integrity feature provides support for 

foreign keys, joins, views, triggers, and stored procedures (in multiple languages). It 

includes most SQL: 2008 data types, it also supports storage of binary large objects.  

 

It supports compound, unique, partial, and functional indexes which can use any of its B-

tree, R-tree, hash, or GiST storage methods. 

 

This project makes use of procedural language feature of PostgreSQL and PL/pgSQL 

language was selected which installs by default within PostgreSQL 

3.3 PostGIS 
 
PostGIS is the most powerful open source spatial database which spatially enables the 

PostgreSQL open source relational database management system (Obe & Hsu, 2010). 

PostGIS is an extension to the PostgreSQL object-relational database system which 

allows Geographic Information Systems objects to be stored in the database.   

PostGIS includes support for GiST-based R-Tree spatial indexes, and functions for 

analysis and processing of GIS objects (PostGIS). 

It adds to PostgreSQL several spatial data types and over 300 functions for working with 

these spatial types.  geometry/geography types packaged in Microsoft SQL Server 2008+ 

do for SQL Server.  

 

PostGis was installed for this project to stored the spatial data such that it was possible to 

do interaction from openjump, openlayer and server .i.e geoserver which was used 

through test face to implementation phase of this project.  
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3.3.1    Testing PostGIS functionality 

Some simple tests can be done to connect to the postgis database using psql command. 

The psql command lists the databases and runs scripts and also provides an interface for 

typing in SQL commands and shows query results. This is done by starting psql followed 

by the name of a database to connect to (Mitchell, 2005). 

When psql start up tells the version of the program, gives few lines of helpful tips to start 

the program and then leaves with the prompt the prompt is the name of the database 

followed by =# 

 

 

 

 
 

   Listing 3. 2: Verfying PostGIS functionality 

 
 

 

Listing 3. 3: Showing the version of PostGIS 

The output tells the version of PostGIS being used is 1.4 and also shows that it can use 

GEOS and PROJ libraries as part of PostGIS. Proj  libraries are used to reproject or 

transform coordinates and GEOS is an advanced geometry engine that allows a whole 

suit of manipulations and analysis of geometry data types (Mitchell, 2005). 

3.3.1    Standard Compliance 
 
 PostGIS/PostgreSQL was the first open source database to support OGC compliant 

spatial SQL, PostGIS supports many of the OGC/ISO SQL/MM compliant spatial 
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functions you will find in these other OGC compliant databases as well as numerous 

additional ones that are unique to PostGIS.  

 

3.3 OpenJump 
 
 
OpenJUMP is an open source Geographic Information System (GIS) written in the Java 

programming language (openJUMP). It is a vector GIS that can read raster as 

well(SourceForge). 

 
SQL queries can be issued and view directly from OpenJump which act as  a client for 

PostgreSQL/PostGIS (Lecture 4, 2010). However PostgreSQL/PostGIS queries bring a 

layer into OpenJump, they do not update PostgreSQL/PostGIS (Lecture 4 ,2010).  

  
Openjump was used through this project to perform analysis of datasets,  query the 

database,  add layer and attribute. 

 

3.3.1   Standard Compliance 

openJUMP supports OGC standard like simple feature interface standards(SFS)  

geographic markup language (GML), web map service(WMS), and web feature 

service(WFS) .The openjump interface can be seen in figure 3.1. The data that can be 

seen in figure 3.1 is dublin_highway1 and buildings_geodir. 
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                                 Figure 3. 1: Openjump user interface 

 
 
The installation process was very easy to perform and it is supported by windows, Mac 

OS and Linux platform,it requires java 1.5 or later there is a great documentation on this 

website and growing user’s community.  

It can be use as GIS data viewer but has limits in reading very large data files and has 

limited support for cartographic projections [Informer] . 

 

3.4 pgrouting 

            This project is based on route finding, PostgreSQL/PostGIS doesn’t automatically 

provides the routing functionality so pgRouting was installed for that. pgRouting is an 

extension of PostgreSQL and PostGIS. It adds a geospatial routing functionality to 

PostGIS (FOSS4G, 2011). pgRouting is open source available under GPLv2 license. 

            pgRouting includes  three types of shortest path search algorithm(FOSS4G,2011): 
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• Dijkstra, 

•  A-Star,  

• Shooting Star 

As author had previous knowledge of shortest path queries using Dijkstra shortest path so 

it was chosen among those three algorithms. Dijkstra algorithm is explained in chapter 4. 

 

3.5    PL/PgSQL 

PL/pgsSQL is a extension to SQL (Geschwinde & Schönig, 2001). This language initially 

written by Jan Wieck offers the programmer far more execution potential than SELECT, 

INSERT, or UPDATE commands. 

It is a loadable, procedural language. A procedural language is a programming language 

where sequence of steps are specified and followed to produce an intended programmatic 

result (CMD, 1997). 

PL/pgSQL is the only "PL" language installed by default for PostgreSQL so no extra 

effort was required to install this language as a part of this project, but many others are 

available, including PL/Java, PL/Perl, plPHP, PL/Python, PL/R, PL/Ruby, PL/sh, and 

PL/Tcl(PostgreSQL, 2011). 

3.5.1    Why use PL/pgSQL 

PostgreSQL is compatible with all data types, operators, and functions within PL/pgSQL 

code. The "SQL" in PL/pgSQL is indicates of the fact that allows to directly use the SQL 

language from within PL/pgSQL code (PostgreSQL, 2011).  

 

PL/pgSQL was chosen as because multiple SQL statements can be executed from a 

PL/pgSQL code block, the statements are processed at one time, instead of the normal 

behavior of processing a single statement at a time as a result, this increases the power, 

flexibility and performance of the program 
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Another important aspect of using PL/pgSQL is its portability; it is platform independent 

its functions are compatible with all platforms that can operate the PostgreSQL database 

system. 

Disadvantage is that inserting function in the database doesn’t guarantee that function can 

be called (Geschwinde & Schönig, 2001). 

3.6     Firefox 

Mozilla Firefox is the open source web browser developed by Mozilla Corporation and 

was the browser of choice during development of the prototype. Firefox, was downloaded 

from http://getfirefox.com. uses the Gecko layout engine to render XHTML markup and 

CSS, is currently the most W3C open standards compliant browser (Mozilla.com). 

Many extensions are available in  firefox to enhance its capabilities firebug version 1.7.3 

was downloaded from http://getfirebug.com . Firebug as an addon on firefox makes the web 

development process much easier and quicker. With these tools, anything on the site can 

be change on the fly, without editing or saving any files. So firebug provides an 

invaluable aid by providing developer level debug tools such as the JavaScript and CSS 

live edit feature and the ability to troubleshoot the HTTP request and response headers 

when working with Geoserver for this project. 

3.7     GeoServer 2.1.0 
 
GeoServer is an Java Enterprise Edition open source software server Java that allows 

users to share and edit geospatial data (Geoserver 2.1.0). 

GeoServer is Open Geospatial Consortium (OGC) Web Feature Service (WFS) and Web 

Coverage Service (WCS) standards, as well as a high performance certified compliant 

Web Map Service (WMS).  

Windows Installer version of GeoServer: geoserver-2.1.0-ng.exe was downloaded 

from http://geoserver.org/display/GEOS/GeoServer+2.1.0 and set up manually. 

Users can create maps in a variety of output formats, as OpenLayers  which is an 

integrated part of its structure, map generator will be quick and easy, and will be easy to 

establish connection with traditional GIS architectures.   

It easy to install and to use, it supported by many OS platform and have great document 
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support on his website, make it the perfect open source web map sever to use.  

It also has a constraint for implementing extra feature on a standalone earth client; as user 

will have to know java scripting language to programmatically control it. 

 

 

3.6.1 Testing Geoserver 

At first need to start GeoServer by going to the Start Menu, and clicking Start GeoServer 

in the GeoServer folder. Then, to load the Geoserver web admin tool, the following URL 

is used: 

 
http://localhost:8080/geoserver/web/ 
 
 

 
 

Figure 3. 2: The Geoserver Web Admin Tool 

 
To run some of the sample requests that can be used to test the installation, the 
Geoserver demo page was loaded : 
 
http://localhost:8080/geoserver/web/?wicket:bookmarkablePage=:org.geoserver.web.De
moPage 
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Figure 3. 3: The GeoServer Demo page 

 
. 

 
The three tests to run are the tests that correspond with the three web map operations 
that were researched and discussed in chapter 2. The tests are: 
 
WMS_getMap.url 
WMS_getCapabilities.url 
WMS_featureinfo.url 
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Test WMS_getMap.url 
After choosing the WMS_getMap.url test and hitting submit, the following result 
displayed. 
 

 
Figure 3. 4: Result of the WMS_getMap.url  test  

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Test WMS_featureinfo.url 
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Figure 3. 5: Result of the WMS_getCapabilities.url test 
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Figure 3. 6: Result of the WMS_getCapabilities.url test 

 

3.7     OpenLayers 
 
The traditional front-end technologies of HTML and CSS are used to generate content 

along with OpenLayers. OpenLayers is an open source, clientside JavaScript project that allows 

the connection to any OGC, WMS or WFS web compliant service, such as GeoServer 

(OpenLayers). According to the Hazzard  (2010)  openlayer allows to make interactive 

web maps, viewable in nearly any web browser.Since it is a client side library, it requires 

no special server side software or settings it can be used without even download 

anything. 
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3.7.1    Openlayers and web mapping 

OpenLayers is client side mapping library. The figure below is Client/Server model 

which is the core of how all web applications operate. In the case of a web map 

application, some sort of map client (e.g.,OpenLayers) communicates with some sort of 

web map server (e.g., geoserver) 

 
 
 
 
 
 
 

Figure 3.7: Client/Server Model 

 
 
 

3.7.1.1   Web map Client 

OpenLayer as a client handles to ask a mapserver what a user wants to look at and all this 

is possible through asynchronous JavaScript (AJAX) calls to a map server. OpenLayers 

sends requests to a map server for map images every time a user interact with the map, 

then OpenLayers pieces together all the returned map images so it looks like one big, 

consistent map. 

 

3.7.1.2   Web map Server 

A map server (or map service) provides the map itself. There are many different 

mapserver backends. For example WMS, Google Maps, Yahoo! Maps, ESRI ArcGIS, 

WFS, and OpenStreet Maps. With OpenLayers, user can use as many different backends 

for map server. For this project I am using OGC, WMS server. However the basic 

principle behind all those map service is that they allow to specify the area of the map the 

user is interested in by sending a request, and then the map servers response by sending 

the map image. OpenLayer is not a web map server; it only consumes data from them. To 

work with map server using OpenLayers just supplying a URL in it is enough. 
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3.8 Summary 

There are many different options that can be used for each component of the GIS. 

However a GIS will always contain an integration of hardware, software, data and 

procedures.  
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Chapter 4 Routing Algorithm 
There are many options for routing algorithm. This chapter explains the routing algorithm 

chosen for this project. 

4.1    Shortest Path Dijkstra 

Dijkstra's algorithm, developed by Dutch computer scientist Edsger Dijkstra in 1959 is 

often used in routing. It is a graph search algorithm that solves the single-source shortest 

path problem for a graph with non negative edge path costs, outputting a shortest path 

tree (Sutskever, 2008). 

A path from a source vertex v to a target vertex u is said to be the shortest path if its total 

cost is minimum among all v-to-u paths. Dijkstra’s algorithm is based on the following 

assumptions (Chen,2003): 

• All edge costs are non-negative. 

• The number of vertices is finite. 

• The source is a single vertex, but the target may be all other vertices. 

4.2     Principle of the algorithm 

The graph is made of two entities vertices or nodes, and edges which link vertices 

together. Edges are directed and have an associated distance, sometimes called the weight 

or the cost. The distance between the vertex u and the vertex v is noted [u, v] which is 

shown in figure 3.1and is always positive (Renaud Waldura,2007) . 

Dijkstra's algorithm defines vertices in two distinct sets, the set of unsettled vertices and 

the set of settled vertices. A vertex is considered settled, and moved from the unsettled 

set to the settled set, once its shortest distance from the source has been found. Initially 

all vertices are unsettled, and the algorithm ends once all vertices are in the settled set.  

 

Figure 4. 1: Dijkstra shortest path algorithm example 
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4.3     Example 

According to Wladura (2007) the following data structures are used for this algorithm. 

d  stores the best estimate of the shortest distance from the source to each vertex. 

π  stores the predecessor of each vertex on the shortest path from the source. 

S  the set of settled vertices, the vertices whose shortest distances from the source have 

been found 

Q  the set of unsettled vertices 

 

Figure 4.2 shows the graph of Dijkstra shortest path algorithm starting at the source 

vertex a. 

 

Figure 4. 2 Initialisation in Dijkstra shortest path algorithm with source vertex a 

 

 

 

 

 

First iteration is done by adding source vertex a to the set Q. Q isn't empty, its minimum 

is extracted, a again. Then  a  is added to S and its neighbour is relaxed. 
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Figure 4. 3: First Iteration 

Vertices adjacent to a, are b and c (in green in figure 3.3).  At first the best distance 

estimate from a to b is computed. d(b) was initialized to infinity, therefore the calculation 

will be : 

d(b) = d(a) + [a,b] = 0 + 4 = 4 
π(b) is set to a, and  b is added to Q. Similarily for c, d(c) is assigned to 2, and π(c) to a.  

Now Q contains b and c. As seen in figure 3.3, c is the vertex with the current shortest 

distance of 2. It is extracted from the queue and added to S, the set of settled nodes. Then 

the neighbours of the c, a, b and d are relaxed. 

 

Figure 4. 4: Second Iteration 

a is ignored because it is found in the settled set.The first pass of the algorithm had 

concluded that the shortest path from a to b was direct. But when looking at c's neighbor 

b, shorter path going through c exits between a and b i.e. 

d(b) = 4 > d(c) + [c,b] = 2 + 1 = 3 
d(b) is updated to 3, and π(b) updated to c. b is added again to Q. The next adjacent 

vertex is d, which haven't covered yet. d(d) is set to 7 and π(d) to c.  
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The unsettled vertex with the shortest distance is extracted from the queue, it is now b. It 

is added  to the settled set and its neighbors c and d are relaxed. 

 

Figure 4. 5: Third Iteration 

 

 c is skipped because it has already been settled. But a shorter path is found for d:  

d(d) = 7 > d(b) + [b,d] = 3 + 1 = 4 

Therefore d(d) is updated to 4 and π(d) to b. Then  d is added to the Q set.  

At this point the only vertex left in the unsettled set is d, and all its neighbors are settled. 

The algorithm ends. The final results are displayed in red below in figure 3.6:  

• π - the shortest path, in predecessor fashion  

• d - the shortest distance from the source for each vertex  

 

 

Figure 4. 6: Fourth Iteration 
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4.4     UML for Dijkstra’s shortest path algorithm 
 
Figure 4.7(a) and 4.7(b) corresponds the UML class diagrm for dijkstra’s shortest path 

algorithm. UML class diagrams are used to describe the static view of an application 

(Rumbaugh et al. 1999): the main constituents are classes and their relationships. A class 

is a description of a concept, and may have attributes and operations associated with it 

(Purchase et al. 2001). 

Here the class diagram are represented with boxes which contain three parts 

• The upper part holds the name of the class. 

• The middle part contains the attributes of the class. 

• The bottom part gives the methods or operations the class can take or undertake. 

 
 

 
Figure 4. 7(a) UML for Dijkstra’s shortest path algorithm(Lecture 6,2011) 
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Figure 4. 7(b) UML for Dijkstra’s shortest path algorithm(Lecture 6,2011). 

 

4.5     Function 
The Dijkstra shortest path algorithm is implemented as shown in Listing 3.1.The shortest 

path function has the following declaration (pgRouting, 2011). 

 

 
Listing 4. 1:Shortest path function declaration 

 

4.6    Arguments (Input) 
 
A sql query should return the set of the column with the following columns(pgRouting, 

2011). 

SQL: SELECT gid, source, target, length FROM 

dublin_highway1; 
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Listing 4. 2: Verfying all of the arguments from shortest_path function are displayed as a result of 
query from road data dublin_highway1 

 

• id: an int identifier of the edge 

• source: an int identifier of the source vertex 

• target: an int identifier of the target vertex 

• cost: an float8 value, of the edge traversal cost. (a negative cost will prevent the 

edge from being inserted in the graph). 

• reverse_cost (optional): the cost for the reverse traversal of the edge. This is only 

used when the directed and has_reverse_cost parameters are true (see the above 

remark about negative costs). 

source_id: int id of the start point 

directed: true if the graph is directed 

has_reverse_cost: if true, the reverse_cost column of the SQL generated set of rows will 

be used for the cost of the traversal of the edge in the opposite direction. 
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4.6     Output   
   
The function returns a set of rows. There is one row for each crossed edge, and an 

additional one containing the terminal vertex. The columns of each row are(pgRouting, 

2011): 

• vertex_id: the identifier of source vertex of each edge. There is one more row 

after the last edge, which contains the vertex identifier of the target path. 

• edge_id: the identifier of the edge crossed 

• cost: The cost associated to the current edge. It is 0 for the row after the last edge. 

Thus, the path total cost can be computated using a sum of all rows in the cost 

column. 

4.7 Query examples 
This query examples is based on the open street map road data named dublin_highway1. 
 

 
 

Listing 4. 3: Verifying shortest_path function query successfully runs in psql 

            
Output from the shortest_path function query is shown in listing 4.4 
 
 

 
Listing 4. 4: Output from the shortest_path function query 
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4.8 Summary 
 
This project uses Dijkstra shortest path algorithm. Dijkstra shortest path algorithm slove 

the single source shortest path algorithm for a graph with non negative edge path costs. 

So this project also only returns the shortest path from the single source route. 
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Chapter 5  Loading data , setting data for routing and 
putting postgis data into Geoserver 
 
This chapter explains about how the data was loaded and stored in spatial database which 

is a part of procedures in GIS and the system integration between PostgreSQL/PostGIS 

,openJump, Geoserver and openlayer. The figure 5.1 shows the overview of system 

integration. 

 

Figure 5. 1:Overview of system integration 

5.1     Loading Data  

The streets use OSM data from CloudMade.The OSM data was transformed to Irish 

National Grid (IGN).The buildings are a subset of the Geodirectory from An Post 

originally in IGN. The road data and buildings data are loaded to postgresql using “psql” 

SQL terminal monitor(Postgis manual) from the command prompt. 

psql -d testdb -U postgres  -f  dublin_highway1.sql 

psql -d testdb -U postgres  -f  buildings_geodir.sql 

-d name of the database 

-U (user) 
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The username to use when connecting to database 

-f (file name) 

The table named buildings_geodir contains the following attributes 

 

Listing 5. 1: Verifying successful data imports to postgis 

 
Listing 5.1 shows the attributes in the buildings_geodir table. Each column is listed and 

shows the datatype that each column can hold. PostgreSQL database can handle all these 

types without PostGIS , except for the geometry data. 

Only one column in the table contains geometry data and can be seen in the listing that it 

is of type point geometry: the the_geom column has geometry listed as its type: 

The_geom| geometry 
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The table named dublin_highway1 containing road network data has the following 
attributes 

 

                 Listing 5. 2:   Verifying successful data imports to postgis 

Listing 5.2 shows the attributes in the dublin_highway1 table. Each column is listed and 

shows the datatype that each column can hold.PostgreSQL database can handle all these 

types without PostGIS , except for the geometry data. 

Only one column in the table contains geometry data and can be seen in the listing that it 

is of type MULTLINESTRING geometry: the the_geom column has geometry listed as 

its type: 

The_geom| geometry 

The network data dublin_highway1 provides the following information 

• Road link id(gid) 

• Road type(for ex primary, secondary,tertiary) 

• Road name(name) 

• Road geometry(the_geom) 
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However this data allows to display the road data as a PostGIS layer for example in 

openJump which I am using for this project. But for the routing function to work the 

network data should contain a network topology information. The steps for creating 

network topology is explained in section 5.2 

5.2    Setting data for pgrouting 

After the data is imported in spatial database usually requires one more step for 

pgRouting to work. For pgRouting to work edges table should contain the network 

topology or connectivity information data should provide the network topology which 

consists of links to source and target id each. So first source, target and length column is 

added as shown in listing 5.3 and then the assign_vertex_id function is ran. This function 

assigns a source and a target ID to each link and it can “snap” nearby vertices within a 

certain tolerance. 

 

 

Listing 5. 3: shows that the table was successfully altered. Now road data contains source , target and 
length column 
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Listing 5. 4: Verfying table dublin_highway1 was successfully altered adding source, target and 
length column 

 
After this step  assign_vertex_id function was ran to create network topology in 

dublin_highway1 table containing road data. Listing 5.5 shows that the 

assign_vertex_id was successfully run to create network topology(connectivity 

information). 
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Listing 5. 5: Verfying the network topology was successfully created in psql 

For dublin_highway1 table 

 

After these steps testdb database looks like this: 

 

Listing 5. 6: Verifying the network topology was successfully created 

The following SQL command populates the “length” field which will be used as the edge 
cost in the network topology. 

UPDATE dublin_highway1 SET length = length(the_geom); 

Test the lengths have been calculated 

 

Listing 5. 7: Verifying the lengths column has updated successfully 

5.2.1 Add indices 
 
Adding indices speeds up the data access so it improves the query performance. This is 

done using the CREATE INDEX command . The command to create an index for the 

geometry in the dublin_highway1 table looks like this. 

 

Listing 5. 8 Command to create index for the geometry 

The source_idx, target_idx and geom._idx is used for the name of the index. The second 

parameter dublin_highway1 is the name of the table for which indexes are being created. 

The field that hold geometry data is identified as the_geom. The rest of the command 

consists of keywords needed for indexing functions to run and must be used as shown 

(Mitchell, 2005). 
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5.3     Example of Spatial SQL queries 

 

 

This spatial query is selecting the total length of the roads in dublin_highway1 table, 

expressed in kilometres. 

 
This query reports the number of features in the buildings_geodir table 

 
This query counts the total number of distinct buildings in buildings_geodir table. 

 
 
 

 
 
This query is selecting the road name in dublin_highway1 table which  is within 30 m 

distance from the buildings with gid ‘1375’ in buildings_geodir table. So two table are 

joined together pair at time using topology and set comparison operator ‘contains’ 

and spatial analysis operator ‘buffer’. 

 
 
 



 62

This query is selecting the source of the road named ‘Kevin Street Lower’ in 

dublin_highway1 table 

 

This query is selecting the source of the road name ‘Mercer Street’ in dublin_highway1 

table which returns three source as an output 

5.4     Putting PostGIS data into Geoserver 

There is a certain order to which data must be loaded to GeoServer. First a workspace 

must be created, then the data store and  finally the individual layer must be loaded. 

 

 

                                        Figure 5. 2: Geoserver datastorage 

 

Step1: Login to GeoServer 

The defaults are username=admin, password=geoserver. 

 

 



 63

Step2: Create Workspace 

Workspaces is a container which is used to organise layer. A Workspaces consists of a 

name and a Namespace URI  In GeoServer, a workspace is often used to group similar 

layers together. Individual layers are often referred to by their workspace name, colon, 

then store. (Ex: topp:states) Two different layers having the same name can exist as long 

as they exist in different workspaces. (Ex: sf:states, topp:states) (Geoserver,2009).  

 

 

 

Figure 5. 3Adding new workspace Ireland 

 
After clicking submit the newly created workspace appears as follows: 

 
Figure 5. 4: Workspace view 
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Step 3: Add new store 

A store connects to a data source that contains raster or vector data. A data source can be 

a file or group of files such as a table in a database, a single file (such as a shapefile), or a 

directory (such as Vector Product Format library). The store construct is used so that 

connection parameters are defined once, rather than for each piece of data in a source. As 

such, it is necessary to register a store before loading any data. 

Select Stores | New data source | PostGIS   then the form was filled out as follows; 

 

 

Listing 5. 9 Filling out the form for the new data source 
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On Saving was presented with a  list of all the tables in the testdb database 
 
 

 
Figure 5. 5: Layer view 

 
Step 4: Publish 

Clicked on publish for dublin_highway1 

Then it returned detailed layer information for the dublin_highway1 table/layer. 
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Figure 5. 6 Computing bounding boxes in Irish National Grid 

Figure 5.6 shows  system computing the bounding boxes by clicking on “Computer from 
data” and “Compute from native bounds”.  
When  clicked  Save, got: 
 

 
 
Figure 5. 7 Result after the coordinate system was set to Irish National Grid(29900). 
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Again the step3 and step4 was repeated to add the buildings data to GeoServer but this 
time Data Source name is buildings_geodir. 
 
 
Step5: Add a layer group 
This step was done to display the road table and buildings table together 

 
Figure 5. 8 Adding two different geometry table in one group name highwaybuildings 

 
 
 
By viewing the highwaybuildings group map in Layer Preview selecting OpenLayer 
format got both data were displayed as shown in figure  
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.  
Figure 5. 9 Displaying group map in openlayer format 

 
Figure 5.9 shows the both data dublin_highway1 and buildings_geodir from postgis 
spatial database were successfully integrated with GeoServer. 
 
 

5.5 Summary 
 
Creating a GIS involves integrating multiple technologies. Each of these has to be 
configured to communicate with each other to allow automated flow of data throughout 
the system. 
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Chapter 6 Code 
 
The main aim of this project is to find route from one building to another building using 

PostgreSQL/PostGIS ,initially display the routes in OpenJump and then display the routes 

using openlayers. I have already explained how the data were loaded in database. Now 

this chapter explains the languages that were used in this project to meet the main 

objectives of this project. 

6.1 PL/pgSQL code 

PL/pgSQL programming language was used to put the queries together. By using this 

language first the small function named as find_nearest_road was created and this 

function was passed as a variable in another function named find_route which is 

described in section 6.1.2. 

 
6.1.1 find_nearest_road function 
 

 
Listing 6. 1:find_nearest_road function 

 

Line 1 Creates the function named find_nearest_road and states its argument gid as 

integer and states the OUT parameter named nearest_road of type integer. This OUT 

parameter allows to return outputs from a function without having to declare a 

PostgreSQL type as output of the function. 

In Line 3 the dollar sign represents the dollar quoting approach. Dollar quoting approach 

is used beacause ‘CREATE FUNCTION’ call that creates the PL/pgSQL function is 

specified as a string literal. If the string literal is written in ordinary way with single 
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quotes, then any single quotes inside the function body must be doubled; likewise any 

backslashes must be doubled. In dollar quoting approach there is no need to double any 

quote marks. 

In Line 7 and Line 8 “SELECT” clause selects desired column source from table 

dublin_highway1  

--“WHERE” clause specifies the required condition for rows here the condition is 

buildings gid from the table buildings_geodir which should match with the argument gid 

at the time of function call 

--This query involves spatial join between two tables 

--spatial join is done between two spatial table dublin_highway1 and buildings_geodir 

--spatial predicate “Contains” is used for spatial join to test wheather the 

dublin_highway1 geometry contains another geometry buildings_geodir 

--spatial operator “Buffer” is used to buffer within the 30m of the building with gid and 

then finally through this query find_nearest_road function returns the source of the road 

order by source and limiting the result to return only one row 

 

After calling this function passing building gid as an argument  find_nearest_road in psql 

shell returns  the source of the road from the dublin_ighway1 street table. Listings below 

shows the function find_nearest_road returning the source 12348 and 433 of the buildings 

with gid 1375 and 59 respectively 

 

 
Listing 6. 2 calling find_nearest_road function with gid as argument 

 

 
Listing 6. 3 calling find_nearest_road function again with another gid as argument 
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6.1.2 find_route function 
 
 
 

 
Listing 6. 4 find_route function 

In line 1 and 2 CREATE FUNCTION call  creates the PL/pgSQL function in the 

PostgreSQL database. --This CREATE FUNCTION command names the new function 

find_route, states its argument source_building_gid and target_building_gid as integers 

types, OUT parameter allows to return outputs from a function without having to declare 
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a PostgreSQL type as output of the function.The function's main code block then starts 

with a declaration section. 

 
 
 
 
 
Line 4 defines  return type which  is set of record, “RETURNS SETOF record” returns 

the multiple rows 

Line 9 and 10 declares the variable as int and another PL/pgSQL function find_nearest 

_road function is assigned as a variables within this function 

 

Line 17 to 27 -- return query returns out value of the function through Dijkstra shortest 
path core function 
--source and target ids are vertex ids 

--source and target is cast into integer and length to double precision 

--s and f is passed as variable which came from declaration section 

--false,false means has_reverse_cost is set to false 

 

 

 
After calling this function find_nearest_road in psql shell got the shortest path between 
the two buildings with gid 1375 and 59 . 
 
 

 
 
Listing 6. 5 calling the find_route function with two different gid as arguments 

• Then the view was created to see the shortest path between  buildings with gid 1375 

and 59. Listing below shows how the view was created in psql shell. 
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• The view was then can be viewed from the OpenJump and for that the following 
query was passed from the OpenJump query tool 

 
 
select asbinary(h.the_geom)  from route r, dublin_highway1 h where h.gid = r.edge_id; 
 
 

 
Figure 6. 1:showing the the shortest path between two buildings with gids 1375 and 59 in OpenJump. 

 
 

6.2 OpenLayer Code 

This section explains interface design code. It includes HTML, CSS and javascript code.  

JavaScript was selected as it’s provides functionality need to keep track of mouse 

position or capture when someone clicks the mouse, or execute something when the page 

is fully loaded.  

Therefore JavaScript was used in conjunction with OpenLayer API to load the map and 

enable user interaction.  
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<div id="map" ></div> 

This <div> element will serve as the container for map viewport.. 

<style type="text/css" > 
#map { 
width: 500px; 
height: 500px; 
border: 1px solid black; 
} 
</style> 
 
In this case, we’re using the map containers value as a selector, and map is specified with 
the width (512px) and the height (256px) for the map container and 1 px for the border. 
 
<script src="openlayers/OpenLayers.js" ></script> 
 
This includes the OpenLayers library. The location of the file is specified by the  

src='openlayers/OpenLayers.js' attribute. Here, I am using a relative path. As the 

index.html  page is in the same folder as the OpenLayers.js file 

 An absolute path can also be used that is it can be pass in a URL that the script is located 

at. OpenLayers.org hosts the script file as well; the following line of code can be used to 

link to the library file directly: 

<script type='text/javascirpt' src='http://openlayers.org/api/ 
OpenLayers.js'></script> 
 
The advantage of using absolute path is that you do not need to maintain a local copy of 

the JavaScript library on your own web server ensuring that you always have the most 

up-to-date product on offer. The disadvantage of this is that you must always have 

internet connectivity to access their functionality. So I have chosen to use the localcopy 

for this project. 

 

 
<script> starts a block where all our code is set up inside it to create  map. 
 
var map; 
 
global variable called map is created. In JavaScript, anytime a variable is created it is 

needed to place var in front of it to ensure that we don't run into scope issues (what 
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functions can access which variables). When accessing a variable, no need to put var in 

front of it. 

 
 
<!----init() used to initialize the map using the onload=”init”  in the body of the HTML 

page, therefore telling the web browser to run this function at the same time as the 

webpage body is loaded---!> 

function init(){ 

 

 
 
// creates a new openlayers.Bounds object, Bound sets the geographic limit of the display 
layer 
     var bounds = new OpenLayers.Bounds( 
                    297730.375, 217955.328, 
                    330136.625, 260578.453 
                ); 
 
//In this example, we set some custom map options. First, we set    controls: [new 
OpenLayers.Control.PanZoom() ,], 
Next  the map units to "m" for meters was set,  and projection  was set  in 29900 Irish 
national grid . 
                
                var options = { 
                    controls: [new OpenLayers.Control.PanZoom() ,], 
      
                    maxExtent: bounds, 
                    maxResolution: 166.49658203125, 
                    projection: "EPSG:29900", 
                    units: 'm' 
                }; 
 
 
// The OpenLayers.Layer.WMS constructor requires 3 arguments and an optional fourth. 

 

dublin = new OpenLayers.Layer.WMS( "dublin historical" , 

"http://localhost:8080/geoserver/wms?" , 

{layers: 'Ireland:buildings_geodir', transparent:true} ); 
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The first argument, "dublin", is a string name for the layer. This is only used by 

components that display layer names (like a layer switcher) and can be anything of  

choosing. 

The second argument, "http://localhost:8080/geoserver/wms?" is the string URL for a 

Web Map Service. 

The third argument, {layers: 'Ireland:buildings_geodir'} is an object 

literal with properties that become parameters in our WMS request. In this case, we’re 

requesting images rendered from a single layer identified by the name 

'Ireland:buildings_geodir'. 

 

 
//add layers to the map can be done together but here I have done it separetly 

 

map.addLayer(counties); 

map.addLayer(dublin); 

map.addLayer(start); 

map.addLayer(stop); 

 
// support GetFeatureInfo 

                <! Capture mouse events and pass request to function to be execute, so that an 

user can click on the map to get map information of the area of interest !> 

   map.events.register('click', map, function (e) { 

 
 
//define the result of getfeatureInfo, the parameters are listed below  

var params = { 

                        REQUEST: "GetFeatureInfo", 

                        EXCEPTIONS: "application/vnd.ogc.se_xml", 

                        BBOX: map.getExtent().toBBOX(), 

                        X: e.xy.x, 
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                        Y: e.xy.y, 

                        INFO_FORMAT: 'text/html', 

//get map query retrieve information from the database 

                        QUERY_LAYERS=Ireland:dublin_highway1,buildings_geodir, 

  //set maximum number of return feature 

                        FEATURE_COUNT: 5, 

             LAYERS=Ireland:dublin_highway1,buildings_geodir,                                                         

Styles: '', 

   //set Irish coordinate  

                        Srs: 'EPSG:29900', 

                        WIDTH: map.size.w, 

                        HEIGHT: map.size.h, 

                        format: format}; 

 

 
// If you activate a radio-buttion, eg. for the startpoint 

// the function toggleControl is activated. 

 
<input type="radio" name="control" value="start" id="startToggle"             

                   onclick="toggleControl(this);" /> 

        <label for="startToggle">set start point</label> 

 

 

// draw feature control is created 

this creates  an OpenLayers.Control.DrawFeature control . We construct this layer 

with an OpenLayers.Handler.Point to allow drawing of point.  

 

 
controls = { 

   start: new OpenLayers.Control.DrawFeature(start, SinglePoint), 

      stop: new OpenLayers.Control.DrawFeature(stop, SinglePoint) 

    } 
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    for (var key in controls) { 

        map.addControl(controls[key]); 

    } 

 

// This section deals with vector layers - where the data is rendered for viewing in your 

browser. The two vector layer is given a title Start point and End point respectively. 

 

start = new OpenLayers.Layer.Vector("Start point", {style: start_style}); 

stop = new OpenLayers.Layer.Vector("End point", {style: stop_style}); 

 

 
 
// these code provides style to the vector layer Start point and End point 

var start_style = OpenLayers.Util.applyDefaults({ 

                externalGraphic: "marker-green.png", 

                graphicWidth: 18, 

                graphicHeight: 26, 

                graphicYOffset: -26, 

                graphicOpacity: 1 

            }, OpenLayers.Feature.Vector.style['default']); 

    

   var stop_style = OpenLayers.Util.applyDefaults({ 

                externalGraphic: "marker.png", 

                graphicWidth: 18, 

                graphicHeight: 26, 

                graphicYOffset: -26, 

                graphicOpacity: 1 

            }, OpenLayers.Feature.Vector.style['default']); 
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OpenLayers provides controls for drawing and modifying vector features. The 

OpenLayers.Control.DrawFeature control can be used in conjunction with an 

OpenLayers.Handler.Point, an OpenLayers.Handler.Path, or an 

OpenLayers.Handler.Polygon instance to draw points, lines, polygons, and their multi-

part counterparts. The OpenLayers.Control.ModifyFeature control can be used to 

allow modification of geometries for existing features. 

openlayer uses event listener to handle the mouse events. 

 
var SinglePoint = OpenLayers.Class.create(); 

 SinglePoint.prototype = OpenLayers.Class.inherit(OpenLayers.Handler.Point, { 

     createFeature: function(evt) { 

         this.control.layer.removeFeatures(this.control.layer.features); 

         OpenLayers.Handler.Point.prototype.createFeature.apply(this, arguments); 

     } 

 }); 

 
 
 
Finally, behavior was added to the <input> element in order to activate and deactivate 

the draw control when the user clicks the checkbox. We’ll also call the toggle function 

when the page loads to synchronize the checkbox and control states. Add the following to 

your map initialization code: 

 
function toggleControl(element) { 
 
    for (key in controls) { 
        if (element.value == key && element.checked) { 
 
 
            controls[key].activate(); 
        } else { 
            controls[key].deactivate(); 
        } 
    } 
} 
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In order that users can also navigate with the mouse, we don’t want this control to be 

active all the time. We need to add some elements to the page that will allow for control 

activation and deactivation. In the <body> of your document, add the following markup. 

<input type="radio" name="control" id="noneToggle" 

                   onclick="toggleControl(this);" checked="checked" /> 

            <label for="noneToggle">navigate</label> 

Finally figure below shows the two tables dublin_highway1 and buildings_geodir 
displayed as a layer through openlayers. 
 

 
Figure 6. 2  Showing the road and buildings table as a layer 
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Figure 6. 3 Showing the features of the road and building data. 
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Figure 6. 4 showing the Layer switcher containing layers name 
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Figure 6. 5 showing the start and end point as a layer 
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Chapter 7 Conclusions 
 
 
However achieving the aims of this project was very challenging since technical and non 

technical Challenges needed to be addressed. Personal Research and reading where 

essential in order to succeed. Most Importantly understand the concept of spatial database 

and Web mapping. 

A lot of time and resources were used to investigate, testing and integrating the different 

tools needed to support the implementation process of this project, because it was 

difficult to implement extra features on standalone earth client without previous 

knowledge of PL/pgSQL, OpenLayers, GeoServer and javascript language. 

 

7.1 Overview of objectives 

 
 
Objective Deliverables 
Research, install and configure a spatial 

database. 

 

PostGIS 

Research, install and configure coding 

language that interact with spatial database. 

 

PL/pgSQL 

Acquire competency using the tool 

OpenJump, PostgreSql and GeoServer. 

 

These tools were successfully downloaded 
and integrated 

Research, install and configure software to 

act as the client interface in conjuction with 

the user’s browser 

 

openLayers 

Research, install and configure client that 

act as gis viewer to perform analysis of 

datasets, query the database. 

 

OpenJump 
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To acquire the data which will be used for 

the route finding 

 

The streets use OSM data from 
CloudMade.The OSM data was 
transformed to Irish National Grid 
(IGN).The buildings are a subset of the 
Geodirectory from An Post originally in 
IGN. 

To load the database with valid data 

 

Database was loaded with both data i.e 
street data and buildings data 

To design the systems that integrates all the 

components 

 

Integrated system is designed in chapter 5 

To create a queries that will allow the user 
to initially interact with the data in GIS 
client 

OpenJump 

To create an interface that allows the user 

to interact with the system  

 

Only the part of the interface was designed 
Using HTML, CSS, OpenLayers and 
Geoserver. 

Table 7. 1: Objectives and their corresponding  Deliverables of the project 

There were other emergent benefits that were a consequence of the planning and 

preparation that went into preparing this work:  

  

• project management  

• work planning  

• project report making / writing 

 

The following points illustrate the main learning outcomes. 

• I’ve also improved my research skills. The assignments from my previous studies had 

given me an introduction into having to perform research to find answers. For this 

project it was on a much grander scale. By the end of the project I found that I had 

learned how to evaluate sources better and how to better pick the information that was 

relevant to my aims. 

 

• Building the client side component gave the author a working understanding of the 

OGC’s standards and specifications in general. Detailed knowledge of the OGC Web 
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Map and the Simple Features was also gained through their practical application in 

the prototype.  

• Data is freely available from a variety of sources. The main source of data for this 

project was open street map data from cloudmade and the buildings are a subset of 

the Geodirectory from An Post originally in IGN. 

• Becoming familiar with so many different applications and technologies has an initial 

steep learning curve but the knowledge attained provides a strong foundation for 

building similar systems in the future 

• Lastly, I also learned a lot about the Open Source software world. Previous to this 

      project, my knowledge of the open source world was almost zero. By working 

withopen source software on this project, I learned how the open source projects are 

typically run and how one can make a contribution. 

7.4 Benefits of undertaking this project 

This project has been personally very beneficial from the point of view of acquiring in-

depth knowledge into integrating a system that includes an Postgis database, a GIS 

server, and front-end technology to display geographic data. Each of these had to be 

researched so in addition of gaining hands-on experience with the chosen software, 

information was also learned about other similar applications and the functionality they 

offer. 

The underlying services of PostGis combined with GeoServer can be used for deploying 

any geographic data and allow the use of this information in many ways i.e. using 

OpenJump to access either the database directly or through GeoServer to process the 

data. It makes viewing this geographic data very easy over the web using a product such 

as OpenLayers.   

 

7.5 Future research could be done 
 
The software developed in this work performs to show routes between one building to 

another building in OpenJump using dijkstra shortest path algorithm and can display the 
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layers in openlayer format and javascript was written two pick up the two points as a 

layer. 

The following features could be added:  

• Create table dynamically after picking the two points and display features as a 

layer 

• Create the routes from one name place to another 

• Create a web service where the routing algorithm runs on the web server and 

            accepts queries from web clients.The server performs all required computations 

and generates images with recommended routes that are sent back to the client.   

• Create route based on more than one routing algorithms. 
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9. Appendix 
 
 

9.1     Appendix A Using OpenJump with PostgreSQL/PostGIS 
• To add a PostGIS table to OpenJump select  
• Layer | Run Datastore Query  
• The first time you do this you will have to establish a connection with 

PostgreSQL/PostGIS. 

 
 

• In the Run Datastore Query  Window click on the icon on the top right (2 small 
disks) 

• This will open the Connection Manager 
• Click Add 
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9.2 Appendix B- pgRouting Installation 
        

The Zip contains source SQL files and Windows DLL files 

 

 

• Unzip (extract) to a folder (say pgTemp). 

• The extraction process will make two sub-folders called “lib” and “share” 

• You should copy the DLLs and SQL files provided in these folders the correct 

location under your PostgreSQL installation, which should be: 

• Copy the DLL files to C:\Program Files\PostgreSQL\8.4\lib 

• Copy the SQL files to C:\Program Files\PostgreSQL\8.4\share\contrib 

• These folders are shown below: 
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9.3     Appendix C 

I had created separate database named testdb and postGIS functionality was added to it. It 
is described below how it was done. 

Start  pgAdmin III, a graphical tool for administering PostgreSQL databases . 

Step 2: Create a database called “testdb” using pgAdmin III and add PostGIS 
functionality via the default template. A template can be used to construct many database 
with the same properties. 

• Open pgAdmin III from the Windows Start Menu (“Start->Programs-
>PostgreSQL 8.4->pgAdmin III”). 

• Connect to your database by double clicking it in the object browser. You may 
need to enter password information. 

• In pgAdmin III, right click on “Databases” in the table and click “New 
Database…”. 
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 Name the database “testdb” and for the template, select “template_postgis”. 
 Click “OK”. 

 

 

Your pgAdmin should look something like this: 
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Step 3: Add the core pgRouting functionality to the newly created database. 

 In pgAdmin III, select the newly created “testdb” database in the object browser. 

 Look at the top toolbar in pgAdmin III. There is a SQL query tool. Click on this 
tool to open it, or click “Tools->Query Tool” from the application menu. 

 In the SQL query tool window, click “File->Open” and select 

 “C:\Program Files\PostgreSQL\8.4\share\contrib\routing_core.sql” 

 To execute this query, click the green “play” button or navigate the application 
menu by clicking “Query->Execute”. 

 Repeat the same process for 

 “C:\Program Files\PostgreSQL\8.4\share\contrib\routing_core_wrappers.sql”. 

“C:\Program Files\PostgreSQL\8.4\share\contrib\routing_topology.sql”. 
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