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SYSTEM AND METHOD FOR EXPOSING
TASKS IN A DEVELOPMENT
ENVIRONMENT

REFERENCE TO RELATED APPLICATIONS

This application is related by subject matter to U.S. patent
application Ser. No. 10/769,637 entitled “System and Method
for Providing a Logical View of a Data Source” filed on Jan.
30,2004, U.S. patent application Ser. No. 10/768,525 entitled
“System and Method for Generating a Parameterized Query”
filed on Jan. 30, 2004, and U.S. patent application Ser. No.
10/768,526 entitled “System and Method for Exposing a
Child List” filed on Jan. 30, 2004, the contents of which are
hereby incorporated by reference in their entirety.

FIELD OF THE INVENTION

The present invention relates to the field of software devel-
opment and, more specifically, to providing a user interface
that enables a user to efficiently view and select developer
tasks in a development environment.

BACKGROUND OF THE INVENTION

A development tool such as, for example, VISUAL STU-
DIO™ from Microsoft Corp. of Redmond, Wash., enables
development of a wide range of computing applications. Such
applications may include, for example, web applications,
extensible markup language (XML) applications, and tradi-
tional client applications. As part of the development process,
auser may view, manage, and manipulate a number of objects
within the development environment. Such objects may
include, for example, forms, controls, components, text
strings, and other like elements associated with the develop-
ment process. The development tool may employ a number of
development interfaces that enable the user to interact with
such objects.

One such development interface is the designer. Generally,
the designer enables the user to add, align, position, view,
manage, and manipulate forms and controls. A form is an
object that enables the presentation of information to the user
and the acceptance of input information from the user. A form
may expose properties and methods which define its appear-
ance and behavior, and events which define its interaction
with the user. By setting its properties and writing code to
respond to its events, a user may customize a form to meet the
requirements of an application. A simple way to define a user
interface for a form is to place controls on the form’s surface.

A control is an object that is contained within a form. A
control may be an object such as, for example, a data grid
view, a drop down list, a combo-box, a button, or a check-box.
Each type of control has its own set of properties, methods,
and events that make it suitable for a particular purpose. The
designer enables a user to add controls to a form. For example,
the designer may enable a control to be added to a form by
dragging and dropping the control from a server management
console or a logical data source interface such as described in
the aforementioned U.S. patent application Ser. No. 10/769,
637 entitled “System and Method for Providing a Logical
View of a Data Source”. Once a control is added to a form, the
designer enables the control to be aligned and positioned
within the form.

Another development interface that the enables the user to
interact with objects is the development tool code and text
editor. Generally, the editor provides a word processing inter-
face that enables a user to efficiently generate, edit, and save
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2

source code and text related to application development. The
editor may include a language specific service that checks for
syntax and usage errors within source code. The editor may be
opened directly from a control by, for example, right clicking
on the control and selecting a view code option. The source
code or text within the editor may include a number of
objects.

To better enable the user’s interaction with such objects, it
is desirable for the development tool to expose and execute an
increasing number of developer tasks. The term developer
task, as used herein, refers to any task executed in connection
with an object or a triggering action performed by the user
within a development interface. Such developer tasks may be,
for example, data configuration and builder tasks performed
in connection with an object. Such developer tasks may also
be, for example, tasks which modify a user action with a user
specified result. Some exemplary developer tasks are
described in the aforementioned U.S. patent application Ser.
No. 10,768,525 entitled “System and Method for Generating
a Parameterized Query” and U.S. patent application Ser. No.
10/768,526 entitled “System and Method for Exposing a
Child List™.

Conventional development tools may employ a combina-
tion of user interfaces such as traditional menus, shortcut
menus, status bars, and toolbars to expose tasks and com-
mands to the user and alert the user to important information
within an application. Traditional menus hold commands,
grouped by a common theme. Toolbars use buttons to expose
frequently used commands. Context menus “pop up” in
response to a right-click of the mouse and hold commonly
used commands for a particular area of an application. Often,
context menus are assigned to controls, and provide particular
commands that relate to the control to which they are
assigned. Status bars indicate an application state or provide
information about a corresponding entity in the application
that has a focus, such as a menu command.

While the user interfaces set forth above serve many pur-
poses, their implementation involves several drawbacks. For
example, traditional menus, toolbars, and status bars are gen-
erally located around the perimeter of a development inter-
face and, therefore, are not local to an object or screen area in
which a triggering action occurs. Thus, to invoke such inter-
faces in connection with an object, the user is required to, for
example, move a screen pointer from an object to the perim-
eter of a development interface, thereby interrupting the
user’s actions and thought process.

A context menu may alleviate some of the positioning
drawbacks set forth above because the context menu may be
displayed adjacent to an object. However, a drawback of the
context menu is that its discoverability is limited. Specifi-
cally, before being displayed, it must first be requested by the
user. Thus, the user may not be aware or may forget that the
context menu is available. Additionally, the user must inter-
rupt her action and thought process to request the context
menu. Also, because the context menu does not persist with a
corresponding object, the user must repeatedly request the
context menu every time she wishes to use it. Another draw-
back of the context menu is that it is limited to text items and
does not include, for example, user input fields such as radio
buttons, check boxes, and drop down menus which may
enable the user to input object properties. Furthermore, the
context menu and traditional menus require the user to either
select a menu option or close the menu before the user may
return to the development interface in which she is working.
Thus, even if the user does not wish to immediately invoke a
menu item, the user’s actions and thought process must be
interrupted to close the menu.
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Accordingly, there is a need in the art for a “smart” user
interface for exposing items including developer tasks and
commands, view and modify properties, and ascertain other
related information in connection with a corresponding
object or triggering action. The user interface may also
expose items that are relevant to child objects that are asso-
ciated with the corresponding object and tool defined tasks
that are related to the corresponding object. It is desired that
the user interface be functional in a number of development
interfaces such as, for example, the designer and the editor. It
is further desired that the user interface provide a “rich”
display that includes, for example, user input fields such as
text edit boxes, check boxes, radio buttons, and drop down
menus. It is further desired that the user interface enable
direct execution of developer tasks or, alternatively, provide a
direct link to other interfaces that facilitate task execution. It
is further desired that the user interface provide strong visual
attractors in proximity to an object, thereby alerting the user
to its availability. It is further desired the user interface expose
tasks and information in a non-obtrusive manner without
interrupting the actions or the thought process of the user. It is
further desired that the user interface function in a manner
that is consistent with other interfaces in other computing
environments such as, for example, in personal productivity
systems, thereby providing a familiar and intuitive experience
for the user. It is further desired that the user interface option-
ally persist with a corresponding object as long as the object
is present or the action is applicable in a development inter-
face so that the user need not repeatedly request the user
interface. It is further desired that the user interface enable the
selection of customized tasks, commands, and information.
Other features and advantages of the invention may become
apparent from the following detailed description of the inven-
tion and accompanying drawings.

SUMMARY OF THE INVENTION

A user interface is provided that exposes items such as
developer tasks, commands, property settings, and other
related information to a user. The user interface may be imple-
mented in and invoked from a number of development inter-
faces such as, for example, a designer or an editor. The user
interface may be either an object bound interface or an action
triggered interface. An object bound interface exposes items
that are associated with a corresponding object and possibly
other associated child objects in a development interface. An
action triggered interface exposes items that are associated
with a corresponding user action performed in a development
interface.

According an aspect of the invention, a task provider moni-
tors the development interface to detect objects and their
corresponding states. The task provider determines, based on
the state of the detected objects, which developer tasks are
available in connection with detected objects. The task pro-
vider also detects user actions occurring within the develop-
ment interface and determines which developer tasks are
available in connection with the detected actions. A task
service functions in connection with the task provider to
manage developer tasks.

According to another aspect of the invention, the user
interface may include a panel that is displayed adjacent to a
corresponding object. The panel may be instantaneously dis-
played when a corresponding object is dropped into a devel-
opment interface. The panel may also be requested using
short cut key stroke mechanisms. Alternatively, an icon may
first be displayed to indicate to the user, in a non-obtrusive
manner, that a panel is available. The user may then request
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4

the panel by, for example, moving a screen pointer over the
icon and clicking on the icon with an attached mouse. In
addition to traditional text items, the panel may also include,
for example, user input fields such as text edit boxes, check
boxes, radio buttons, and drop down menus. Such user input
fields may enable the user to set properties of a corresponding
object. In addition to enumerating developer tasks, the panel
may provide a direct link to other interfaces that facilitate task
execution. A programmatic interface may enable the user to
provide custom content that may be included in a panel.

According to another aspect of the invention, an icon may
be either an object bound icon or an action triggered icon. An
action bound icon may be displayed adjacent to a correspond-
ing object. An action triggered icon may be displayed adja-
cent to an object on which a corresponding triggering action
is performed. Thus, both an object bound icon and an action
triggered icon may be displayed adjacent to a single object.
Various informational symbols may be displayed on the face
of'an icon to indicate to the user whether the icon is an object
bound icon or an action triggered icon and also, possibly, to
indicate a particular type of triggering action with which the
icon is associated. Characteristics of an icon such as, for
example, its shape, size, shading, and informational symbols
may vary depending on the user’s interaction with the icon
and the adjacent object. For example, the characteristics of an
icon may vary depending on whether a screen pointer oper-
ated by the user is hovering away from an icon, hovering
indirectly over an icon, or hovering indirectly over an icon.

Additional features and advantages of the invention will be
made apparent from the following detailed description of
illustrative embodiments that proceeds with reference to the
accompanying drawings.

BRIEF DESCRIPTION OF THE DRAWINGS

The illustrative embodiments will be better understood
after reading the following detailed description with refer-
ence to the appended drawings, in which:

FIG. 1 is a block diagram representing a general purpose
computer system in which aspects of the present invention
and/or portions thereof may be incorporated;

FIG. 2 is a block diagram of an exemplary development
environment in accordance with the present invention;

FIG. 3a-3¢ show exemplary user interface icons within the
designer interface in accordance with the present invention;

FIGS. 4a and 4b show exemplary user interface panels in
the designer interface in accordance with the present inven-
tion;

FIGS. 54 and 55 are a flowchart of an exemplary method
for exposing developer tasks in accordance with the present
invention;

FIG. 6a-6¢ show exemplary user interface icons within the
editor interface in accordance with the present invention; and

FIG. 7 shows an exemplary user interface panel in the
editor interface in accordance with the present invention.

DETAILED DESCRIPTION OF ILLUSTRATIVE
EMBODIMENTS

The subject matter of the present invention is described
with specificity to meet statutory requirements. However, the
description itself is not intended to limit the scope of this
patent. Rather, the inventors have contemplated that the
claimed subject matter might also be embodied in other ways,
to include different steps or elements similar to the ones
described in this document, in conjunction with other present
or future technologies. Moreover, although the term “step”
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may be used herein to connote different aspects of methods
employed, the term should not be interpreted as implying any
particular order among or between various steps herein dis-
closed unless and except when the order of individual steps is
explicitly described.

We will now explain the present invention with reference to
presently preferred, exemplary embodiments. We will first
describe illustrative computing and development environ-
ments in which the invention may be practiced, and then we
will describe presently preferred implementations of the
invention.

Tustrative Computer Environment

FIG. 1 and the following discussion are intended to provide
a brief general description of a suitable computing environ-
ment in which the present invention and/or portions thereof
may be implemented. Although not required, the invention is
described in the general context of computer-executable
instructions, such as program modules, being executed by a
computer, such as a client workstation or an application ser-
vice. Generally, program modules include routines, pro-
grams, objects, components, data structures and the like that
perform particular tasks or implement particular abstract data
types. Moreover, it should be appreciated that the invention
and/or portions thereof may be practiced with other computer
system configurations, including hand-held devices, multi-
processor systems, microprocessor-based or programmable
consumer electronics, network PCs, minicomputers, main-
frame computers and the like. The invention may also be
practiced in distributed computing environments where tasks
are performed by remote processing devices that are linked
through a communications network. In a distributed comput-
ing environment, program modules may be located in both
local and remote memory storage devices.

As shown in FIG. 1, an exemplary general purpose com-
puting system includes a conventional personal computer 120
or the like, including a processing unit 121, a system memory
122, and a system bus 123 that couples various system com-
ponents including the system memory to the processing unit
121. The system bus 123 may be any of several types of bus
structures including a memory bus or memory controller, a
peripheral bus, and a local bus using any of a variety of bus
architectures. The system memory includes read-only
memory (ROM) 124 and random access memory (RAM)
125. A basic input/output system 126 (BIOS), containing the
basic routines that help to transfer information between ele-
ments within the personal computer 120, such as during start-
up, is stored in ROM 124.

The personal computer 120 may further include a hard disk
drive 127 for reading from and writing to a hard disk (not
shown), a magnetic disk drive 128 for reading from or writing
to a removable magnetic disk 129, and an optical disk drive
130 for reading from or writing to a removable optical disk
131 such as a CD-ROM or other optical media. The hard disk
drive 127, magnetic disk drive 128, and optical disk drive 130
are connected to the system bus 123 by a hard disk drive
interface 132, a magnetic disk drive interface 133, and an
optical drive interface 134, respectively. The drives and their
associated computer-readable media provide non-volatile
storage of computer readable instructions, data structures,
program modules and other data for the personal computer
120.

Although the exemplary environment described herein
employs a hard disk, a removable magnetic disk 129, and a
removable optical disk 131, it should be appreciated that other
types of computer readable media which can store data that is
accessible by a computer may also be used in the exemplary
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6

operating environment. Such other types of media include a
magnetic cassette, a flash memory card, a digital video disk,
a Bernoulli cartridge, a random access memory (RAM), a
read-only memory (ROM), and the like.

A number of program modules may be stored on the hard
disk, magnetic disk 129, optical disk 131, ROM 124 or RAM
125, including an operating system 135, one or more appli-
cation 212 programs 136, other program modules 137 and
program data 138. A user may enter commands and informa-
tion into the personal computer 120 through input devices
such as a keyboard 140 and pointing device 142 such as a
mouse. Other input devices (not shown) may include a micro-
phone, joystick, game pad, satellite disk, scanner, or the like.
These and other input devices are often connected to the
processing unit 121 through a serial port interface 146 that is
coupled to the system bus, but may be connected by other
interfaces, such as a parallel port, game port, or universal
serial bus (USB). A monitor 147 or other type of display
device is also connected to the system bus 123 via an inter-
face, such as a video adapter 148. In addition to the monitor
147, a personal computer typically includes other peripheral
output devices (not shown), such as speakers and printers.
The exemplary system of FIG. 1 also includes a host adapter
155, a Small Computer System Interface (SCSI) bus 156, and
an external storage device 162 connected to the SCSIbus 156.

The personal computer 120 may operate in a networked
environment using logical connections to one or more remote
computers, such as a remote computer 149. The remote com-
puter 149 may be another personal computer, a application
service, a router, a network PC, a peer device or other com-
mon network node, and typically includes many or all of the
elements described above relative to the personal computer
120, although only a memory storage device 150 has been
illustrated in FIG. 1. The logical connections depicted in FIG.
1 include a local area network (LAN) 151 and a wide area
network (WAN) 152. Such networking environments are
commonplace in offices, enterprise-wide computer networks,
intranets, and the Internet.

When used in a LAN networking environment, the per-
sonal computer 120 is connected to the LAN 151 through a
network interface or adapter 153. When used in a WAN net-
working environment, the personal computer 120 typically
includes a modem 154 or other means for establishing com-
munications over the wide area network 152, such as the
Internet. The modem 154, which may be internal or external,
is connected to the system bus 123 via the serial port interface
146. In a networked environment, program modules depicted
relative to the personal computer 120, or portions thereof,
may be stored in the remote memory storage device. It will be
appreciated that the network connections shown are exem-
plary and other means of establishing a communications link
between the computers may be used.

Systems and Methods of the Present Invention

An exemplary development environment 200 in accor-
dance with the present invention is shown in FIG. 2. Devel-
opment environment 200 includes a development interface
210. As should be appreciated, development environment 200
may include any number of development interfaces 210. Gen-
erally, development interface 210 enables the user to view,
manage, and manipulate a number of objects 212a-» within
development environment 200. Such objects 212a-z may
include, for example, forms, controls, components, text
strings, and other like elements associated with the develop-
ment process. Development interface 210 also enables the
user to perform a number of actions. Such actions may be, for
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example, adding and positioning objects 212a-r within
development interface 210 and modifying the properties of
objects 212a-n.

Development interface 210 may be, for example, a
designer or an editor. As set forth above, a designer enables
the user to add, align, position, view, and otherwise manage
objects such as, for example, forms and controls. An editor
provides a word processing interface that enables a user to
generate, edit, and save source code and text related to appli-
cation development. The source code or text within the editor
may include a number of objects.

Development interface 210 includes a notification service
214 that tracks objects 212a-z and their corresponding states
and other related information. For example, notification ser-
vice 214 may track the data sources to which objects 212a-»
are bound. Notification service 214 also tracks user actions
occurring within development interface 210.

Task provider 220 communicates with notification service
214 to detect objects 212a-r within the development interface
210 and their corresponding states. The task provider 220
determines a set of developer tasks that are associated with
each detected object 212. For example, data grid view control
may have a set of associated data configuration and builder
tasks. The availability of the associated tasks may vary based
on the state of the detected object 212. For example, the
availability of the data configuration and builder tasks may
vary depending on the types of data sources to which the data
grid view control is bound.

The task provider 220 also communicates with notification
service 214 to detect actions occurring within the develop-
ment interface 210 and determines a set of developer tasks
associated with a detected action. Such developer tasks gen-
erally modify an action with a user specified result. For
example, when a control is dragged from a toolbox and
dropped into a form in the designer, the control may be
automatically docked in a parent control. An associated
developer task may, for example, enable the user to undock
the control from its parent.

A task may not always be available in connection with an
object or triggering action. The determination of which, if
any, tasks are available in connection in connection with an
object or triggering action may require some time, and, there-
fore, task provider 220 has the ability to delay or delegate the
identification of developer tasks until the application is idle,
thereby not slowing the responsiveness of development inter-
face 210.

To determine the available tasks that are associated with an
object or triggering action, task provider 220 may query task
service 230. Task service 230 effectively maintains an asso-
ciation between an object and a corresponding set of available
tasks that are associated with the object. The task service also
230 provides a programmatic interface that enables a user to
add and remove tasks from an objects corresponding set of
available tasks. The programmatic interface may be invoked
after receiving notifications from notification service 214.
Task service 230 also maintains logic for exposing tasks to the
user.

The developer tasks set forth above may be exposed in a
user interface in accordance with the present invention. In
addition to exposing developer tasks, the user interface may
expose other related items such as, for example, commands,
properties, and information in connection with objects
212a-r and actions performed by a user within development
interface 210. The user interface may be either an object
bound interface or an action triggered interface.

An object bound interface is associated with a correspond-
ing object 212 in development interface 210. The object
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bound interface exposes a set of items associated with the
corresponding object 212. The object bound interface may
also expose tasks that are related to child objects that are
associated with the corresponding object. As set forth above
with respect to developer tasks, the availability of items may
vary depending on the state of the object 212. The object
bound interface preferably persists with the corresponding
object 212 as long as the object 212 is present in development
interface 210. Thus, the object bound interface enables the
execution of developer tasks in iterative scenarios which may
include executing several tasks in an arbitrary order. The
object bound interface also enables the performance of tasks
in a “re-entrant” fashion. The term ‘“re-entrant”, as used
herein, refers to performing a task successively without delet-
ing the intermediate states. Thus, the task may be re-entered
with the initial state being initialized using the previous state.

An action triggered interface is triggered by a correspond-
ing user action performed in development interface 210. The
action triggered interface exposes a set of items associated
with the corresponding action. The action triggered interface
preferably expires after the occurrence of an expiration event.
Such an expiration event may be, for example, the expiration
of a time interval after the performance of the triggering
action. An expiration event may also be, for example, the
performance of another user action after the performance of
the triggering action.

The items exposed in the user interface may be displayed to
the user in a user interface panel. Such a panel is described in
detail below with reference to FIGS. 4a and 45. Development
interface 210 may enable a user to select an “auto-pop”
option, in which the panel is displayed instantaneously when
a corresponding object 212 is added to development interface
210. The panel may also be requested using short cut key
stroke mechanisms.

Alternatively, prior to displaying the panel, a user interface
icon may be displayed to the user. Such an icon indicates, in
a non-obtrusive manner, that a panel is available. Unlike a
prior art context menu, an icon preferably does not require a
response form the user. An icon may be an object bound icon
or an action triggered icon, depending on whether it is dis-
played in connection with an object bound or an action trig-
gered interface, respectively. An object bound icon may be
displayed adjacent to a corresponding object. An action may
be displayed adjacent to an object on which a corresponding
triggering action is performed. Thus, both an object bound
and an action triggered icon may be displayed adjacent to a
single object.

Characteristics of an icon such as, for example, its size,
shape, form, shading, color, and position relative to an object
may vary. Such characteristics may be dependent on factors
such as, for example, the particular development interface
210 in which the icon is displayed, whether the icon is an
object bound icon or an action triggered icon, and user pref-
erences. Development interface 210 may enable the user to
set particular icon characteristics.

Additionally, various informational symbols may be dis-
played on the face of an icon to indicate to the user whether
the icon is an object bound icon or an action triggered icon.
For example, an object bound icon may include a drop down
arrow, while an action triggered icon may include both a drop
down arrow and an informational symbol such as, for
example, a quotation mark. In some cases, the particular
informational symbol displayed on an action triggered icon
may indicate with which type of action the icon is associated.
For example, an icon showing two overlaying, lined pages
may be used to indicate a copy text action.
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Exemplary icons in the designer interface are shown in
FIG. 3a-c. As should be appreciated, similar icons may be
employed in the editor interface with optional variations as
will be described in detail below with reference to FIG. 6a-6¢.
An exemplary object bound icon is shown in FIG. 3a. Object
bound icon 310a is associated with control 322. Control 322
is positioned in a form 320 within designer 210a. Object
bound icon 310q indicates to the user that an object bound
panel is available in connection with control 322. Object
bound icon 310a includes only a drop down arrow. Referring
now to FIG. 3, control 322 has an associated action triggered
icon 3104, which indicates to the user that an action triggered
interface panel is available in connection with an action that
has been performed on control 322. Unlike object bound icon
310a of FIG. 3a, which includes only a drop down arrow,
action triggered icon 3105 includes both a drop down arrow
and a exclamation mark symbol. The addition of the excla-
mation mark symbol indicates to the user that the icon 3104 is
an action triggered icon rather than an object bound icon.
Referring now to FIG. 3¢, control 322 has both an associated
object bound icon 310« and an associated action triggered
icon 3105, which indicate that both an object bound panel
and an action triggered panel are available.

Characteristics of an icon may also vary based on the user’s
interaction with the icon and/or object to which it corre-
sponds. For example, characteristics of the icon may vary
depending on whether control 322 is selected or whether it is
one in a group of selected objects. Furthermore, the charac-
teristics of the icon may vary depending on a location of
screen pointer with respect to the icon. Exemplary icons
displayed in response to various user interactions are
described in detail below with reference to FIGS. 6a-6c.

If a group of objects are multi-selected, then only the
primary selected object may display any icons that are
present. Non-primary objects in a multi-selection may, how-
ever, show their corresponding icons when a screen pointer
hovers over them. Otherwise, non-primary objects may func-
tion as if they are not selected. Additionally, if a number of
objects overlap one another, then only the primary object may
display any icons that are present. Furthermore, if an object is
positioned on a screen such that it has a corresponding object
icon and action triggered icon that overlap one another, then
the action triggered icon may be displayed on top of the object
icon. A floating tool window displayed in the designer inter-
face may partially cover an icon. However, clicking on the
iconmay generate a display of the panel over the tool window.

An icon may be shown continuously during a scroll opera-
tion. If a scroll operation requires an icon to be moved so that
it may be visible to the user, then the moving icon may be
visible as the screen is scrolled. When an object is resized or
moved, its corresponding icon may disappear during the
operation and may reappear when the operation is completed.
Ifan object is first positioned so that its corresponding icon is
not shown and the object is then subsequently resized or
moved such that the icon may be shown, then the icon may be
displayed after the operation is completed.

Once an icon is displayed, a user may request a user inter-
face panel by, for example, moving a screen pointer over the
icon and clicking the icon with an attached mouse. The user
may also be requested is by placing a screen pointer over the
icon for a sufficient duration of time. The panel may also be
requested using short cut key stroke mechanisms.

The panel may than be displayed adjacent to a correspond-
ing icon. The panel may include traditional text items from
which the user may select. Such text items may be developer
tasks and other commands grouped and ordered using exten-
sibility mechanisms made available by development interface
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210. Text items may also be displayed on the panel to provide,
for example, textual information, a textual header, or a label.
In addition to text items, the panel may include user input
fields such as, for example, text edit boxes, check boxes, radio
buttons, and drop down menus. Such user input fields may
enable the user, for example, to set properties of a correspond-
ing object. The panel may also include custom content
selected by a user via a programmatic interface. The proper-
ties may also be associated with type converters for an addi-
tional rich user interface. For example, such association with
type converters may be used with respect to a color picker.

Exemplary panels in the designer interface are shown in
FIGS. 4a and 4b. As should be appreciated, similar panels
may be employed in the editor interface with optional varia-
tions as will be described in detail below with reference to
FIG. 7. An exemplary object bound panel 410a is shown in
FIG. 4a. Object bound panel 4104 is displayed adjacent to
object bound icon 3104a. Object bound panel 4104 includes a
list of exemplary developer tasks available in connection with
control 322. Such tasks include auto format, column edit, and
column addition. The edit column and add column tasks are
grouped according to their likely common use. Object bound
panel 410a also includes three user input fields displayed
below the developer tasks. As should be appreciated,
although user input fields 420 are check boxes, other user
input fields such as, for example, text edit boxes, radio buttons
and drop down menus may be displayed. User input fields 420
correspond to exemplary properties of control 322. The
exemplary properties are enable adding, enable editing, and
enable deleting. As shown, the enable adding property is
selected. The enable editing and enable deleting properties
are not selected.

An exemplary action triggered panel 4106 is shown in FIG.
4b. Action triggered panel 4105 is displayed adjacent to
action triggered icon 4105. Action triggered panel 4105
includes a list of exemplary developer tasks available in con-
nection with the triggering action performed on control 322.
Such exemplary tasks include dock in parent container and
undock in parent container. The dock in parent container task
is selected.

The default positioning of a panel may be to the bottom
right of an object as shown in FIGS. 4a and 45. However, the
positioning of a panel may vary when there is not sufficient
room to display the panel in its default positioning due to the
positioning of the object. For example, when an object is
positioned at the bottom edge of a screen, the panel may be
positioned to the top right of the object rather than to the
bottom right of the object. When an object is positioned at the
right edge of a screen, the panel may be positioned to the top
of'the object and as far right as possible without exceeding the
screen boundary. The panel may partially cover the object.
When an object is positioned at the top right corner of a
screen, the panel may also be positioned at the top right corner
of the screen and may partially or entirely cover the object.

The positioning of the panel with respect to the icon may
also vary. For example, the default positioning is for the panel
to be aligned with a corner of the icon as shown in FIGS. 4a
and 4b. However, if the object is positioned such that there is
not sufficient room to align the panel with a corner of the icon
and display the entire panel, then the panel may slide against
the icon until the panel may be entirely displayed.

An exemplary method for exposing developer tasks in
accordance with the present invention is shown in FIGS. 5a
and 5b. At step 510, task provider 220 detects an object 212 or
atriggering action within development interface 210. At step
512, task provider 220 generates a “marker” icon. The marker
is a small non obtrusive icon which notifies the user that a task
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interface is available in connection with the detected object
212 or triggering action. As should be appreciated, in certain
instances, no developer tasks may be available for the object
or triggering action. Thus, prior to generating the marker at
step 512, task provider 220 may first determine whether a
developer task is available for the detected object 212 or
triggering action. If no such developer task is available, then
task provider 220 may fail to generate the marker.

Step 512 is an optional step. For example, in one embodi-
ment of the present invention, the marker may only be dis-
played when a screen pointer is hovering over the same line as
a corresponding object. The relationship between the object
and task provider 220 is maintained even if the marker is not
displayed.

An exemplary marker in the editor interface 2105 is shown
in FIG. 6a. Editor interface 2104 includes exemplary text
with an exemplary object shown by the word “object”. The
word “object” is underlined with a squiggly line to indicate to
the user that it is an object. Although the squiggly line is
shown in FIG. 6a, the squiggly line need not be displayed
every time a smart tag is available in connection with an
object. The editor 2104 includes a screen pointer 620, which
may be guided by a user input device such as an attached
mouse. In FIG. 6a, pointer 620 is not positioned over the
objectorits corresponding icon 610a. Accordingly, icon 610a
is merely a small, non-obtrusive marker that is a small rect-
angular box. The positioning of marker 610a may optionally
vary depending on whether it is an object bound icon or an
action triggered icon. For example, if marker 610a is an
object bound icon, then it may be positioned to the bottom left
of'the object, as shown in FIG. 6a. If marker 610« is an action
triggered icon, then it may be positioned to the bottom right of
the object. In an alternative embodiment, the user may set
marker 610a to be an enlarged icon that includes an informa-
tional symbol similar to the icon described below with refer-
ence to FIG. 6.

At step 514, task provider 220 detects that screen pointer
620 is indirectly hovering over marker 610a, meaning that
screen pointer 620 is hovering adjacent to the corresponding
object. In response to the detection of the indirect hover, task
provider 220 generates an indirect icon at step 516. An exem-
plary indirect icon 6105 in editor interface 2105 is shown in
FIG. 64. Indirect icon 6105 is larger than marker 610a and
includes an informational symbol. Screen pointer 620 is hov-
ering adjacent to the word “object” while not hovering over
icon 6105.

At step 518, task provider 220 detects that screen pointer
620 is directly hovering over icon 6105. In response to the
detection of the direct hover, task provider 220 generates a
direct icon at step 520. An exemplary direct icon 610¢ in
editor interface 2104 is shown in FIG. 6c¢. Direct icon 610c¢ is
enlarged to include a drop down arrow in addition to an
informational symbol. As set for the above, different infor-
mational symbols may be displayed in direct icon 610c¢ to
indicate various types of triggering actions and tasks with
which the icon is associated such as, for example, error cor-
rection, refactoring, and general tasks. Additionally, although
not shown in FIG. 6c¢, direct icon 610c¢ is preferably shaded.

At step 522, task provider 220 detects a request for a user
interface panel. The user may request the panel by, for
example, clicking on direct icon 610¢ with an attached
mouse. At step 524, task provider 220 determines a set of
developer tasks available in connection with the object or
triggering action detected at step 510. As set forth previously,
to determine the available tasks that are associated with an
object or triggering action, task provider 220 may query task
service 230. Task service 230 effectively maintains an asso-
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ciation between an object and a corresponding set of available
tasks that are associated with the object. The task service also
230 provides a programmatic interface that enables a user to
add and remove tasks from an objects corresponding set of
available tasks. The developer tasks available in connection
with a detected object may vary depending on the state of the
object.

At step 526, task provider 220 generates a panel for the
detected object or triggering action. An exemplary user inter-
face panel in editor interface 2105 is shown in FIG. 7. Panel
710 includes exemplary developer tasks reorder parameter,
add parameter, and delete parameter. If desired and appropri-
ate, panel 710 may also include expandable and collapsible
sections for particular groups of items. Panel 710 may also
include a list of help topics that provide contextual assistance
to the user. Panel 710 may also include an item that enables
the user to set options for the user interface. Panel 710 may
also include a task that enables the user to change existing
code or generate new code.

At step 528, task provider 220 detects a selection of a
developer task from panel 710. The user may select a devel-
oper task, by for example, moving screen pointer 620 over the
task and clicking the task with an attached mouse. As should
be appreciated the user may dismiss the task interface without
selecting a task. The user may dismiss the task interface 710
by, for example, moving screen pointer 620 to a screen area of
development interface 210 that is not occupied by task inter-
face 610 and clicking an attached mouse.

At step 530, the selected task is executed. The selected
developer task may be executed directly from panel 710.
Alternatively, the selection of the developer task may launch
another user interface that facilitates execution of the task.

As should be appreciated, the method of FIG. 5 set forth
above is described with respect to editor interface 2105. How-
ever, the method may be employed in designer interface 210a
with optional variations such as, for example, changing the
characteristics of the icon in response to a selection of a
corresponding control. As should be appreciated, steps 512 to
522 of FIG. 5 are optional steps which may be performed or
skipped individually or in combination. For example, as dis-
cussed previously, a user preference that may be invoked is an
“auto-pop” feature, in which a panel is generated instanta-
neously when a control is added to a development interface.
When the auto-pop feature is invoked for a detected object,
steps 512 to 522 are not performed and the method skips from
step 510 directly to step 524. Furthermore, the icons and
panels described with respect to the method of FIG. 5 may
also be displayed in designer interface 210a with optional
variations as described in detail above with respect to FIGS.
3a-3¢ and 4a-4b, respectively.

Conclusion

Thus, a user interface for exposing developer tasks in con-
nection with a corresponding object or triggering action has
been disclosed. The user interface may also expose items that
are relevant to child objects that are associated with the cor-
responding object and tool defined tasks that are related to the
corresponding object. In addition to exposing developer
tasks, the user interface may expose other commands, prop-
erties, and related information. The user interface functions in
anumber of development interfaces such as, for example, the
designer and the editor. The user interface provides a rich
panel that includes, for example, user input fields such as
check boxes, radio buttons, and drop down menus. The user
interface enables direct execution of developer tasks or, alter-
natively, provides a direct link to other interfaces that facili-
tate execution. The user interface is highly discoverable in
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that it provides a strong visual attractor in proximity to an
object, thereby alerting the user to the availability of the
interface. The user interface exposes tasks and information in
a non-obtrusive manner without interrupting the actions or
the thought process of the user. The user interface functions in
a manner that is consistent with other interfaces in other
computing environments such as, for example, in personal
productivity systems, thereby providing a familiar and intui-
tive experience for the user. The user interface may optionally
persist with a corresponding object as long as the object is
present in a development interface. The user interface may
expose customized tasks, commands, and information
selected by a user.

While the present invention has been described in connec-
tion with the preferred embodiments of the various figures, it
is to be understood that other similar embodiments may be
used or modifications and additions may be made to the
described embodiment for performing the same function of
the present invention without deviating therefrom. For
example, the user interface may be invoked in a development
interface other than a designer or an editor. Therefore, the
present invention should not be limited to any single embodi-
ment, but rather should be construed in breadth and scope in
accordance with the appended claims.

What is claimed:

1. A method for exposing a developer task that is associated
with an object in a development interface, the method com-
prising:

detecting an object in a development interface;

determining that a developer task is associated with the

object;

displaying a first icon in the development interface and

adjacent to the object to indicate that a panel is available
that enables the developer task to be viewed and
selected, the first icon being displayed without first
requiring the object to be selected;

in response to the screen pointer hovering over the object,

displaying a third icon in the development interface and
adjacent to the object, the third icon being larger than the
second icon and including the informational symbol and
an additional symbol;

detecting a selection of the third icon: and

displaying the panel in response to detecting the selection

of the third icon.

2. The method of claim 1, further comprising detecting the
object in a designer.

3. The method of claim 1, further comprising detecting the
object in an editor.

4. The method of claim 1, further comprising: determining
a state of the object; and determining that the developer task
is associated with the object based on the state of the object.

5. The method of claim 1, wherein determining that the
developer task is associated with the object comprises query-
ing a task to service to determine that the developer task is
associated with the object.

6. The method of claim 1, further comprising providing a
programmatic interface that enables a user to associate the
developer task with the object.

7. The method of claim 1, further comprising: displaying a
second the icon adjacent to the object when a screen pointer is
hovering over a screen area adjacent to the object; and dis-
playing a third icon adjacent to the object when the screen
pointer is hovering over the object.

8. The method of claim 1, further comprising displaying
the panel adjacent to the first icon.
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9. The method of claim 1, further comprising displaying a
marker icon when a screen pointer is hovering over a screen
area that is not adjacent to the object.

10. The method of claim 1, further comprising displaying a
non-shaded icon when a screen pointer is hovering adjacent to
the object.

11. The method of claim 1, further comprising displaying a
shaded icon when a screen pointer is hovering over the first
icon.

12. The method of claim 1, further comprising determining
that the developer task is associated with a child object that is
associated with the object that is detected in the development
interface.

13. The method of claim 1, further comprising providing a
user interface with a user input field that enables the user to set
a property of the object.

14. The method of claim 1, further comprising: detecting a
selection of the developer task; and providing a direct link to
another user interface that facilitates the execution of the
developer task.

15. The method of claim 1, further comprising executing
the developer task in a re-entrant fashion.

16. A computer readable storage medium having com-
puter-executable instructions that, when executed, cause a
computer to perform the steps of:

detecting an object in a development interface;

determining that a developer task is associated with the

object; displaying a first icon in the development inter-
face and adjacent to the object to indicate that a panel is
available that enables the developer task to be viewed
and selected, the first icon being displayed without first
requiring the object to be selected; in response to a
screen pointer hovering over a screen area adjacent to the
object, displaying a second icon in the development
interface and adjacent to the object, the second icon
being larger than the first icon and including an infor-
mational symbol; in response to the screen pointer hov-
ering over the object, displaying a third icon in the devel-
opment interface and adjacent to the object, the third
icon being larger than the second icon and including the
informational symbol and an additional symbol; detect-
ing a selection of the third icon:

and displaying the panel in response to detecting the selec-

tion of the third icon.

17. a method for exposing a developer task that is associ-
ated with an object in a development interface, the method
comprising:

detecting the performance of an action on an object in a

development interface;

determining that a developer task is associated with the

action;

displaying a first icon in the development interface and

adjacent to the object to indicate that a panel is available
that enables the developer task to be viewed and
selected, the first icon being displayed without first
requiring the object to be selected;

in response to a screen pointer hovering over a screen area

adjacent to the object, displaying a second icon in the
development interface and adjacent to the object, the
second icon being larger than the first icon and including
an informational symbol;

in response to the screen pointer hovering over the object,

displaying a third icon in the development interface and
adjacent to the object, the third icon being larger than the
second icon and including the informational symbol and
an additional symbol; detecting a selection of the third
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icon: and displaying the panel in response to detecting
the selection of the third icon.

18. The method of claim 17, further comprising detecting
the performance of the action in a designer.

19. The method of claim 17, further comprising detecting
the performance of the action in an editor.

20. The method of claim 17, wherein determining that the
developer task is associated with the action comprises query-
ing a task to service to determine that the developer task is
associated with the action.

21. The method of claim 17, further comprising providing
a programmatic interface that enables a user to associate the
developer task with the action.

22. The method of claim 17, further comprising: displaying
a second icon adjacent to the object on which the action is
performed when a screen pointer is hovering over a screen
area adjacent to the object; and displaying a third icon adja-
cent to the object when the screen pointer is hovering over the
object.

23. The method of claim 17, further comprising displaying
the panel adjacent to the first icon.

24. The method of claim 17, further comprising displaying
a marker icon when a screen pointer is hovering over a screen
area that is not adjacent to the object on which the action is
performed.

25. The method of claim 17, further comprising displaying
anon-shaded icon when a screen pointer is hovering adjacent
to the object on which the action is performed.

26. The method of claim 17, further comprising displaying
a shaded icon when a screen pointer is hovering over the first
icon.

27.The method of claim 17, further comprising causing the
first icon to expire after a selected time interval.
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28. The method of claim 17, further comprising causing the
first icon to expire that expires after a performance of another
action by a user.

29. The method of claim 17, further comprising displaying
with the first icon that include an informational symbol cor-
responding to a type of action.

30. The method of claim 17, further comprising: detecting
a selection of the developer task; and providing a direct link to
another user interface that facilitates the execution of the
developer task.

31. A computer readable medium storage having com-
puter-executable instructions that, when executed, cause a
computer to perform the steps of:

detecting the performance of an action on an object in a

development interface;

determining that a developer task is associated with the

action; displaying a first icon in the development inter-
face and adjacent to the object to indicate that a panel is
available that enables the developer task to be viewed
and selected, the first icon being displayed without first
requiring the object to be selected;

in response to a screen pointer hovering over a screen area

adjacent to the object, displaying a second icon in the
development interface and adjacent to the object, the
second icon being larger than the first icon and including
an informational symbol;

in response to the screen pointer hovering over the object,

displaying a third icon in the development interface and
adjacent to the object, the third icon being larger than the
second icon and including the informational symbol and
an additional symbol detecting a selection of the third
icon: and displaying the panel in response to detecting
the selection of the third icon.
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