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PROCEDURALLY EXPRESSING GRAPHIC 
OBJECTS FOR WEB PAGES 

CROSS-REFERENCE TO RELATED 
APPLICATIONS 

This application claims the bene?t of US. Provisional 
Patent Application 60/583,125 entitled “Procedurally 
Expressing Graphic Objects for Web Pages”, to Williamson, 
et. al. ?led Jun. 25, 2004, Which is hereby incorporated by 
reference in its entirety; this application is related to US. 
patent application Ser. No. 10/877,968 entitled “Uni?ed 
Interest Layer For User Interface”, to Chaudhri, et. al. ?led 
Jun. 25, 2004, Which is hereby incorporated by reference in its 
entirety. 

BACKGROUND 

1. Field of the Invention 
The present disclosure relates in general to computer 

graphics and in particular to procedurally expressing arbi 
trary graphic objects in markup language documents. 

2. Background of the Invention 
Web pages are created using markup languages such as 

HTML (HyperText Markup Language), XHTML (Extensible 
HyperText Markup Language), and SGML (Standard Gener 
aliZed Markup Language). Designed to be interpreted by 
different broWsers, markup languages alloW for a diversity of 
content to be expressed in a relatively simple and static code 
structure. While poWerful, markup languages are often not 
Well-suited for supporting dynamic, scalable, and complex 
graphics. As a result, most Website images comprise raster 
iZed graphic objects using such formats as .GIF or .JPEG. 

Graphic formats such as vector graphics offer a number of 
advantages over rasteriZed graphics. Vector graphic images 
are generated by interpreting a series of vectors, or path 
descriptions, and stroking or ?lling those paths. The resulting 
images are fully resolution-independent and scalable and 
therefore, unlike rasteriZed images, can be scaled up or 
enlarged While maintaining the same quality. Formats for 
three-dimensional graphics like OpenGL and Direct3D as 
Well as other formats currently offered and under develop 
ment are similarly procedural in nature, and thus are not 
naturally described in markup language. In addition to being 
scalable, vector graphics and related graphic formats also 
alloW for dynamic rendering. This capability alloWs for inter 
activity and also permits equivalent ?les to be more compact 
since graphical images and scenes are generated just prior to 
their display. 

These and other bene?ts make vector graphics, OpenGL, 
and other formats Well-suited for use in Web pages. HoWever, 
existing approaches to providing such arbitrary formats on 
the Web have signi?cant draWbacks. Flash vector graphic 
?les, for instance, are bulky and typically can’t be accessed 
unless the user doWnloads a plug-in containing a rendering 
engine equipped With special capabilities. Previous attempts 
to create a 3D markup language, notably VRML (Virtual 
Reality Modeling Language) have as yet been unsuccessful. 
In addition, many graphics concepts such as iteratively draW 
ing paths are more naturally described in procedural language 
rather than using the markup interface such as that used by 
VRML or SVG. Although adding procedural commands, 
scripted for instance in JavaScript, to Web pages may enable 
the dynamic manipulation of images, it still does not alloW for 
the draWing of arbitrary images into a Web page or confer the 
other advantages associated With arbitrary graphic formats. 
Thus, What is needed is a Way to leverage existing graphics 
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2 
and rendering capabilities using a procedural interface to 
create graphics objects for use in Websites. 

SUMMARY OF THE INVENTION 

The present invention relates to a novel approach to creat 
ing graphics object for Website applications. As used through 
out this disclosure, the term “arbitrary graphics object” or 
AGO refers to any graphical output rendered procedurally, 
including, but not limited to, a tWo or three dimensional 
image or scene, produced based on the execution of proce 
dural commands. The execution of the commands may be 
carried out in a graphics context that supports vector graphics, 
Scalable Vector Graphics, OpenGL or other types of existing 
and emerging graphics platforms, or may also utiliZe more 
conventional graphics formats such as Postscript, TIFF, PDF, 
PICT, BMP, WMF, GIF, JPEG, PNG, and EPS. 

In an embodiment, a draWing area into Which anything can 
be draWn using draWing commands is described in a markup 
language. The AGO is then expressed in the form of arbitrary 
draWing commands, such as those provided in vector graph 
ics, to draW into the draWing area. According to one embodi 
ment of the invention, a markup language, such as HTML, is 
used to specify a graphical element, referred to throughout the 
disclosure as a “canvas.”A procedural language such as Java 
Script is used to draW into that graphical element. Also cre 
ated is a context object that can render into the canvas using a 
paintbrush-like metaphor. Any graphics language can be use 
to specify the graphical content to be draWn Within the ele 
ment or canvas; such language can include vector graphics 
commands such as pathing, stroking, and ?lling. The canvas 
itself may also be manipulated in terms of other markup 
constructs such as Content Style Sheets (CSS). During an 
event loop, the procedural commands are translated into 
graphics code, Which is executed to dynamically generate the 
graphics object. The object is then composited for display. 
This series of steps can be used to arbitrarily render scenes 
and images on the ?y using graphics concepts such as mask 
ing, pathing, and transparency. The resulting arbitrary graph 
ics object may be resolution-independent and fully scalable, 
often consumes less space than conventional graphics ele 
ments, and can utiliZe existing and emerging graphics and 
rendering capabilities. 

Although reference throughout this disclosure is made to 
particular operating platforms, graphics, Web broWsers, and 
such technologies, the methods and systems of this disclosure 
may be advantageously implemented using a variety of exist 
ing and emerging graphics, broWser, and related technologies 
in a variety of different operating environments. 

In an embodiment, an arbitrary graphics object is 
expressed in computer code. A draWing space is speci?ed in 
a markup language, and a draWing command is speci?ed in a 
procedural language to draW the arbitrary graphics object into 
the draWing space. In another embodiment, there is a com 
puter program product comprising instructions for specifying 
a graphics object. The instructions include a command in 
markup language for de?ning a draWing space, and a com 
mand in scripting language for draWing the arbitrary graphic 
object. In an embodiment, there is also an instruction for 
specifying a command in the procedural language to retrieve 
the draWing space. 

In another embodiment, a graphics object can be expressed 
using an interactive user interface. In response to input from 
the user, a markup language command that speci?es a height 
dimension and a Width dimension of a draWing space is 
coded. In addition, scripting language commands are coded 
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for arbitrarily drawing the graphics object in the drawing 
space, responsive to user input representing the object. 

BRIEF DESCRIPTION OF THE DRAWINGS 

FIG. 1 depicts a high level view of the operating environ 
ment in and elements with which a graphics object can be 
expressed in accordance with an embodiment of the inven 
tion. 

FIG. 2 depicts a ?ow chart of steps to code a sample AGO 
into a markup page. 

FIG. 3 illustrates the steps performed by a browser to create 
anAGO in a website during the process of rendering a markup 
language page. 

FIG. 4 depicts a sample vector graphics image generated 
using the techniques described herein. 

FIG. 5 is a screen shot of a user interface that could be used 
to create a graphics object. 

FIG. 6 is a ?ow chart of the steps for painting an image. 

DETAILED DESCRIPTION OF THE PREFERRED 
EMBODIMENTS 

Operating Environment 
FIG. 1 depicts a high level view of the operating environ 

ment in which an arbitrary graphics object can be procedur 
ally expressed in accordance with an embodiment of the 
invention. Shown in FIG. 1 are a browser 110, an arbitrary 
graphics library (AGL) 120, a markup language page 130, 
and a webpage 140. The browser 110 is a conventional or 
emerging browser such as a Safari, Netscape, IE Explorer, or 
MoZilla browser, and contains a rendering engine 112, inter 
preter 116, and a parser 118. The AGL 120 is a library of 
commands associated with an arbitrary graphics (AG) format 
such as vector graphics, OpenGL, or other graphic library 
exposed with an application interface. The markup language 
page 130, to be interpreted by the browser 110, contains a 
description of an arbitrary graphics object (AGO) and is writ 
ten in any conventional or emerging markup language such as 
HTML, XHTML, or XML (extensible markup language). 

Contained in the page is a markup language tag identifying 
the AGO and commands written in a procedural language 
(PL) such as Javascript, Visual Basic, or Python, that describe 
how the AGO is to be generated. The page may also contain 
formatting or other commands in CSS or other markup lan 
guage construct to describe how the AGO is to be rendered. 
The browser 1 1 0 executes the markup language page, using in 
part calls from the AGL 120, and produces the web page 
containing the AGO. In an embodiment, the AGO comprises 
additional content described in markup language. The content 
may comprise any text, web content, a graphics element, or 
non-graphical content. This content may be described in 
markup or procedural language, as discussed below in refer 
ence to FIG. 2. The browser 110 executes the language 
describing the content as part of the markup page, retrieving 
or passing in the content as needed. 
As one of skill in the art would know, one or more elements 

of FIG. 1 including the browser 110 and markup language 
page 130 may be displayed, coded, created or processed on 
one or more hardware elements. Similarly, one or more of the 

step and methods described in this speci?cation may be car 
ried out using such elements. Such hardware components, 
such as a display device, processor, and an input device such 
as a keyboard or mouse, including their operation and inter 
actions with one another and with a central processing unit of 
the personal computer, are well known in the art of computer 
systems and therefore are not depicted here. In addition, 
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4 
although the methods described herein are primarily dis 
closed in the context of a browser, in various alternatives they 
may be carried out by various computer or other applications 
including an application for a desktop, laptop, or handheld 
computer or handheld device, a game application, or a graph 
ics application. In another embodiment, an application that 
can interpret one or more markup languages such as HTML, 
XHTML, and XML may be used. 
As described above, the browser 110 includes a rendering 

engine 112, an interpreter 116, and a parser 118. The render 
ing engine 112 is built on conventional or emerging rendering 
and layout engine technology such as used by the Gecko 
engine of MoZilla, or Webkit of OSX and interprets and 
renders the markup page. The rendering engine 112 includes 
an interpreter 116 for interpreting the PL and for interpreting 
the markup instructions contained on the markup page 130 
into an intermediate form for execution. Speci?cally, the 
interpreter 116 can translate the PL code describing the AGO 
into AG commands from the AG library 120 in order to create 
and render the AGO. The interpreter 1 16 may accomplish this 
translation with reference to a mapping that correlates PL to 
AG code. The browser 110 also contains a parser 118 that will 
parse the markup source and create an element for the AGO in 
an object tree. The rendering engine 112 interfaces with the 
AGL 120 in order to output the AGO. The AGL 120 is a 
graphics library that contains graphics calls for generating 
2-D or 3-D graphics images. For instance, in the Mac OSX 
environment, the AGL could comprise the CoreGraphics 
library. On the other hand, if a MoZilla browser is being used, 
the AGL could comprise a library of calls to an abstract, 
platform-independent, vector graphics language for doing 
low-level rendering operations. Other exemplary graphics 
languages include GDI on Windows. The AGL 120 may 
reside in the operating environment of the browser and/ or 
may be connected to the browser through an abstraction layer 
of the browser. TheAGL 120 supplies calls to the browser that 
can then be interpreted by the interpreter to generate a 2-D or 
3-D image, scene, or other graphics object. How the browser 
110 and AGL execute the markup language page 130 to 
generate the web page output containing the AGO is be 
described in greater detail with reference to FIGS. 3 and 4 
below. 
Expression of an AGO 
As described above, the AGO can be expressed in both 

markup and procedural language. FIG. 2 depicts a ?ow chart 
of steps to code a sample AGO into a markup page. At a high 
level, there are four steps in this process. The ?rst is to specify 
210 a markup tag for the AGO that de?nes a two- or three 
dimensional graphical space for the AGO, referred to herein 
as a canvas. In an embodiment, the canvas could potentially 
be any graphical shape of any dimensions. It could also com 
prise a bitmap or mask. The markup tag describes the width, 
height and position in the markup language document of the 
canvas element. The second is to create a command in proce 
dural language to retrieve 220 the canvas element. From the 
canvas element a drawing object, known as a context object, 
is retrieved 230 to perform the drawing functions associated 
with the AGO. Once creation of the canvas and retrieval of a 
context object have been speci?ed, the last step is to code 240 
drawing commands to create the AGO. For instance, in the 
case of an exemplary 2-D image for instance, the script speci 
?es a color to be used to draw the outline of the image, then to 
add lines or curves associated with the image, and then stroke 
and ?ll to generate the image. 

In an embodiment, the resulting AGO comprises additional 
graphical, textual, web, or other content described in markup 
language. The method described above can be modi?ed in 
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order to include this content in at least tWo Ways. In one 
embodiment, markup language can be embedded inside the 
canvas element. The step of specifying the canvas element 
could include specifying child attributes of the canvas ele 
ment that are associated With the additional content. This 
could be accomplished using code resembling: 

</canvas> 

In another embodiment, the additional content is added using 
procedural commands. A method for passing a DOM docu 
ment object, document fragment, or other content object, for 
instance, to be rendered inside of the canvas could be de?ned. 
A command such as: 

Document. getElementById(‘mycanvas’).getContext 
(“2d”).draWDocumentFragment (some_frag, x, 
Width, height) 

could be used. As one of skill in the art Would knoW, addi 
tional content may also be contained in the markup page 
separately from the canvas element or draWing commands 
associated thereWith, hoWever coding this content in the can 
vas element has several advantages. These include the ability 
to procedurally call the content and to de?ne the AGO as a 
discrete series of canvas commands. 

The steps described above could be implemented by 
directly coding the commands into a scripting language using 
any markup or text editor. Alternatively, these steps could also 
be accomplished through use of a graphics toolkit editor. A 
toolkit editor including a programming or coding engine 
could translate user inputs into a markup tag specifying the 
canvas of a certain siZe and dimension. It could also automati 
cally code retrieval of a context object to carry out the draWing 
commands. The toolkit could also include a set of pre-gener 
ated arbitrary graphic image objects that could be added to the 
canvas using drag-and-drop functionality. When the pre-gen 
erated objects Were added, for instance, the toolkit could 
specify procedural commands to represent the objects. A 
toolkit could also include various interfaces to represent con 
trols for the management of various parameters. 

For instance, a user could use a graphical interface to 
designate a draWing space With a Width and height dimension 
using any conventional method, for instance by selecting an 
image of or mathematically de?ning a shape such as a rect 
angle, square, or circle. This input Would result in the coding 
of a markup language command for specifying the draWing 
space. Once a user then speci?es an object to be put onto the 
draWing space, for instance by pre-selecting a dynamic object 
such as, for example, a clock or billoWing clouds, scripting 
language commands for arbitrarily draWing the graphics 
object in the draWing space are coded, in an embodiment, by 
retrieving a draWing object to draW the graphics object. 
A screenshot of one tool for managing several parameters 

to draW an arbitrary graphics object is illustrated in FIG. 5. 
Using the interface of FIG. 5, keystroke and mouse and key 
board commands entered by the user can be used to change 
the background colors, control the distance of the offset and 
the angle of the shadoW in the images, alter the blur radius and 
global alpha channel, move the canvas or draWing space, and 
animate the images. 

Each of the steps of FIG. 2 is described in greater detail 
beloW With reference to an embodiment of the invention. As 
shoWn, the ?rst step is to specify 210 the canvas element. The 
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canvas element represents a resolution-dependent bitmap 
canvas, Which can be used for rendering graphs, game graph 
ics, or other visual images on the ?y. When authors use the 
canvas element, they also provide content that, When pre 
sented to the user, conveys essentially the same function or 
purpose as the bitmap canvas. This content may be placed as 
content of the canvas element. 
The canvas element may be de?ned by Way of a markup 

language tag that is included in a markup language page to 
specify Where the user Wants draWing to occur. Height and 
Width attributes are de?ned to control the siZe of the coordi 
nate space, and in the case of a three-dimensional space, a 

length dimension is also speci?ed. The value can be 
expressed either as a ?xed number of pixels or a percentage of 
the WindoW height. An additional id attribute may also be 
included that speci?es a unique value of a canvas object 
identi?er. In an embodiment, the tag may be placed anyWhere 
in the markup language page. More than one canvas may be 
included in a single Web page or Widget as long as the id 
attribute of each is unique. For example, to de?ne a canvas, 
code such as the folloWing code could be used: 

Once the canvas element has been speci?ed, a command in 
procedural language is coded to retrieve 220 the canvas ele 
ment. The canvas attribute returns the canvas element that the 

context paints on. To draW on the canvas element, in an 

embodiment, authors ?rst obtain a reference to a context 
using a getContext method of the canvas element, described 
in greater detail beloW. Any of a number of tWo- and three 
dimensional contexts may be de?ned and used With a getCon 
text method. When the getContext method of a canvas ele 
ment is invoked, a draWing object knoWn as a context object 
is returned 230. 

In an embodiment, a getContext method may be used to 
retrieve a 2D context object. In an embodiment, the proce 
dural language is JavaScript and the 2D object manages the 
graphics state information for the canvas and exposes a set of 
methods that you can call from your JavaScript code to draW 
onto the canvas. To obtain an instance of the 2D context object 
for a particular canvas, the getContext method of the canvas 
object is called With the string “2D” as a parameter. The 
folloWing example shoWs part of a JavaScript function to 
handle the draWing for a canvas. The function uses the Docu 
ment Object Model (DOM) to obtain the canvas object and 
then calls the getContext method to get the 2D context object 
for the canvas. 

function MyJavaScriptFunction( ) 

var canvas = document. getElementById(“MyCanvas”); 

var context = canvas.getContext(“2d”); 

//DraW content here... 

In this example, the body of the Web page Would include a 
canvas tag Whose id attribute Was set to “MyCanvas”. A 
separate 2D context object can be obtained for each of mul 
tiple canvases on a Webpage. 
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In an embodiment, each canvas maintains a stack of graph 
ics states.A save method may be de?ned that saves the current 
graphics state to the top of the graphics state stack. In an 
embodiment, the following graphics state parameters are 
saved when the method is called: transformation matrix, the 
current clip region, and the current values of several 
attributes, including stroke style (strokeStyle), ?ll style (?ll 
Style), alpha value (globalAlpha), the line width (lineWidth), 
the line cap (lineCap), the line join (lineJoin), the miter limit 
(miterLimit), and shadow values (shadowOffsetX, shad 
owOffsetY, shadowBlur, shadowColor). To restore a drawing 
environment to a previously saved state, a restore method may 
be speci?ed. When this method is called, the canvas removes 
the most recently saved graphics state from the top of the 
stack and uses that state’ s saved settings for the current graph 
ics state. 

Using these methods, the following exemplary set of steps 
could be used to paint a blue shape, then a green shape, then 
a blue shape, by saving and restoring the graphics state. 

1. Modify the graphics state by changing the ?ll color to 
blue. 

. Save the graphics state. 

. Fill a shapeithe shape is painted with blue. 
Set the ?ll color to green. 

. Fill a shapeithe shape is painted with green. 

. Restore the graphics state. 

. Fill a shapeibecause the graphics state has been 
restored to the state at the time it was previously saved, 
the shape is painted blue. 

In the embodiment described, not all aspects of the current 
drawing environment are elements of the saved graphics 
state. For example, the current path is not saved when the save 
method is called. 

According to an embodiment of the invention, objects 
drawn can be transformed using a various methods. The cur 
rent transformation matrix (CTM) speci?es the mapping 
from device-independent user space coordinates to a device 
space. By modifying the current transformation matrix, 
objects may be modi?ed, for instance scaled, translated, or 
rotated. In an embodiment, in order to transform an object in 
a graphics context, the coordinate space of the context must 
be transformed by calling a method prior to drawing the 
object. For example, to rotate an image, a rotate method is 
called to rotate the coordinate space of the context before 
drawing the image. The magnitude and direction of the rota 
tion can be set by specifying an angle of adjustment parameter 
in radians. When the image is drawn, the canvas draws to the 
window using the rotated coordinate system. To restore the 
previous coordinate space, the graphics state is saved before 
modifying the CTM, and restored after drawing. A scale 
method may also be de?ned comprising two parametersian 
sx parameter containing a ?oat value with the x-axis scale 
factor and an sy parameter containing a ?oat value with the 
y-axis scale factor. In addition, a translate method can be used 
to change the origin of the canvas coordinate system. A tx 
parameter contains a ?oat value with the x-axis translation 
value and a ty parameter contains a ?oat value with the y-axis 
translation value. 

Compositing attributes may be used to specify various 
characteristics of the graphics object. In an embodiment, a 
GlobalAlpha attribute is de?ned which speci?es the color or 
style the canvas applies when ?lling paths. If the ?ll style 
comprises a color, it may be set forth in several different ways 
depending on the color space intended to be used. For web 
safe colors, a web color speci?cation string of the form 
“#RRGGBB”, which represents an RGB color using hex 
idecimal numbers, may be used. To specify an alpha, a CSS 
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rgba (r, g, b, alpha) functional-notation style may be used. 
Float values between 0 and 255 for the r, g, and b parameters 
can be speci?ed, and ?oat values between 0.0 and 1.0 indi 
cating the alpha channel value, determine the opacity of the 
color. Using methods described in further detail below, in an 
embodiment, a ?ll style may also comprise a gradient or 
pattern. 
A GlobalCompositeOperation attribute may be de?ned 

which determines how the canvas is displayed relative to any 
background content. A string parameter identi?es the desired 
compositing mode. If this value is not set explicitly, the can 
vas uses a default compositing mode. Table 1 lists some 
exemplary compositing operators. When used with this prop 
erty, the source image refers to the canvas and the destination 
image refers to the web view. 

TABLE 1 

Operator Description 

Displays the source image instead of the destination image. 
Display the sum of the source image and destination image, 
with color values approaching 0 as a limit. 
Display the destination image wherever both images are 
opaque. Display the source image wherever the source 
image is opaque but the destination image is transparent. 
Display the destination image wherever both the destination 
image and source image are opaque. Display transparency 
elsewhere. 
Display the destination image wherever the destination 
image is opaque and the source image is transparent. 
Display transparency elsewhere. 
Display the destination image wherever the destination 
image is opaque. Display the source image elsewhere. 
Display the sum of the source image and destination image, 
with color values approaching l as a limit. 
Display the source image wherever both images are opaque. 
Display the destination image wherever the destination 
image is opaque but the source image is transparent. 
Display transparency elsewhere. 
Display the source image wherever both the source image 
and destination image are opaque. Display transparency 
elsewhere. 
Display the source image wherever the source image is 
opaque and the destination image is transparent. Display 
transparency elsewhere. 
Display the source image wherever the source image is 
opaque. Display the destination image elsewhere. 
Exclusive OR of the source and destination images. Works 
only with black and white images and is not recommended 
for color images. 

Copy 
Darker 

Destination 
atop 

destination-in 

Destination 
out 

Destination 
over 

Lighter 

source-atop 

source-in 

source-out 

Xor 

Colors or styles may be applied by the canvas when strok 
ing paths. A strokestyle property may be de?ned that sets the 
stroke style parameter of the graphics state. Colors can be set 
in any of a variety of different ways depending on the color 
space to be used. For web-safe colors, a web color speci?ca 
tion string of the form “#RRGGBB”, which represents an 
RGB color using hexidecimal numbers, may be used. As 
described above, alpha, gradient or pattern values may also be 
speci?ed. A ?llStyle property may also be used to indicate the 
alpha channel value representing the opacity of content drawn 
on the canvas. The range of values could be between 0.0 (fully 
transparent) and 1.0 (no additional transparency). The canvas 
uses the alpha value in the current graphics state to determine 
how to composite newly painted objects. 

Various line attributes may also be speci?ed. For instance, 
a linewidth attribute, de?ned as a positive, nonZero ?oat 
value, indicates the line width for drawing operations. The 
width of lines and curves drawn by the canvas may be con 
trolled by modifying the line width property of the graphics 
state. The line width is the total width of the line, expressed in 
units of the user space. The line surrounds the center of the 
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path, With half of the total Width on either side. A linecap 
attribute may also be speci?ed to determine the end style used 
When drawing a line. In an embodiment, the string “butt” 
represents a ?at edge that is perpendicular to the line itself, the 
string “round” indicates round endpoints, and “square” for 
square endpoints. Similarly, a linejoin attribute determines 
the join style betWeen lines, Whether, for example, round, 
beveled, or miter. In an embodiment, a mitrelimit attribute 
provides a neW miter limit to specify hoW the canvas draWs the 
juncture betWeen connected line segments. If the line join is 
set to “miter”, the canvas uses the miter limit to determine 
Whether the lines should be joined With a bevel instead of a 
miter. The canvas divides the length of the miter by the line 
Width. If the result is greater than the miter limit, the style is 
converted to a bevel. 

In an embodiment, the canvas may display a shadoW, Which 
can be de?ned through various attributes. For example, a 
shadoWColor attribute designates the color the canvas applies 
When displaying a shadoW. Setting this property results in the 
canvas setting the shadoW color parameter of the graphics 
state. The shadoW color can be set in several different Ways 
depending on factors such as Whether or not the shadoW has 
an opacity. A shadoWOffsetX attribute de?nes the distance, in 
coordinate space units, that a shadoW should be offset in the 
positive horiZontal direction, and a shadoWOffsetY attribute 
de?nes the distance, in coordinate space units, that a shadoW 
should be offset in the positive vertical direction. A shadoW 
Blur attribute may be de?ned that represents the Width, in 
coordinate space units, that a shadoW should cover. 

Methods may also be de?ned to draW shapes such as rect 
angles, squares, and circles to the draWing context. In an 
embodiment, a clearRect method paints a transparent rect 
angle. When this method is called, the canvas effectively 
“erases” the contents of the speci?ed rectangle. The param 
eters of this method all contain ?oat values. A ?llRect method 
paints the area Within the speci?ed rectangle. This method 
uses the current ?ll color to paint the area of the speci?ed 
rectangle. The parameters of this method all contain ?oat 
values. As a side effect of calling this method, the canvas 
clears the current path. Finally, a strokeRect method paints an 
outline of a rectangle. This method uses the current stroke 
color to paint the path represented by the speci?ed rectangle. 
The parameters of this method all contain ?oat values. Alter 
ing the appearance of the painted outline can be accomplished 
by modifying attributes of the graphics state including the line 
Width, the line join, the miter limit, the line dash pattern, the 
stroke color space, and the stroke color. 

In an embodiment, a current path is alWays associated With 
the context. A path is comprised from a set of subpaths, each 
of Which is a list of one or more segments, either straight lines 
or curves. A canvas has only a single path in use at any time. 
Therefore, if the speci?ed context already contains a current 
path When this method is called, the canvas replaces the 
previous current path With the neW path. Paths may be used to 
draW both simple shapes (for example, lines, circles, or rect 
angles) and complex shapes (such as the silhouette of a moun 
tain range) in a canvas. A path can be used to both draW the 
outline of a shape and ?ll the inside of a shape. In an embodi 
ment, before painting a shape, the shape is created using the 
current path. 

Several exemplary path methods may be de?ned. Fr 
instance a beginPath method creates a neW empty path in the 
canvas. A moveTo method begins a neW subpath at a speci?ed 
point speci?ed With the x and y parameters. The point is 
de?ned to be the “current” point, and it de?nes the starting 
point of the next line segment. The canvas may set the current 
point explicitly, When the method is called to begin a neW 
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10 
subpath at a given point. Alternatively, the current point may 
be set implicitly, When a neW curve or straight line segment is 
added to the subpath. After adding the segment, the current 
point is reset from the beginning of the neW segment to the 
endpoint of that segment. A closePath method closes and 
terminates an open subpath. When a subpath is open and this 
method is called, the canvas closes the subpath (draWs a 
straight line that connects the current point to the starting 
point), and terminates the subpath (the current point is no 
longer de?ned). A lineTo method appends a straight line 
segment from the current point to the point speci?ed. 

Straight line segments, cubic and quadratic BéZier curve 
segments, and rectangles can be used to specify a path. A 
single straight line segment can be appended to the current 
subpath using this method. After adding the line segment, the 
current point is reset from the beginning of the neW line 
segment to the endpoint of that line segment, as speci?ed by 
the x and y parameters. A quadraticCurveTo method appends 
a quadratic BéZier curve to the current path. A quadratic curve 
segment has a start point, one control point, and an endpoint. 
The start point is the current point of the canvas. The cpx and 
cpy parameters specify the control point. The x and y param 
eters specify the neW endpoint. After adding the segment, the 
current point is reset from the beginning of the neW segment 
to the endpoint of that segment. A beZierCurveTo method can 
be used to append a cubic BéZier curve to the current path. A 
cubic curve segment has a start point, tWo control points, and 
an endpoint. The start point is the current endpoint of the open 
path. The cplx, cply, cp2x, and cp2y parameters specify the 
tWo control points for the path. The x and y parameters 
specify the neW endpoint for the path. After adding the seg 
ment, the current point is reset from the beginning of the neW 
segment to the endpoint of that segment. 

In an embodiment, an arcTo method adds an arc of a circle 
to the current subpath, using a radius and tangent points. This 
method draWs an arc that is tangent to the line from the current 
point to (xl, yl) and to the line from (xl, yl) to (x2, y2). The 
start and end points of the arc are located on the ?rst and 
second tangent lines, respectively. The start and end points of 
the arc are also the “tangent points” of the lines. If the current 
point and the ?rst tangent point of the arc (the starting point) 
are not equal, the canvas appends a straight line segment from 
the current point to the ?rst tangent point. After adding the 
arc, the current point is reset to the endpoint of the arc (the 
second tangent point).An arc method adds an arc of a circle to 
the current subpath. The arc is built based on the circle Whose 
origin and radius are speci?ed by the x, y, and radius param 
eters. The startAngle parameter speci?es the angle of the 
starting point of the arc, measured in radians from the positive 
x-axis. The endAngle parameter speci?es the angle of the 
endpoint of the arc, measured in radians from the positive 
x-axis. If the current path already contains a subpath, the 
canvas appends a straight line segment from the current point 
to the starting point of the arc. If the current path is empty, the 
canvas creates a neW subpath for the arc and does not add an 
initial line segment. After adding the arc, the current point is 
set to the endpoint of the arc. 
A rect method adds a neW subpath, consisting of a single 

rectangle, to the canvas. The parameters for this method all 
contain ?oat values. A ?ll method paints the area Within the 
current path, using the nonZero Winding-number ?ll rule. The 
?ll color is an attribute of the graphics state. When the current 
path is ?lled, the canvas ?lls each subpath independently. Any 
subpath that has not been explicitly closed is closed implicitly 
by the ?ll routines. The ?ll rule used by this method is called 
the nonZero Winding number rule, described in greater detail 
in AppendixA. A stroke method paints a line along the current 
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path. To modify the behavior of this method, any of a variety 
of graphics state properties may be changed including line 
Width, line join, line cap, miter limit, line dash pattern, stroke 
color space, or stroke color. A clip method sets the current 
clipping path, using the nonZero Winding number rule. This 
method uses the nonZero Winding number rule to calculate the 
intersection of the current path With the current clipping path. 
The canvas then uses the path resulting from the intersection 
as the neW current clipping path for subsequent painting 
operations. After determining the neW clipping path, the 
method resets the current path to an empty path. 
A draWImage method may be de?ned to draW images onto 

the canvas. This method is overloaded With three variants, 
used to draW the contents of a JavaScript Image object into the 
context. The ?rst of these, draWImage(image, x, y), draWs the 
image at the x and y coordinates Within the context. The 
image is siZed as it is in the object. The second, draWImage 
FromRect(image, x, y, Width, height), is Where x, y, Width, 
and height parameters contain integer values representing the 
bounding rectangle for the image. These values are speci?ed 
in the coordinate system of the canvas and should alWays lie 
Wholly Within the canvas bounds. If they lie outside the canvas 
bounds, the image Will be clipped. The third method, context 
.draWImageFromRect(image, sx, sy, sWidth, sheight, dx, dy, 
dWidth, dheight), draWs the portion of the image speci?ed by 
the source rectangle (sx, sy, sWidth, and sheight) onto the 
canvas at the speci?ed destination rectangle (dx, dy, dWidth, 
dheight). The source rectangle is speci?ed in the image coor 
dinate space and the destination rectangle is speci?ed in the 
canvas coordinate space. Rectangle coordinates preferably 
are expressed as integer values. The image parameter must 
contain a valid JavaScript Image object. 

Based on the above, in an embodiment of the invention, 
When a draWing operation is performed or an image is 
painted, the sequence depicted in FIG. 6 takes place. The 
current transformation matrix is applied 610 to the present 
coordinates, for example, a translation or rotation. The paint 
ing operations and/ or images are rendered 620 to an interme 
diate image. ShadoW is then applied 630 to the intermediate 
image, creating a resulting image. The resulting image is then 
modi?ed 640 according to the GlobalAlpha (i.e. color or 
style) value. Finally, taking into account the current clip 
region, the resulting image is composited 650 into the current 
bitmap or other page using the speci?ed composite operator. 
Expressing the World Clock Gadget 
One example for creating a vector graphics object of a 

World Clock Gadget, several examples of Which are illus 
trated in FIG. 4, is noW described in detail. Throughout this 
disclosure the term “gadget” is used interchangeably With the 
Word “Widget.” The image generated represents a gadget for 
use for example in a dashboard. An exemplary dashboard and 
its functionality is described in the commonly oWned and 
co-pending US. patent application entitled “Uni?ed Interest 
Layer For User Interface”, to Chaudhri, et. al. ?led Jun. 25, 
2004, incorporated by reference in its entirety in this appli 
cation. As described above, the ?rst step is to set up a draWing 
region or canvas. The World clock object expresses this region 
With the folloWing code: 

<canvas id:‘canvas’ Width:‘ 1 72’height:‘ l72’></canvas> 
The attributes of the canvas speci?ed are id, Width, and height. 
The id attribute is an arbitrary identi?er used to target this 
particular canvas When draWing. The Width and height 
attributes specify the siZe of the canvas region. The style 
attribute speci?es the position of the canvas Within the context 
of the gadget. 
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Next, the code obtains the canvas and its draWing context. 

The context handles the actual rendering of the content. The 
World Clock gadget does this in its draWHands( ) function: 

function draWHands (hoursAngle, minutesAngle, secondsAngle) 

var canvas = document. getElementById(“canvas”); 

var context = canvas.getContext("context-2d”); 

This function draWs the hour, minute, and second hands on 
the face of the World Clock. As parameters, it takes the angles 
at Which the three hands should be rotated as passed in by its 
caller. After that, it queries the environment for the previously 
created canvas. It does this using the unique identi?er sup 
plied in the id attribute in the <canvas> tag. 

Once the canvas has been acquired, its context is obtained 
via thecanvas.getContext (“context-2d”) method and 
assigned to the context variable. From this point on, all opera 
tions intended for the canvas Will be called on context. 

context.clearRect (0, 0, 172, 172); 
The ?rst operation performed on the canvas clears it off. As 
the draWHands() function is called every second, it is impor 
tant to clear it off each time, so that the previously draWn 
con?guration doesn’t con?ict With the neW con?guration. 
The entire region, as de?ned in the <canvas> tag, is cleared. 

context.save( ); 
context.translate (172/2, 172/2); 
Next, the state of the original context space is saved so that 

it can be restored later. In the original context, the origin (the 
0,0 coordinate) of the canvas is in the loWer left comer. Upon 
completion of the upcoming draWing code, the user may Want 
to return to this context, so it should be saved. The origin of 
the context space is then translated to the center of the canvas. 
This is done since the hands of the clock rotate around this 
point, and to facilitate the draWing commands. 

context.save( ); 
context.rotate (hoursAngle); 

context.draWImage (hourhand, —4, —28, 9, 25, “source 
over”); 

context.restore( ); 
This exemplary code draWs the hour hand on the face of the 
clock. First, a copy of the current context (With the origin at 
the center of the clock face) is saved, so that it can be restored 
later. The entire context is then rotated, so that the y-axis 
aligns itself With the angle that the hour hand should point 
toWards. Then, the hour hand image is draWn. The method 
draWImage( ) has six parameters: the image to be draWn, the 
x and y coordinate for the bottom left hand corner of the 
image, the Width and height of the image, and ?nally, the 
compositing operation to be used When rendering the image. 
While the image is draWn as going straight up Within the 
graphics context, the context itself has been rotated to be at 
the correct angle for the hour hand. While the code shoWn 
re?ects that a compositing mode parameter is used to imple 
ment the draWImage method, as knoWn to one of skill in the 
art, a user may alternatively set the global compositing prop 
erty as part of a tWo- or three-dimensional context. 

Once the hand has been draWn, the last saved context is 
restored. This means that the context that Was saved four lines 
prior, With its origin at the center of the canvas, but not yet 
rotated, Will be the active context again. 
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context.save( ); 
context.rotate (minutesAngle); 
context.draWImage (minhand, —8, —44, 18, 53, “source 

over”); 
context.restore( ); 

A similar procedure is used to draw the minute hand on the 
face of the clock. The differences this time are in the angle the 
context is rotated to and the siZe of the minute hand. The 
context is again saved, rotated, and then restored to its previ 
ous state, so that the next element to be draWn can Work 
independent of the rotation needed for the minute hand. 

context.rotate (secondsAngle); 
context.draWImage (sechand, —4, —52, 8, 57, “source 

over”); 
Finally, the second hand Will be draWn. The context does not 
need to be saved and restored. This is because this is the last 
time anything Will be draWn in this particular context (With 
the origin at the center of the canvas), so the memory needed 
to save and restore the context can be saved. Expressing the 
clock through these commands makes the siZe of the resulting 
?le smaller than, for instance if the clock Were expressed in 
conventional frame animation techniques and/or through 
individual images that represented each moment in time. 
Rendering an AGO 

In an embodiment, anAGO With several distinct elements, 
such as visual images, timing, and animation effects, has been 
coded into a markup language page. FIG. 3 illustrates the 
steps of rendering the AGO in the resulting Web page. The 
page can be interpreted by any application With the ability to 
interpret markup language. The application may comprise a 
broWser, a graphics application, a game application, a desktop 
application, or other application. In an embodiment, the 
markup language page is interpreted by a uni?ed interest 
layer or dashboard application such as described in Us. 
patent application Ser. No. 10/877,968 entitled “Uni?ed 
Interest Layer For User Interface”, to Chaudhri, et. al. ?led 
Jun. 25, 2004. The process begins With loading 310 the 
markup language page and beginning 320 the event loop. The 
markup page is parsed 330 and each tag is represented as a 
DOM (Document Object Model) element in a tree data struc 
ture. Each element in the tree is assigned a corresponding 
rendering object. The parser recogniZes the html tag for the 
canvas elements and scripting commands. The scripting com 
mands associated With code in a script element are passed 340 
to the interpreter. The interpreter parses the commands and 
converts them into an execution tree 350. 

Although speci?cs vary by implementation, the rendering 
engine Will generally create 360 one or more render objects 
associated With each canvas element in a render tree. The 
interpreter Will evaluate the execution tree and apply com 
mands to the render objects associated With the canvas ele 
ment. In one embodiment, the context object does this by 
referring to a mapping betWeen the procedural language and 
the underlying AGL. In one example, these steps take place in 
Apple OSX operating environment, the procedural com 
mands are coded in Javascript, and the underlying graphics 
library is the CoreGraphics library. The graphics commands 
may exploit the functionality offered by the AGL such as 
stroking, ?lling, pathing, rendering curves, transparency, 
alpha channel management, and other functions described in 
Appendix B. In the case of a three-dimensional AGO, the 
commands may include commands to construct a cube or 
other 3D object, to control the lighting, camera position, 
textures, and to cast movement shadoWs. 

Once the render object associated With the AGO element 
has been created, the rendering engine iterates 370 over the 
tree and instructs 370 each render object to draW itself. The 
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14 
rendering engine draWs into an off screen bitmap Which rep 
resents the canvas elements. Depending on the nature of the 
AGO, the AG commands may be executed immediately dur 
ing processing by the AG interpreter to an off screen bitmap. 
In another embodiment, hoWever, draWing operations are 
collected during processing and are not applied to the off 
screen bitmap by the rendering engine until the end of the 
event loop 380. At the end of the event loop, the off-screen 
bitmap is composited 390 into the onscreen rendering surface 
to be displayed. Additional scripting or timing of event loops 
based on certain triggers or external events is also possible. 
The compositing step can be performed by pre-existing or 
emerging compositing technologies. 

In a JavaScript implementation, another construct, a Java 
Script image object, may exist that can communicate With 
both the corresponding AGO tree node and AGO render 
objects. In such an implementation, the step of using the 
canvas object to draW an image is accomplished by creating a 
JavaScript image object and then compositing that image into 
the canvas, thus leveraging the bene?ts of existing JavaScript 
technology. One of these bene?ts includes the capability to 
send an event When the image is ready to render, Which 
overcomes problems associated With the asynchronous 
nature of the loading image data over the Internet. HoWever, 
in other implementations, such as in a WindoWs or MoZilla or 

Gecko environment, certain implementation details may be 
different. 

Besides being implemented through the scripting com 
mands in the markup language page, the AGO may be further 
re?ned using other markup language constructs such as CSS. 
Formatting and other commands such as setting a border, 
setting a border Width, positioning, transparency relative to 
the objects, and establishing a margin may be expressed and 
implemented on top of the procedural description. 
The foregoing description of the embodiments of the 

invention has been presented for the purpose of illustration; it 
is not intended to be exhaustive or to limit the invention to the 
precise forms disclosed. Persons skilled in the relevant art can 
appreciate that many modi?cations and variations are pos 
sible in light of the above teachings. It is therefore intended 
that the scope of the invention be limited not by this detailed 
description, but rather by the claims appended hereto. 

APPENDIX A 

Canvas 
Contents: 

Class Description 
Method Types 
Instance Methods 

Class Description 
Safari, Dashboard, and any Web Kit-based application can 

do arbitrary draWing of content using the canvas tagia Web 
Kit extension introduced in Mac OS X version 10.4. This 
extension lets you reserve an area of your Web page or Widget 
and use rendering calls like those found in Quartz to paint 
complex paths and shapes in that area. 
De?ning the Canvas Space 
The canvas tag is an HTML extension that you include in 

your HTML page to specify Where you Want draWing to 
occur. The canvas tag supports the same attributes as the 
<img> tag With the exception of the src attribute, Which is 
ignored. You can specify any of the other attributes you Would 
normally specify for an image. At a minimum, you must 
specify the attributes listed in Table 1. 
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TABLE 1 

Required attributes of <canvas> tag 

Attribute Description 

height Speci?es the height ofthe canvas. You can specify this 
value in the same Way you specify the height ofan image, 
either as a ?xed number of pixels or a percentage of the 
WindoW height. 

id Speci?es the canvas object identi?er. This value must be 
unique Within a given HTML page. 

Width Speci?es the Width ofthe canvas. You can specify this 
value in the same Way you specify the height ofan image, 
either as a ?xed number of pixels or a percentage of the 
WindoW height. 

You can place the canvas tag anywhere in your HTML page. 
You may also include more than one canvas in your Web page 
or Widget as long as the id attribute of each is unique. For 
example, to de?ne a canvas, you could use code similar to the 
folloWing body in your HTML page: 

Getting a Graphics Context for a Canvas 
Each canvas object on a Web page is intricately linked to a 

special JavaScript object called a 2D context object. This 
object manages the graphics state information for the canvas 
and exposes a set of methods that you can call from your 
J avaScript code to draW onto the canvas. 

To obtain an instance of the 2D context object for a par 
ticular canvas, you must call the getcontext method of the 
canvas object, passing the string “2d” as a parameter. The 
folloWing example shoWs part of a JavaScript function to 
handle the draWing for a canvas. The function uses the Docu 
ment Object Model (DOM) to obtain the canvas object and 
then calls the getContext method to get the 2D context object 
for the canvas. 

function MyJavaScriptFunction( ) 

var canvas = document.getElementById(“MyCanvas”); 

var context = canvas. getContext(“2d”); 

//DraW content here... 

In this example, the body of the Web page Would have to 
include a canvas tag Whose id attribute Was set to “MyCan 
vas”. If your Web page contained multiple canvases, you 
Would need to acquire a separate 2D context object for each 
one. 

Creating Shapes 
When you Want to draW a shape, you set the current path to 

that shape and then paint the shape by stroking, ?lling, or both 
stroking and ?lling. Stroking is the process of painting a line 
along the current path. Filling is the process of painting the 
area contained Within the path. 
You use paths to draW both simple shapes (for example, 

lines, circles, or rectangles) and complex shapes (such as the 
silhouette of a mountain range) in a canvas. You can use a path 
to both draW the outline of a shape and ?ll the inside of a 
shape. 
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The basic steps in building a path are as follows: 
1. Start building the path by opening a neW path With 

beginPath. 
2. De?ne the starting point of the neW subpath using the 
moveTo method. 

3. Add one or more segments to the subpath using such 
methods as lineTo and quadraticCurveTo. 

4. Repeat steps 2 and/or 3 until the path is de?ned. 
5. Optionally, call closePath to connect the path’s start and 

end points With a straight line. 
Prior to building the path, you can paint the path by prop 

erties such as ?llStyle or strokeStyle. 
When you close the path, the canvas connects the end of the 

last line segment to the start of the ?rst segment and termi 
nates the current subpath. If you don’t close the path by 
calling closePath before painting, the path is implicitly closed 
for you by draWing primitives that ?ll or clip (but it is not 
closed for stroking). 
Canvas Properties 

Table 2 lists all the editable and readable properties of a 
Canvas object. 

TABLE 2 

Canvas properties 

Property Description 

context. globalAlpha The color or style the canvas applies 
When ?lling paths. When you set this 
property, the canvas sets the ?ll style 
parameter of the graphics state. 
lfyou intend for the ?ll style to be a 
color, you can set it in several different 
Ways depending on the color space 
you intend to use. For Web-safe colors, 
pass a Web color speci?cation string of 
the form “#RRGGBB”, Which 
represents an RGB color using 
hexidecimal numbers. 
lfyou Want the shape ?ll to have an 
alpha, use the CSS rgba(r, g, b, alpha) 
functional-notation style. Use ?oat 
values betWeen 0 and 255 for the r, g, 
and b parameters. The alpha parameter 
contains a float value, betWeen 0.0 and 
1.0, indicating the alpha channel value, 
Which determines the opacity of the 
color. 
You can also set the ?ll style to be a 
gradient or pattern. Use the 
createLinearGradient, 
createRadialGradient, and 
createPattem methods to de?ne a style 
that you can apply to this property. 
A ?oat value indicating the alpha 
channel value, Which determines the 
opacity of content draWn on the 
canvas. 

The range ofvalues is betWeen 0.0 
(fully transparent) and 1.0 (no 
additional transparency). By default, 
this parameter’s value is 1.0. 
The canvas uses the alpha value in the 
current graphics state to determine 
hoW to composite neWly painted 
objects. 
Determines hoW the canvas is 
displayed relative to any background 
content. The string identi?es the 
desired compositing mode. If you do 
not set this value explicitly, the canvas 
uses the source-over compositing 

mode. 
Table 3 lists the valid compositing 
operators. When used With this 

context.?llStyle 

context. globalCompositeOperation 
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TABLE 2-continued 

Canvas properties 

1 8 
TABLE 2-continued 

Canvas properties 

Property Description Property Description 

property, the source image refers to offset in the positive vertical direction. 
the canvas and the destination image If you do not set this value explicitly, 
refers to the Web vieW. the canvas uses a value of 0. 

context.lineCap A string value that determines the end context.strokeStyle The color or style the canvas applies 
style used When draWing a line. When stroking paths. When you set 
Specify the string “butt” for a ?at edge 10 this property, the canvas sets the 
that is perpendicular to the line itself, stroke style parameter of the graphics 
“round” for round endpoints, or state. 
“square” for square endpoints. If you If you intend for the stroke style to be 
do not set this value explicitly, the a color, you can set it in several 
canvas uses the “butt” line cap style. different Ways depending on the color 

context.lineJoin A string value that determines the join 15 space you intend to use. For Web-safe 
style betWeen lines. Specify the string colors, pass a Web color speci?cation 
“round” for roundjoins, “bevel” for string ofthe form “#RRGGBB”, 
beveled joins, or “miter” for miter Which represents an RGB color using 
joins. If you do not set this value hexidecimal numbers. 
explicitly, the canvas uses the “miter” If you Want the shape stroke to have an 
line cap style. alpha, use the CSS rgba(r, g, b, alpha) 

context.lineWidth A ?oat value indicating the line Width 20 functional-notation style. Use ?oat 
for draWing operations. This value values betWeen 0 and 255 for the r, g, 
must be greater than 0. You can affect and b parameters. The alpha parameter 
the Width of lines and curves that the contains a ?oat value, betWeen 0.0 and 
canvas draWs by modifying the line 1.0, indicating the alpha channel value, 
Width property of the graphics state. Which determines the opacity of the 
The line Width is the total Width ofthe 25 color. 
line, expressed in units ofthe user You can also set the stroke style to be 
space. The line surrounds the center of a gradient or pattern. Use the 
the path, With half of the total Width on createLinearGradient, 
either side. createRadialGradient, and 

context.miterLimit A ?oat value With the neW miter limit. createPattem methods to de?ne a style 
You use this property to specify hoW 30 that you can apply to this property. 

context.shadoWBlur 

context.shadoWColor 

context.shadoWOffsetX 

context.shadoWOffsetY 

the canvas draWs the juncture betWeen 
connected line segments. If the line 
join is set to “miter”, the canvas uses 
the miter limit to determine Whether 
the lines should bejoined With a bevel 
instead of a miter. The canvas divides 
the length ofthe miter by the line 
Width. If the result is greater than the 
miter limit, the style is converted to a 
bevel. 
De?nes the Width, in coordinate space 
units, that a shadoW should cover. If 
you do not set this value explicitly, the 
canvas uses a value of 0. Any attempts 
to set this property to a negative value 
are ignored. 
The color the canvas applies When 
displaying a shadoW. When you set 
this property, the canvas sets the 
shadoW color parameter of the 
graphics state.. 
You can set the shadoW color in 
several different Ways depending on 
Whether or not you Want to use 

opacity. For opaque, Web-safe colors, 
pass a Web color speci?cation string of 
the form “#RRGGBB”, Which 
represents an RGB color using 
hexidecimal numbers. 
If you Want the shadoW color to have 
an alpha, use the CSS rgba(r, g, b, 
alpha) ?anctional-notation style. Use 
?oat values betWeen 0 and 255 for the 
r, g, and b parameters. The alpha 
parameter contains a ?oat value, 
betWeen 0.0 and 1.0, indicating the 
alpha channel value, Which determines 
the opacity ofthe color. 
De?nes the distance, in coordinate 
space units, that a shadoW should be 
offset in the positive horizontal 
direction. If you do not set this value 
explicitly, the canvas uses a value of 0. 

De?nes the distance, in coordinate 
space units, that a shadoW should be 
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Table 3 describes the operators supported by the context 
.globalCompositeOperation property. Use these to de?ne the 
compositing operators for the canvas object. 

TABLE 3 

Composite operators used by the globalCompositeOperation property 

Operator Description 

Copy Displays the source image instead of the destination image. 
Darker Display the sum of the source image and destination image, 

With color values approaching 0 as a limit. 
destination- Display the destination image Wherever both images are 
atop opaque. Display the source image Wherever the source image 

is opaque but the destination image is transparent. 
destination- Display the destination image Wherever both the destination 
in image and source image are opaque. Display transparency 

elseWhere. 
destination- Display the destination image Wherever the destination image 
out is opaque and the source image is transparent. Display 

transparency elseWhere. 
destination- Display the destination image Wherever the destination image 
over is opaque. Display the source image elseWhere. 
Lighter Display the sum of the source image and destination image, 

With color values approaching 1 as a limit. 
source-atop Display the source image Wherever both images are opaque. 

Display the destination image Wherever the destination image 
is opaque but the source image is transparent. Display 
transparency elseWhere. 

source-in Display the source image Wherever both the source image and 
destination image are opaque. Display transparency 
elseWhere. 

source-out Display the source image Wherever the source image is 
opaque and the destination image is transparent. Display 
transparency elseWhere. 

source-over Display the source image Wherever the source image is 
opaque. Display the destination image elseWhere. 

Xor Exclusive OR of the source and destination images. Works 
only With black and White images and is not recommended for 
color images. 
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Method Types 
Canvas State Methods 
restore 

rotate 
save 

scale 
translate 
Working With Paths 
arc 

arcTo 
beZierCurveTo 
beginPath 
clip 
closePath 
lineTo 
moveTo 
quadraticCurveTo 
rect 

Stroking a Path 
stroke 
strokeRect 
Filling an Area 
clearRect 

Creating Gradient and Pattern Styles 
addColorStop 
createLinearGradient 
createPattern 
createRadialGradient 
DraWing an Image 
draWImage 
Instance Methods 
addColorStop 
conteXt.addColorStop(offset, color) 
Adds a color at an offset point to a gradient. The offset is a 

?oat value betWeen 0.0 and 1.0, and is de?ned Within the 
context of the gradient type. Any values less than 0 or greater 
than 1 is ignored. 

Arc 
conteXt.arc(X, y, radius, startAngle, endAngle, clockwise) 
Adds an arc of a circle to the current subpath. The arc is 

built based on the circle Whose origin and radius are speci?ed 
by the X, y, and radius parameters. The startAngle parameter 
speci?es the angle of the starting point of the arc, measured in 
radians from the positive X-aXis. The endAngle parameter 
speci?es the angle of the endpoint of the arc, measured in 
radians from the positive X-aXis. Specify l for the clockWise 
parameter to draW the arc in a clockWise direction; otherWise, 
specify 0. 

If the current path already contains a subpath, the canvas 
appends a straight line segment from the current point to the 
starting point of the arc. If the current path is empty, the 
canvas creates a neW subpath for the arc and does not add an 

initial line segment. After adding the arc, the current point is 
set to the endpoint of the arc. 

arcTo 

conteXt.arcTo(Xl, yl, X2, y2, radius) 
Adds an arc of a circle to the current subpath, using a radius 

and tangent points. This method draWs an arc that is tangent to 
the line from the current point to (Xl, yl) and to the line from 
(Xl, yl) to (X2, y2). The start and end points of the arc are 
located on the ?rst and second tangent lines, respectively. The 
start and end points of the arc are also the “tangent points” of 
the lines. 

If the current point and the ?rst tangent point of the arc (the 
starting point) are not equal, the canvas appends a straight line 
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20 
segment from the current point to the ?rst tangent point. After 
adding the arc, the current point is reset to the endpoint of the 
arc (the second tangent point). 

beZierCurveTo 
conteXt.beZierCurveTo(cplX, cply, cp2X, cp2y, X, y) 
Appends a cubic BéZier curve to the current path. A cubic 

curve segment has a start point, tWo control points, and an 
endpoint. The start point is the current endpoint of the open 
path. The cplX, cply, cp2X, and cp2y parameters specify the 
tWo control points for the path. The X and y parameters 
specify the neW endpoint for the path. After adding the seg 
ment, the current point is reset from the beginning of the neW 
segment to the endpoint of that segment. 

beginPath 
conteXt.beginPath( ) 
Creates a neW empty path in the canvas. You use paths to 

draW both simple shapes (for eXample, lines, circles, or rect 
angles) and compleX shapes (such as the silhouette of a moun 
tain range) in a canvas. You can use a path to both draW the 
outline of a shape and ?ll the inside of a shape. 

Before painting a shape, you must create the shape to be 
painted using the current path. You build a path from a set of 
subpaths, each of Which is a list of one or more segments, 
either straight lines or curves. 
A canvas can have only a single path in use at any time. 

Therefore, if the speci?ed conteXt already contains a current 
path When you call this method, the canvas replaces the pre 
vious current path With the neW path. In this case, the canvas 
discards the old path and any data associated With it. 

Note: The current path is not part of the graphics state. 
Consequently, saving and restoring the graphics state has no 
effect on the current path. 

conteXt.clearRect(X, y, Width, height) 
Paints a transparent rectangle. When you call this method, 

the canvas effectively “erases” the contents of the speci?ed 
rectangle. The parameters of this method all contain ?oat 
values. 

clip 
conteXt.clip( ) 
Sets the current clipping path, using the nonZero Winding 

number rule. This method uses the nonZero Winding number 
rule to calculate the intersection of the current path With the 
current clipping path. The canvas then uses the path resulting 
from the intersection as the neW current clipping path for 
subsequent painting operations. 

Unlike the current path, the current clipping path is part of 
the graphics state. Therefore, to re-enlarge the paintable area 
by restoring the clipping path to a prior state, you must save 
the graphics state before you clip and restore the graphics 
state after you’ve completed any clipped draWing. 

After determining the neW clipping path, the method resets 
the current path to an empty path. 

closePath 

conteXt.closePath( ) 
Closes and terminates an open subpath. When a subpath is 

open and you call this method, the canvas closes the subpath 
(draWs a straight line that connects the current point to the 
starting point), and terminates the subpath (the current point 
is no longer de?ned). 

If no subpath is open, calling this method does nothing. 
Note: You can stroke along an open subpath. When a sub 

path is open and you ?ll or clip, hoWever, the canvas implicitly 
closes the subpath for you. 

createLinearGradient 
conteXt.createLinearGradient(X0, y0, Xl, yl) 










