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Introduction RIDE-ST7

1. Introduction

RIDE-ST7 is an integrated development environment (IDE), designed for
the development of ST7 projects from the beginning to the end. To help
users get started building their applications from scratch with minimum
knowledge of the ST7 architecture and peripherals, RIDE-ST7 includes
RBuilder, which walks users through peripheral configuration and
generates the necessary code in a startup project. RIDE-ST7 can be
used with a range of development tools including the software-based
simulator, the RLink, and the ST7-EMU3 and ST7-DVP3 series
emulators.

This chapter gives an overview of the various tools that can be used in
conjunction with RIDE-ST7.
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1.1 RIDE-ST7

RIDE is Raisonance Integrated Development Environment. It features: an editor/debugger/project
manager that is common to several ST microcontroller families, including STS, ST6 and uPSD.

In its ST7 version, RIDE-ST7 is different from all other RIDE products in that it supports (or it
can drive) a larger than usual number of development tools for ST7, from Raisonance, ST and
other third party developers.

The following table shows the set of tools composing RIDE-ST7:

Integrated RIDE
Development
Environment
Application RBuilder
Builder |
Assembler AST7 E . CAST7 U e MAST7 8 =
L 5 2 2 E 52
Compiler CST7 z o| CXST7 £9 § o
; S e &g 279
. ! . 5 8 O S8 S 2
Linker | SmartLinker s CLINK RLST7 ~
Post-Linker CodeCompressor
Optimizer
Simulator | SIMICE ST7
Debugger | DVP3 - EMU3 - RLINK

1.2 Raisonance tools for the ST7 family

RIDE-ST7 comes with a number of ST7-specific tools from Raisonance:

e RIDE: this integrated development environment, which is the interface for all the other
tools, provides an editor, a project manager (no need for a makefile) and a debugging user
interface that can be used either with the simulator or with most available hardware-
debugging tools.

e Assembler and Linker: they allow you to write applications in assembler. They are similar
to their existing ST5 and ST6 counterparts. They are not compatible with the other ST7
toolchains. (e.g. ST, Cosmic or Metrowerks)

¢ Simulator: simulates core (including the entire memory space) and most peripherals.
Complex peripherals (USB, CAN) and some less common peripherals are not simulated.

e CodeCompressor: this is a post linker optimization tool that can be used to reduce code
size. It accepts as input any executable code, whether from assembler, C or any other
source (libraries...). It does not support code generated by the Metrowerks C toolchain.
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1.3

1.4

e RBuilder: a graphical user interface that guides the user through the configuration of the
ST7 peripherals to be used by the application, and generates the corresponding source code
for the peripherals.

e RLink-ST7: this USB hardware dongle allows the user to program the ST7 on an
application board and debug the application while it runs on the ST7. It uses the ICC
protocol. See more information in the ICC section of this document. For more information
on using the RLink, refer to this chapter: "Debugging with Hardware Tools".

Each tool mentioned above has its dedicated user manual (please refer to it for more details) apart
from RIDE, the simulator and RLink-ST7.

Third party tools that can be used in conjunction with RIDE-ST7

RIDE-ST7 can be used together with a number of third party tools including:

e The Cosmic C toolchain (compiler, linker, assembler) has been fully integrated so that it
can be used without ever leaving RIDE. This makes it possible to use RBuilder to start
creating your ST7 application. To start using RIDE with the Cosmic C toolchain, refer to
the chapter, "Creating a project using the Cosmic C toolchain".

e The Metrowerks C toolchain versions 1 and 2 (compiler, linker, assembler) have been fully
integrated so that they can be used without ever leaving RIDE. This makes it possible to
use RBuilder to start creating your ST7 application. To start using RIDE with the
Metrowerks C toolchain, refer to the chapter, "Creating a project using the Metrowerks C
toolchain".

e ST Emulators: the RIDE debugger can drive ST emulators (EMU3 and DVP3 series
emulators), including all the emulator specific features such as trace and advanced
breakpoints. For more information on using the ST emulators, refer to the chapter,
"Debugging with Hardware Tools".

RBuilder is a 100% Raisonance product, however it uses the ST7 Library for most of the code it
generates. This implies that:

e As the ST library evolves, so will the code generated by RBuilder (starting from the same
set of options).

e As the library is written in C, using RBuilder will require the use of a C Compiler.

List of supported derivatives

RIDE-ST7 supports most of the existing ST7 derivatives to various degrees. The up-to-date list of
supported derivatives and the limitations to the software simulation can be seen in the Target
Options in RIDE.
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2. Creating a project using the Raisonance tools

Assembly applications can be written using the Raisonance free
assembler. CodeCompressor can be used with this toolchain. This
chapter gives an overview of how to create an ST7 assembler project
with RIDE-ST7.

Note: Using RBuilder requires the use of a C compiler and therefore is
not possible with the Raisonance toolchain. For information about
creating projects when using a C toolchain, refer to these Chapters:
"Creating a project using the Cosmic C toolchain" or "Creating a
project using the Metrowerks C toolchain".
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2.1 Using the example project

RIDE-ST7 is provided with an example project written in assembler that is ready to run. To open
this project, use "Project" -> "Open" in RIDE and select the project ASM_DEMO.PRJ. For
standard installation of RIDE, this file is found in C:\RIDE\EXAMPLES\ST7\ASM.

This example is described either in the comments in the source file and in the MAST7 manual.

2.2 Creating a new project

To create a new project in Raisonance assembler for ST7 (MAST7):

¢ In RIDE, choose "Project" -> "New...".

~@<RIDE

File Edit Search | Project Tool MWiew Debug Options RideScript

BB Recent Projects L4
| e S

Open &
5 i

Zlose

Saye

Insert application. .. L

add node SourceGpplication; &lt+Ins

Delete node FAlE+-Del

Translate Ao

Link system app, aaf (Zht+-ShifEHES

Mt &l Fa

il &l Shift+Fa

e Choose the Application name, enter the path of the application and select the ST7 target
family (this only applies if you have other versions of RIDE installed) and click on "Next".

Enter the name and the location of the new project.

Application Mame;
IM wProject

Diirectany:

IE:HHIDEHEX&MPLESHST? I

Target Farnily:

[5T7 =l

Cancel < Previous I MHext » I Eirnzh Help
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Creating a project using the Raisonance tools

e Select the derivative you want to work with.

Select your project's target options:

Device |F'ru:uperties| Core |

- @ ST72a7414 ;I 2-bit MCL with nested interrupts; flash;
L STTIME 10-bit ADC: 5 Timers: SPI: SCI: 12C:
@B 5T72324K2 R
€3 5T72324K4
€3 ST72324KB
@B §T72521M9 |

Datashests

Cancel < Previous I MHext » I

Einizh

Help

Tools” and click on "Next".

Select your project's target options:

Device Prnpertieslﬁme |

Settings

Tools: Raizonance Tools

[T Case sensitive

[ Launch taols with executables

W Generate PostOptimizing information

To use Raisonance tools for the project, click on "Properties"”, and select “Raisonance

Cancel < Previous I Mest » I Eimzh

Help

Click on "Finish", do not choose "RBuilder" (RBuilder would generate C code and you
need a third party compiler to be able to use it).

Add files to the project, build and debug it as explained in the RIDE manual. (common to
all targets) To open this manual, click on "Help"->"PDF"->"Ride General"->"Ride".
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3. Creating a project using the Cosmic C toolchain

RIDE-ST7 integrates the Cosmic C toolchain (C Compiler, Assembler
and Linker) in such a way that it is possible to use it without ever leaving
RIDE. This environment allows the use of RBuilder and
CodeCompressor. This chapter explains how to install and use the
Cosmic C toolchain together with RIDE.
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3.1

3.2

3.3

About Cosmic Tools for ST7

The Cosmic C toolchain for ST7 is composed of a C Compiler, an Assembler and a Linker. The
ST7-specific extensions to the ANSI C language are somewhat different from those used by
Raisonance compilers, so beware if you are a user of RIDE for ST5 or ST6. Note also that
Cosmic assembler and linker are not compatible with those from Raisonance. The Cosmic C
toolchain is compatible with both RBuilder and CodeCompressor.

Important note: CodeCompressor requires a special version of the Cosmic linker. RIDE will ask
you if you want to install it.

Integration with RIDE

RIDE provides a convenient way to drive Cosmic tools via its graphical user interface. When
used in conjunction with the Cosmic C toolchain RIDE allows you to:

e Set the main compiler and other tool options graphically, via user-friendly dialog boxes.
e Automatically produce the link file (.1kf file) adapted to the chosen derivative.
¢ Automatically manage file dependencies so that no makefile is necessary.

¢ Display errors in a dialog box where a double click on the error automatically opens the
editor with the corresponding source file at the line that is the source of the error.

Please refer to Cosmic’s manuals and documentation (not included in RIDE) for details about the
Cosmic tools.

Configuring RIDE and the COSMIC C toolchain to work together

In order to use RIDE together with the Cosmic C toolchain, you need to install the two software
packages on your computer.

The Cosmic tools are not included in the distribution of RIDE-ST7. The evaluation version is
available for download at www.cosmic-software.com

Note that both RIDE and the Cosmic tools require registration to unlock some functionalities:
you need to register RIDE if you want to use CodeCompressor and you need to register the
Cosmic tools if you want them to be able to generate more than 1kb of code.

Once you have the two packages properly installed and registered, you need to tell RIDE where
the Cosmic tools are located: by default, RIDE looks for the Cosmic tools under c:\cosmic\cxst7,
which is the default directory proposed by the Cosmic installation program. If you change this
directory during the Cosmic tools installation, this must be indicated to RIDE. To do this, select
"Options" -> "Target" -> "Properties" -> “Cosmic Tools Path”.

In order to check your tools, open one of the examples for Cosmic (by default in
"C:\RIDE\examples\ST7\C\COSMIC\"). Eventually, modify the Cosmic tools path as explained
just above. Then, build the example, just to check that the tools are correctly installed and
configured to work together.

3.4 Creating a new project

To create a new RIDE project, select "Project” -> "New...". The screen shown below will be
displayed:
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x|

Enter the name and the location of the new project.

Application M ame:
IM wPraject

Drirectary:

Ic:\HIDEKEHampIes{ |

T arget family:

[s17 =]

Cancel < Brevious I Mewt » I FEirizy Help

Enter your application name, the directory where you want your application to be generated, and
make sure the target family is ST7. When you are done, click on "Next".

Note that you can click on "Cancel" to cancel the creation of your project at any time when using
the wizard. The Help button may also be used to get some help on the creation of a new project.

Once you have clicked on the "Next" button, you will see the following window:

Target il

Select your project's target options:

Device Froperties ID:ure I

I Cozmic Tools j

Settings

Cozmic tools path Ic::'m:usmiu:"ac:-cxt?

Ll

b ernorny model: IStack Long
[ Use Floating Point Libraries

Cancel £ Previous I Mewt » I FEirizy Help

In the Device tab, select the ST7 derivative that you want to use.

In the Properties tab, select the Cosmic C toolchain. You must now specify top-level choices that
impact the whole toolchain including:

¢ The Memory model to use.

¢  Whether you will use floating point libraries.

For more information about these options, refer to the Cosmic manuals.
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Click on "Next" when you are done and the following screen will appear:

Configuration _ x|

REuilder zan help pou configure and generate your application zource files;

To continue with RBulder and the hardware configuration, select RBuilder. Ta
Create an emphy project, select Terminate

LCancel < Previous I REwuilder I Firish Help

Here, you can choose to use RBuilder to help you configure your ST7 application, or you can
click on "Finish" and create your application manually.

If you choose to use the RBuilder, refer to Chapter 5 for more information about configuring the
project and your ST7s peripherals.

In both cases at least two files are generated (more if you use RBuilder, see the illustration
below).

x|

Froject I Diebugger I DIocUMmentation I

Ea@ maskermain.c [CX3T7] code=5621 const=380 data=13
Ea@ sci.c [C25T7] code=568 const=0 data=12

Ea@ i2c.c [C¥5T7] code=1483 const=0 data=11

Ea@ st72f521_req.c [CXST7] code=0 const=0 data=0
i B wector.c [(C#ST7] code=0 const=35 data=0

- & master.kf [--]

1| |+

The last two files (vector.c and master.lkf) are always generated. The others depend on the
options set in RBuilder.

e vector.c contains the reset vector definition (and possibly other interrupt vectors definitions

if it has been generated by RBuilder)

¢ <projectname>.1kf is the linker file and is generated by RIDE according to the derivative

chosen and the structure of the project.

13-
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The gray icons for vector.c and the link file indicate that these files are not handled by the linker
as the other files are. vector.c is linked in a special place. The .Ikf file is the linker script. See
Cosmic documentation for more information about it. They are present in the project for fast and
easy display of their contents. These files should only be edited to meet very precise
requirements. This requires an advanced understanding of the Cosmic toolchain.

Warning: the vector definition file and the link file are created automatically after you have
chosen your derivative. Changing derivative on an existing project might lead to the regeneration
of these files, with possible loss of any information you might have added manually

-14 -
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4. Creating a project using the Metrowerks C
toolchain

RIDE-ST7 integrates the Metrowerks C toolchain (C Compiler,
Assembler and Linker) in such a way that it is possible to use it without
ever leaving RIDE. This environment allows the use of RBuilder but not
of CodeCompressor. This chapter explains how to install and use the
Metrowerks C toolchain together with RIDE.

-15-
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4.1

4.2

4.3

4.4

About Metrowerks Tools for ST7

The Metrowerks C toolchain for ST7 is composed of a C Compiler, an Assembler and a Linker.
The ST7-specific extensions to the ANSI C language are somewhat different from those used by
Raisonance compilers, so beware if you are a user of RIDE for ST5 or ST6. Note also that
Metrowerks assembler and linker are not compatible with those from Raisonance. The Cosmic C
toolchain is compatible with RBuilder but not with CodeCompressor.

Integration with RIDE

RIDE provides a convenient way to drive Metrowerks tools via its graphical user interface. When
used in conjunction with the Metrowerks C toolchain RIDE allows you to:

e Set the main compiler and other tool options graphically, via user-friendly dialog boxes.

e Automatically produce the linker configuration file (.prm file) adapted to the derivative
chosen.

¢ Automatically manage file dependencies so that no makefile is necessary.

¢ Display errors in a dialog box where a double click on the error automatically opens the
editor with the corresponding source file at the line that is the source of the error.

Please refer to Metrowerks’ manuals and documentation (not included in RIDE) for details about
the Metrowerks tools.

Configuring RIDE and the Metrowerks C toolchain to work together

In order to use RIDE together with the Metrowerks C toolchain, you need to install the two
software packages on your computer. Note that RIDE is compliant with either version 1 or
version 2 of the Metrowerks compiler.

The Metrowerks tools are not included in the distribution of RIDE-ST7. The evaluation version is
available for download at www.metrowerks.com

Once you have the two packages properly installed (and eventually registered), you need to tell
RIDE where the Metrowerks tools are located: by default, RIDE looks for the Metrowerks tools
under the default directory proposed by the installation program (which is not the same if you are
using version 1 or version 2). If you change this directory during the Metrowerks tools
installation, this must be indicated to RIDE. To do this, select "Options" -> "Target" ->
"Properties" -> “Metrowerks Tools Path”.

In order to check your tools, open one of the examples for Metrowerks (by default in
"C:\RIDE\examples\ST7\C\METROWERKS\"). Eventually, modify the Metrowerks tools path as
explained just above. Then, build the example, just to check that the tools are correctly installed
and configured to work together.

Creating a new project

To create a new RIDE project, select "Project” -> "New...". The screen shown below will be
displayed:
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Enter the name and the location of the new project.

Application M ame:

x|

IM wPraject

Drirectary:

Ic:\HIDEKEHampIes{

T arget family:

[s17

Cancel < Brevious I Mewt » I FEirizy

Help

Enter your application name, the directory where you want your application to be generated, and

make sure the target family is ST7. When you are done click on "Next".

Note that you can click on "Cancel" to cancel the creation of your project at any time when using
the wizard. The Help button may also be used to get some help on the creation of a new project.

Once you have clicked on the "Next" button, you will see the following window:

Target

Select your project's target options:

Device Froperties ID:ure I

Settings

b ernorny model: ILarge VI

Metrowerk s toals Ic:: metrowerkshcodewarrion_stm_v1.1 |

x|

Cancel £ Previous I Mewt » I FEirizy

Help

Here is a screenshot of the equivalent window for Metrowerks version 2:
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Core Selection ) x|

Device Prnpertieslﬁme |

B0CS1 — Dutils:
BOCET k3 :
nedy Settings
STh Metrowerks toals IE:'\F‘ngram Filez\Metrawerks\STH V20 |
STE
Memary madel; ILarge j ™ Use Floating Paint
= IShu:urt Owerlap j

] I Cancel | Help |

In the Device tab, select the ST7 derivative that you want to use.

In the Properties tab, select the Metrowerks C toolchain. You must now specify top-level choices
that impact the whole toolchain including:

e The Memory model to use.
e Whether you will use floating point libraries.
¢ For the Version 2, you must specify which overlap you want.
For more information about these options, refer to the Metrowerks manuals.

Click on “Next” when you are done and the following screen will appear:

Configuration x|

FiBuilder zan help you configure ahd generate your application source files;

T cantinue with BBulder and the hardware configuration, zelect RBuilder. Ta
Create an empty project, select T erminate

Cancel £ Previous I REuilder I Finigh Help

Here, you can choose to use RBuilder to help you configure your ST7 application, or you can
click on Finish and create your application manually.

If you choose to use the RBuilder, refer to Chapter 5 for more information about configuring the
project and your ST7s peripherals.
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In both cases, at least one file is generated (more if you use RBuilder, see the illustration below).

Froject I Diebugger I DIocuUmentation I

Ea@ termin.c [C5T7] code=32 const=0 data=1
Ea@ csampled.c [C5T7] code=21 const=10 data=4
Ea@ csamplez.c [C5T7] code=195 const=7 data=17
Ea@ csamplel.c [C5T7] code=96 const=40 data=%
‘B sample.prm [--]

X

The file always generated is the last one, <projectname>.prm, and is colored in grey. (all the
others are part of the sample example).

<projectname>.prm is the link file and is generated by RIDE according to the derivative chosen
and the structure of the project.

The gray icon for sample.prm indicates that this file is not handled by the linker as the other files
are. It is the link file. See Metrowerks documentation for more information about it. It is present
in the project for fast and easy display of its contents. This file should only be edited to meet
very precise requirements. This requires an advanced understanding of the Metrowerks
toolchain.

Warning: the link file is created automatically after you have chosen your derivative. Changing
derivative on an existing project might lead to the regeneration of this file, with possible loss of
any information you might have added manually

-19-
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5. Building an application with RBuilder

To help you start developing your application from scratch, RIDE-ST7
includes RBuilder — an application builder that allows you to select and
configure the peripherals of the target ST7 that are used by your
application. RBuilder then generates all the peripheral related application
code with a prototype main function that can be compiled and run without
you writing a single line of code.

This chapter tells you how to use RBuilder to configure peripherals and
generate related the project code.

-920 -
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5.1

5.2

About RBuilder for ST7

RBuilder is an application builder based on the ST7 Software Library. It guides you through the
configuration of your project, allowing you to choose the peripherals you want to use and
configure the options for each peripheral.

Once you are done with configuration, RBuilder generates you a project skeleton containing all
the code related to the peripheral initialization. You just need to add your application code and it
is ready to execute.

In the two following sections, we will show you how to use RBuilder.

Configure a project using RBuilder

To configure a project using RBuilder, you must have installed a C compiler and started creating
a C project. How to do this is described in these Chapters: "Creating a project using the Cosmic
C toolchain" and "Creating a project using the Metrowerks C toolchain". In the last step of the
procedure, select RBuilder and the window shown below will appear:

k= RBuilder - MyProject [User-Screen] =10( x|

Fichier Actions  Aide

Options for the current PeripheraliFils [ Optian State =
G- [E] | —
- Memary . L ———

=1 <o Peripherals

- P AD Converter —_____._-_'_—'
8 10s _____.—-—'_" Introduction

- D PiWM fuko Reload Timer
- €% 16 bit Timers
——— - €D Main Clock Contral What is REuiider?
= Reuiter|s a ool that helps developers starting their projects. It
S performs the followings
& wakchdog
Ak Inkerrupts « Selection ofthe peripherals

* Configuration ofthe selected peripherals Lo
« Generation of the project skeleton

RBuiidier, with its graphical inteacE easily select
which peripherals will be used and how those will be com
the developer has done selecting and configuring its peripherals, [—

RBuiider generates a RIDE project skeleton. This projectincludes all the

2 Preferences

sourse files needed for use and configuration of the peripherals, as well

Project contents [Source fils) | as the main funstion skeleton including salls to the peripherals
5% Source Fies initialization

8 MyProjectMain.c

$ vetor 521.c Reuiieris itself dynamically configured depending on the device you

selected in RIDE. Therefore, Ihe list of the peripheralsioptions is preset
/ when you launch Rbujier.
e

How to use RBuilder?
Onee the wizard has been called within Rice and that the project location

i | 5 and microcontroller have heen chosen, RBuWider appears to confiaure
the project. Far mare information on REWer, cantinue reading this

=] 5‘ &y "M & B "H 14 4 » M “ P H @W - @ “3 @la-. _| A|| wave. To start configuring your project, elick on the following,
Bl S ERE

Click Here to start

‘What are the different views in RBuiider?

I ? FA M I I Y RBuiicier presents several views in order to give as much infarmation as
needed to the user to configure properly its microcantraller. Those views

are:

Projectview
Options view
Generated files view
i Datasheet view

= 8 Help view

)W (] Tswase » M Ts4gxoezemm O] = AR 4] = B
| «/»| M POFST7 3 PDF_LIB 14 r 4] | 3
Ready [T

Signatures | Vigndtes " signets

You are now in RBuilder. The screen is divided in 5 different parts:

1. The tree in area 1 shows you the different peripherals associated with the microcontroller
you are using. It is called the project tree. To use and configure a peripheral, select it in the
tree. The options associated with the selected peripheral will be displayed in area 4.
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2. Area 2 shows you which file will be added to your project. This list changes while you are
adding/removing peripherals to your project.

3. This area displays the datasheet of your microcontroller and the ST7 Software Library
manual.

4. This area displays the options related to the selected peripheral. This view is called the
Option View.

5. This part is the online help which guides you through the configuration of your project.

5.3 Configuring your project

Once you are in RBuilder, you can configure the peripherals for your project. For example, to add
I/Os support to your project, click on I/Os in the project tree as shown in the following picture:

Select here the peripheral to configure Opkions For the current Peripheral/File | Qption Skate |

OCnnFigure and Use ID |_

Opkions For the current PeripheralFile | Qption Skate |

sConfigure and Use [0

s
Generate IO Sample Code

The available options for the peripheral will appear and for I/Os, the list of ports available is
added in the project tree. If no port is selected, only one option is available for I/Os. However
when a specific port is selected in the project tree, more options are displayed:

Select here the peripheral to configure Ciptions For the current Peripheral/File | Ciption State |
¥ PORT & PIN O | INPUT {Floating)
¥ PORT A PIM 1 INPUT {Floating)
¥ PORT & PIN 2 INFUT (Floating)
¥ PORT & PIN 3 INFUIT (Floaking)
¥ PORT & PIN 4 IMPUT {Floating)
¥ PORT A4 PIN S IMPUT {Floating)
¥ PORT & PIN 6 INPUIT {Floaking}

As you can see, each PIN of the PORT can be easily configured using a combo box which lets
you specify if the PIN is either a floating INPUT, a pull-up interrupt INPUT, an open-drain
OUTPUT or a push-pull OUTPUT.
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Configuring the peripherals is the big part of the process, but you should take care to also
configure the other parts of the project:

e Core (be sure to specify the correct clock speed)
e Memory

e Peripherals

e Interrupts

e Preferences

Some peripherals, like the I/O ports, offer the option to generate sample code. If you check the
option, this sample code will be placed in the main function. This code provides a simple
example of how to use the basic library functions related to the associated peripheral(s).

5.4 Generating your project

Once you are done configuring your project, select Project Generation in the "Actions" menu:

= RBuilder - MyProject [User-Screen]
J_| Eichier | Actions Aide

=} Options For the current Peripheral!File | Option Skake
OCDnFigure and Use SCI
_ ¥ |Use 9-hit Transmission
—- Memary ¥ Parity Check

E‘“@’ Petipherals ¥ |Ise Address Wake-Up method
L m an Canverktar - -

LSS |

S ITTE

171177131

After doing this, RBuilder generates the sample/prototype application code based on the project
configuration, and notifies you when generation is complete. Then RBuilder closes, returning you
to the RIDE-ST7 main window. You can compile the project right away.

Warning: Once the project is generated, there is no way to go back to modify one option and
generate it again. If you find out that you were mistaken about one option, then you have to
restart the project creation process from the beginning.

5.5 Adding your application code

Once you are back in RIDE, source files will be added to your project. Most of the files in your
project are generated from the ST7 Software Library according to the configuration options that
you specified in RBuilder. These files should not need to be edited. Two additional files are
generated:
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=@ RIDE - c:\tmp"MyProject.prj

File

Edit Search Project Tool Wiew Debug ©Options RideScript  Window  Help

|22 EE || o 5605

|22 0

x|

Fraject | Debuggerl Documentatic\nl

=B CATMPAMYPROIECT ABS 45T7) [SmartLi

------ By st7EF521_req.c [C5T7] code=0 cons
------ By in.c [CST7] code=0 const=0 data=0
------ B itc.c [(C5T7] code=0 const=0 data=(
------ By tmer.c [(C5T7] code=0 consk=0 datz
------ By sci.c [C5T7] code=0 const=0 data=I
------ By adc.c [CST7] code=0 const=0 data=
------ B myprojectint.c [C5T7] code=0 const:
------ B myprojectmain.c [C5T7] code=0 con
------ & myproject.prm [--]

myprojectmain.c is the main file of the project. In this file, RBuilder generates the
initialization function for all peripherals, the "main()" function and any user requested
functions (for example putchar and getchar for the SCI).

myprojectint.c contains all the interrupt functions. This file is generated only if the user
selected the use of interrupts in RBuilder. Otherwise it is not part of the project.

5.5.1 The main file

The following is an example of a main file for which the following peripherals have been
selected:

I/Os
Timer
SCI
ADC

The whole file is generated by RBuilder.

In this file, you can see:

The "PeriphInit" function (blue arrow) performs initialization for all peripherals
according to the options you selected in RBuilder.

The "main™ function (green arrow) is made of a call to "Periphlnit" to initialize all
peripherals, followed by an infinite loop that contains the application code. RBuilder gives
you the possibility to generate sample code for almost each peripheral. This example
contains code for the ADC, the SPI and I/Os. You just need to add your specific code at
the end of the function. (look for the red arrow)

The "TERMIO_PutChar" function (brown arrow) is generated when you select
“Generate a putchar function” in RBuilder's SCI options section. Since we use Metrowerks
tools in our example, the function is named "TERMIO_PutChar". Using Cosmic tools
we would have "putchar".
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/*Configure the
PeriphInit ();

while 1

( ) {

{

/* Sample

/% === — —— — — —— — — —== */
/* Project: MyProject */
/* File: MyProjectMain.c */
/* Organization: */
/* Author: (initial version generated by RBuilder) */
/* Date: 11/23/2004 */
/* === - —— - - —— - - === %/
#include "ST71ib_config.h"
#include <stdio.h>
/2 * /
/*Function: PeriphInit*/
/*Purpose: Periph configuration at RESET*/
“Date: 11/23/2004 */
___________________________________________________________ * /
void PeriphInit ( void ) {
EnableInterrupts;
/* A/D Converter initialization */
ADC_Init (ADC_DEFAULT) ;
ADC_Select_Channel (0);
/* SCI initialization */
SCI_Init (SCI_DEFAULT_PARAM1, SCI_DEFAULT_PARAM2);
SCI_Select_Baudrate (0xd2) ;
SCI_Mode (SCI_TX_ENABLE |SCI_RX_ENABLE) ;
/* 16-bit timers initialization */
TIMERA_Init (TIMER_FCPU_4); /* Timer A */
TIMERA_IT_Enable (TIMER_OVF_IT_ENARLE) ;
/* Interrupt controller initialization */
ITC_Init ();
/* I/0 Port initialization */
IO_Init();
}/*end of PeriphInit*/
2 — */
/*Function: main () */
/*Purpose: main routine*/
/*Date: 11/23/2004 */
y K */

internal peripherals*/

code for ADC */
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int Conv_Datal;

/* Select channel 5 CS2:CS1:CS0=101 */
ADC_Select_Channel (5);
/* Start conversion ADON bit is set */
ADC_Enable () ;
/* Wait till conversion completes */
while (!ADC_Test_Conversn_Complete());
/* Read converted value */
Conv_Datal = ADC_Conversn_Read();
ADC_Disable () ;

}

/* Sample code for SCI */
puts ("Hello world");

{
/* Sample code for IO */

int read_Data;

/* Read Port A */

read_Data = IO_Read(IO_PORT_A);

/* Set Port A Pin 6 and 7 to high state */

IO _Write (IO_PORT_A, IO_PIN_6|IO_PIN_7 , IO_DATA_HIGH);

}

» /*Insert your code here...*/

}

}/*end of main*/

/* ____________________________________________________________ */
/*Function: TERMIO PutChar*/
/*Purpose: Putchar in polling mode on SCI*/
/*Date: 11/23/2004 */
K o */
void TERMIO_PutChar (char c) {
if (c == '"\n'"){

SCI_PutByte ('\r');

while (!SCI_IsTransmitCompleted());
}
SCI_PutByte (c);
while (!SCI_TIsTransmitCompleted());

5.5.2 The interrupt file

The following is the interrupt file generated in our example. We selected the use of TIMER A
overflow interrupt.

e — — — — — — — ——= x/
/* Project: MyProject */

/* File: MyProjectInt.c */

/* Organization: */

/* Author: (initial version generated by RBuilder) */
/* Date: 11/23/2004 */
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/% === = == = = == = = === %/
#include "ST71ib_config.h"
I —————————————, * /
/* Function: TIMERA_IT_Routine (void) */

/* Purpose: Interrupt Subroutine for TIMERA Interrupt */
/* Date: 11/23/2004 */
R ———————————, * /
#ifdef _HIWARE_ /* Test for HIWARE Compiler */

#pragma TRAP_PROC SAVE_REGS /* Additional reg will be saved */
#else

#ifdef _COSMIC__ /* Test for Cosmic Compiler */
@interrupt /* Cosmic interrupt handling */
#else

#error"Unsupported Compiler!" /* Compiler Defines not found! */
#endif

#endif

void TIMERA IT Routine (void) {

* /* Insert your code here... */

5.6

}/* end of TIMERA_IT Routine (void) */

The interrupt framework is generated; you only need to fill it in. Keep in mind that an interrupt
needs a flag to be reset when it has been handled.

Adding your code to the project

Now that you have a project with configured peripherals, you need to add your application code.

To add your source files, select "Project” -> "Add node source/application". This will open a file
selection window that you can use to add your source files in C or assembler.

To rebuild the application, just press "F9" or select "Project" -> "Make All".

Now you are ready to debug your application. If you will be using the simulator, refer to the
chapter, "Debugging with the Simulator". For information about debugging with RLink or an
EMU3 or DVP3 series emulator, go on to the chapter, "Debugging with Hardware Tools".
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6. Debugging with the Simulator

RIDE-ST7 provides a simulator capable of simulating the most common
ST7 peripherals. The simulator lets you check your code as well as the
interaction between your code and the peripheral before going on to
debug with an in-circuit debugger or emulator.
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6.1 About the simulator for ST7

RIDE-ST7 supports most of the existing ST7 derivatives to various degrees. The up-to-date list of
supported derivatives and the limitations to the software simulation can be seen in the Target

Options in RIDE.

For the rest of the getting started, we will use a project that uses the following peripheral:

e [/Os

o PORTAPinl1
o PORT A Pin2
o PORT A Pin 3
o PORT A Pin 4

- Output (push/pull)
-> Output (push/pull)
-> Output (push/pull)
- Output (push/pull)

The following code has been written in the main function:

int toggle = 0;

IO_Write (IO_PORT_A, IO_PIN_0, (toggle ==
IO_Write (IO_PORT_A, IO_PIN_O, (toggle ==
IO_Write (IO_PORT_A, IO_PIN_0, (toggle ==
IO_Write (IO_PORT_A, IO_PIN_0, (toggle ==

if (++toggle==4)

/*This declaration goes at the beginning

toggle = 0;

0
1
2
3

) 2IO_DATA_HIGH:
) 2IO_DATA HIGH:
) 2IO_DATA_HIGH:
) 2IO_DATA_HIGH:

of the main*/

IO_DATA_LOW) ;
IO_DATA_LOW) ;
IO_DATA_LOW) ;
IO_DATA_LOW) ;

4

So you can easily build this project to use the simulator as described in the chapter, "Building an
application with RBuilder".

6.2 Launching the simulator

To launch the simulator, type CTRL-F9. If your project has not been built, it will be done
automatically before launching the simulator. Otherwise the simulator is launched directly. The
following window appears to set the debug options:

@ Debug Options

Toal | Environmet I

— Tool

" Other Tool

* Yirtual M achine [Simulator]
" Real Machine [Emulator or BOM-Monitor]

— Device [See OptionzT arGet]

[sIM-5T7

2]

— Frequency

Cryztal [MHz] IB_DDD

2l

Cancel |
Help |
Advanced Dptiu:un&l

Make sure that “Virtual Machine” is selected and click OK.
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You are now in the simulator. Your RIDE window looks like the following:
~ias RIDE - c:\tmp10.prj =loix|

File Edt Search Project Tool View

Debug Options  RideScript Window  Help

Rl |

[enE® s RiiE
R

Project Detuggst | Documentation |

ci\kmphjio.c

=88 citmpio.bs
=

@i Daka dump

0

Wain registers
i

Inkerrupt Cantroller
FLASH

sc1o

13 Contreller

Ezt

AD convester
mcc

Watchdog timer

N\

wvoid I0 Urite (I0_Port Fort Vald,I0 Pin Pin Yald, I0 Write Data I
{

W Disassembly code volatile unsigned char *PortDR;
@ Code View
T it View PortDR = Forthdde[Fort Val3]:

if (Data Val — I0 DATA HIGH )
{ £% Writes logical high in select
*POLCDR |- (unsigned char)Pin_Vald ;
— I0 DATA TOGGLE )
*PartDR
}
else

{

(unsigymed char} (Pin_Val3) : /* Toggles select

/% Writes Logical low in select
#PortDR &= (unsigned char) (- (unsigned char) (Pin_Val3)) :

b

N |

=

Bmonic J|Cnda i)

overage [ Information|

char)Pin ¥al3 ;
i, 85  0x2343
A, [ OVI0x2343

1172h
DATA TOGGLE

0%2343

i, 5
116Ch  OxE9C5

¥ 4, 83 Ox89CS

A103
2607

cP
JRNE

A, $003h0xEICE
116Ch  Ox69CS

#PortDR = (wsigned char] (Pin ¥al3)

B&&S
92CEE0

2006
“POrtDR. ¢

azrazn

unsigned char) (- (unsign;

1D
HOR

i, 85  Oox0
A, [_0VOxD
IRA

117zh  Ox0

CPL

anm

&

A r Aunsare

char] {Pin Val3))

/7 Toggles sel

‘hl

Make  Debua | Grep | sorpr |

Watches

Locals | Ve

Value

& [05.000ms.000): Run

~-# [PCI118D ,05,000ms.432]):  Stop at Breakpoint
@ [05.000ms,458]):  Resst

(- # [05.000ms 459]:  Run

fo® [05.015ms.62L]): Stop

X/

‘-4 [0s.015ms.718]: Run
L4 [00:00:01.104ms.213]:  Stop

[ ShsT7

OC:0001.104ms. 307

33431

[ | [uow | [cees|

The illustration above shows:

1. The source file as edited in C language or in assembly language. The green circles at the
left indicate lines that contain instructions where you can place breakpoints. The line
highlighted in blue indicates the current PC. That's the next instruction to be executed.

2. The Debugger tab that shows you all the peripherals that are simulated on a given
microcontroller. To see a specific peripheral, double-click on its name. Note the blue line as
in the source window.

3. The Watch tab which allows to see the watched variables and the local variables.

4. The toolbar which allows the user to control the simulation. (see more information in the
next section)

5. The Code window that shows you the instruction to be executed by the simulator. It is a
dump of the memory where the code is located. (see more information below)

6. The debug tab is a tree where the simulator displays message for the user.

The following columns are available in the Code window:

e Address: The address where the instruction is located.

e Symbol: The name of the symbol, if a symbol is located at this address.
Code: The byte-code located at this address.
Mnemonic: The mnemonic corresponding to the byte-code.

Code Coverage: The number of times the byte-code at this address has been executed
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6.3 Using the simulator

The simulation is controlled by the simulator toolbar:

s E b o ot o\ I B0 et

/ ~a \ /
12/3/4I e\s\e g9 Y0 11 12

1. Animated mode = The simulator will execute the application slowly with a short pause at
each source line.

2. Display executed lines = When you have executed your application, pressing this button
will change the color of the green circle to blue for each line that has been executed.

3. Refresh > While debugging, pressing this button will refresh the different debug views.
4. Reset > Pressing this button resets the application.

5. Step into = On a function call in a line of the C source code, this button steps into the
called function. If it is not a function call, it goes to the next line in the source code.

6. Step over > On a function call in a line of the C source code, this button steps over the
called function.

7. Add watch 2 Add a variable to the list of watched variables.

8. Toggle breakpoint - If there is no breakpoint on the current line, RIDE will set a
breakpoint on it. If there is one, the breakpoint will be removed.

9. Toggle trace = If there is no trace breakpoint on the current line, RIDE will set one. If
there is one, the trace breakpoint will be removed.

10. Select application = In multi-application simulation, this combo box lets you select which
application you control.

11. Run > Pressing this button launches the application. When the application is running, the
GO button becomes a STOP button. Pressing it will stop the application.

12. Speed > Select the speed at which the simulation must be done.

6.4 Simulating a peripheral

To simulate a peripheral, you must open it by clicking on the corresponding item in the peripheral
tree. For example, to simulate the Port A, double click on the following icon:
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x|

Froject Debugger I Dncumentatinnl

-
E% cikmplio, abs

(= T8 Daka dump

e amm Disassembly code

------ o Code Wiew

------ Tl Bib View

Main registers

The PORT A view will appear:

{5

0 F Mo Connection

DDHIUU Mo Connection

DR|00 [ Mo Connection
ORjo0

Mo Cannechion
Mo Connection

Mo Connection

Mo Connechion
¥ [ Mo Connection

This view lets you see the state of each pin of the port. Green indicates a value of one and red a
value of zero. It is possible to connect each pin of the port to a Net, to VCC, the Ground or no
connection. This is done by clicking on the led. The registers also let you control the peripheral.

Once you have created the application described above, start the simulator, open the PORT A and
click on the refresh button as the application is running, you will see the LED blinking.

6.5 Using breakpoints

You can set a breakpoint either in the source file or in the code view. In the code view, first select
the line on which you want to stop. The line will become gray:
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~lof x|

|Address || symbol | code || Mnemonic || Code Coverage || Information |
10D8: FF db OFFh 0x0 -—-- -
#4 119 PADDE = 0x00 ; =
1009 : I0 Init 3F01 CLE PADDE 00 S

## 120 PEDDE = 0x00 »

#4121 PCDDE = 0x00 ;

10DI: 3F07 CLE FPCDDE 0=0 s

4§ 122 FIDDR = 0x00 ; T
Search:l

Then click on the Toggle Breakpoint button and the line will become red, which means that a
breakpoint has been set on this line:

_lojx

|Address || zymbol | code || Mnemonic || code Coverage || Information |
L0DS: FF db OFFh 0x0 — -]
#4 119 PADDE = 0x00 ; i
1005 I0 Tnit 3F01 CLE PADDE 0=0 ====

## 120 PELDE = Ox00 ;

## 121 PCDDR = 0x00 ;

10D : 3F07 CLE PCDDE 0x0 s==a

## 122 PDDDE = Ox00 ;I
1NTH T 2T ~TT hrir ¥l CariTl

Search : |

The application will stop running when this line is reached.

You can use the same procedure to set a breakpoint on a line of source code, or you can click on
the green circle in the margin next to the instruction. When you click on the green circle the line
will turn red, indicating that a breakpoint has been set:

3, tmpiomain.c o ] [
) PeriphIniti}; 4l
#  while ( 1}

{
|5 I0 Write{IO PORT &, IO PIN 0O, {toggle 0y 2I0 DATA HIGH: IO DATA LOW);
» I0 Write{I0 PORT 4, I0 PIN 1, (toggle — 1) 210 DATA HIGH: I0_DATA LOW):
2 I0 Write{IO _PORT A, I0_PIN 2, (taoggle — 2)2I0_DATA HIGH: I0_DATA LOW):
2 I0 Write{I0 PORT 4, I0_PIN 3, (toggle — 3)2I0 DATA HIGH: I0_DATA LOW):
@ if{++toggle=4d)
@ toggle = 0;

}

Yi%end of main¥/ &

1] | b 4
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7. Debugging with Hardware Tools

In addition to the Raisonance simulator, RIDE-ST7 can be used with
a number of hardware debugging tools. These tools include the RLink
for in-circuit debugging and the ST7-EMU3 and ST7-DVP3 series
emulators. From a user interface point of view, basic debugging
functions (setting a breakpoint, single-stepping and checking memory
and registers) are identical whether you are using the simulator or a
hardware debugging tool. This chapter tells how to use the available
drivers and the specificity of each.
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Debugging with Hardware Tools

7.1 Selecting hardware debugging tools

Within RIDE, you can choose your target hardware debugger in the "Options" -> "Debug" menu.

~@+Debug Options i ed |

Toal Enironment I

— Tool

£ Wirbual M achine [Simulatar]

' Feal Machine [Emulator ar BOM-Monitor] Cancel |

" Other Tool

— Taoolz

Help |
Advanced Dptinnsl

When you check the “Real Machine” radio button, a list of available emulators and other
hardware-based debug tools appears in the drop down “Tools” list.

RIDE-ST7 supports RLink for in-circuit debugging and in-circuit programming and the EMU3
and DVP3 Series emulators.

Select the tool corresponding to your debugging hardware:

If you have an RLink connected to the target ST7 on your application board
RLINK_ST7 | via an ICC connector, or if you are using the REva evaluation board, which
includes an embedded RLink.
DVP3_ST7 | If you have an ST7-DVP3 series emulator
EMU3_ST7 | If you have an ST7-EMU3 series emulator

Then, configure the tool using the "Advanced Options".

If you are using the RLink dongle (or the REva board), continue with the section, "RLink-ST7
programming (ICP) and debugging (ICD) features".

If you are using an EMU3 or DVP3 series emulator, go on to the section, "ST7-DVP3 and EMU3
series emulator features".
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7.2 RLink-ST7 programming (ICP) and debugging (ICD) features

RLink is a USB interface device designed by RAISONANCE. It allows In-Circuit-Programming
(ICP) and In-Circuit-Debugging (ICD) of various microcontrollers, including all the ST7 devices
supported by RIDE-ST7. Some devices with HDFLASH and no debug module do not support
ICD, but you can still use the RLink for programming them (ICP).

With the ST7 devices, RLink uses the In-Circuit-Communication (ICC) protocol from ST to
perform ICP and ICD. RLink uses the standard 10-points ICC connector defined by ST.

In order to use RLink, be sure that you have installed the associated USB driver. Unless you have
specified otherwise, it is installed along with RIDE. If the USB driver has not been installed,
launch the program RLinkUSBInstall.exe. For standard installations of RIDE-ST7, it is located
at:

C:\RIDE\DRIVER\RLINKDRV\RLinkUSBInstall.exe
You can also find it on the installation CD-ROM:
\DRIVER\RLINKDR V\RLinkUSBInstall.exe

After running this program, when you plug RLink in, Windows will recognize it automatically.

RLink supports all the devices that are supported by RIDE. See the up-to-date list in the Target
Options.

Note that the devices with HDFlash and no debug module can be programmed, but not used for
debugging through ICC.

The REva board is a demonstration board that includes a detachable RLink. The whole board can
be powered by the USB through the RLink. The target chip is placed on a interchangeable
daughter board that can include different targets. For RIDE, there is no difference between
operating the REva or using an RLink with another hardware with the ICC connector. For more
information about the demo board itself (schemes, etc.), see its dedicated documentation.
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7.2.1 Configuring the RLink

After selecting RLink as your debugging tool (see the section, "Selecting hardware debugging
tools"), click on the "Advanced Options" button to open the Advanced Options dialog box shown

below.
RLink_ST7 options ) x|
WARMING: Be zure that you have selected the corect — Instant actions
derivative in the Target options.
—Selected Target——— 2 e . Eraze target
g Wiew RLink jumpers Eﬁg?:;ém I ricl
IST?LITESEI configuration for 5T7 e [remove read-out
pratection]

—ICC mode entry————— — Actions for debug session—

v lgnare option butes. |7 ¥ Download [ Debug

Fead target ELtinStharget
— Option Bytes options option bytes :
Walue to program—————————— Fl to hex file
" Leave az iz I
O ption Byte 0: Ox FO

¢ Restore defaul Option Byte 1 [if any] : D:-:IEF

i+ i :

2 e Change value | Drefault | ‘;\-’rtlit;nt.;rgggi Wfrite target

s FLASH now
Cancel | Help |

In the Advanced Options, it is critical to check that the selected target corresponds to your chip:

Selected T arget
{ |ST?LITESEI

If not, then you must go in the target options to change it. Go back to the RIDE main screen and
select "Target" -> "Options".

Next, indicate the preferred reset method to use when establishing in-circuit communication with
the target ST7:

|CC mode entry

[+ lgnore option bytes,

See the ICC section of your ST7xxxx Datasheet for more information about this. If you do not
know, just leave the default: If the first method fails, then RIDE will try the other and the only
drawback for you is that the reset will take a little more time than needed (less than half a second
more).

Be careful that the external clock is provided (from RLink or another external source) if both
your device's default option bytes and current option bytes select the external clock.

To debug your application, confirm that Debug is checked as shown below.
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Actions for debug session
’7 ¥ | Dowrload W Dehug—‘
Uncheck the Debug option if you want to use RLink as a simple programmer, e.g. if you want to
try the application on the ST7 without debugging it. Note that if the Debug option is checked, the
application will be patched (to add code such as reset and trap vectors for debugging) and is only
executed if it is driven by RIDE through RLink. If the Debug option is unchecked, then launching

the debug session will simply program the unpatched code to your ST7 and start execution. This
is useful when using RLink and you don't have the source code.

-38 -



RIDE-ST7 Debugging with Hardware Tools

7.2.1.1 RLink jumpers

Make sure that your jumpers are set correctly on the RLink. To do this, click on "View RLink
jumpers configuration for ST7". The following illustrations showing the ST7 configuration for
the RLink jumpers is displayed:

RLink jumpers for STT 1 x|

r— Standard configuration for ST7

Thiz iz how you must set the BLink jumpers for
communicating with the ST7 using ICC.

Note: Should the pictures in this documentation and in RIDE be different, assume that those
shown in RIDE are correct.

If you purchased RLink as part of an ST7 kit (such as the REva board for ST7), then the jumpers
should already be correctly set. For this reason, you should only need to adjust these jumpers if

they were accidentally unplugged, or if you are using an RLink that was configured for another
protocol, such as JTAG.
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7.2.1.2 Option Bytes

Next, you need to configure how the ST7's option bytes will be handled.

— Option Bytes options
“alue to program

L i I
savs as i Option Byte 0; Ox FO

" Restore default Option Byte 1 [ any : I:I:-:IEF

o)
Fligerzn Change value | Drefault |

e "Leave as is": the option bytes are not programmed. They retain their current values.

e "Restore default" tells RIDE to erase the option bytes and restore the default value before
loading the FLASH and debugging. If you want to know what value will be loaded when
selecting this option, then click the "Default" button, and you will see the default values in
the "Value to program" section.

e "Program" tells RIDE to erase the options bytes prior to programming the Flash memory,
and to program the option bytes with the value that you have specified in the "Value to
program" section. The option bytes are programmed after the Flash memory has been
programmed.

Value to program:

This is the value that will be written in the option bytes if the "Program" option is selected.

You can change the value by typing the value that you want in the Option Byte 0 and the Option
Byte 1 fields (refer to your ST7xxxx Datasheet for the meanings of these values), or by selecting
"Change value" and configuring the options controlled by each option byte in the "Options"
dialog box (shown below).

Warning: Some option byte values such as those controlling read-out, debug and re-write
protection will prevent any further re-programming of your ST7. Be careful when setting the
option byte values and refer to your ST7xxxx Datasheet for complete descriptions of the options

byte values for your ST7.
x
E Option Byte
Ao ake 0 Al AC Oscillator selected a3 AU clock =
Ozcillatar Range External Clock on PB4
Sector 0 size definition 0.5k
FLASH read-out protection Read-out pratection off
FLASH warite protection “wiiike protection off
PLL Factar Selection PLL=E
PLL Dizable PLL digabled [bypaszed)
RLC Dszcillator 5 election RC Ozcillator ok
Low Waltage Selection LD Off
Hardware or Software Watch-dog Software [watchdog to be enabled by software]
Watchdog Reset on Halk Rezet generation when entering HALT mode

walue: 0% IFDEF 0K I Cancel |

The "Options" dialog box shows the meaning of each bit of the option bytes. This can help
prevent errors resulting from typing the wrong value to program to the option bytes. Click on the
field on the right to select option byte settings from a drop-down list of possible settings.
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Finally, clicking "Default" will restore the default value in the edit fields if you think that you
might have typed in an incorrect value.

Note: "Restore default” is the same as "Program" with the default value, but it's faster!

7.2.1.3 Instant actions

This section of the "RLink_ST7 options" dialog box allows to carry out the instant actions listed
below without leaving this dialog box. This is useful for testing connections and retrieving
information from the RLink and your ST7, as well as for programming the ST7 and its option
bytes.

— Instant actions

Connect to BLink EraSF target
and read inks
serial rber [remuw_e read-out
protection)
Dump target
Fiead target
: FLASH
option bytes to b file
Wafrite target f
I Wit target
ﬁg.t,ljn bytes FL&SH mowl

e "Connect to RLink and read serial number" is useful for checking that RLink is working
and properly connected and that the USB driver is correctly installed. It also allows you to
read the RLink serial number, which you will be asked for if you contact our support team.

e "Read target option bytes" allows you to read the option bytes currently written in the chip.
Use this also to test the connections and power of the target ST7.

e "Write target option bytes now!" allows to program the option bytes without leaving the
configuration window. When programming them, RIDE takes into account the settings in
the "Option bytes options" section of the dialog box (see the previous section). It will do
nothing if the "Leave as is" option is selected. It will erase and write the default value if the
"Restore default" option is selected. And it will program the value displayed in the edit
fields if "Program" is selected.

e '"Erase target now!" allows you to completely erase the target's FLASH (writing OxFF),
option bytes (restoring the default value) and EEPROM (if any). This is the correct way to
remove the read-out protection from a protected device.

¢ "Dump target FLASH to hex file" reads the contents of the FLASH and writes it in a file in
hex format whose name is derived from the current application's name with the extension
.hex (<application name>.hex).

e "Write target FLASH now!" programs the FLASH with the current application's hex file
generated by the linker. Then, launches the execution in user mode. When using this
instant action, the code is not patched for debug, even if the "Debug" option is checked.
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7.2.2 Advanced breakpoints

The interface for operating the debugger is exactly the same as for the simulator. However, there
is one feature that is specific to the ST7 devices with a Debug Module: the advanced breakpoints.

Once the debug session has started, if your ST7 device features a Debug Module, you can click
on "Debug" -> "RLINK_ST7" -> "Advanced Breakpoints ..." :

-@RIDE - c:ride’.examples' st 7 revailite3exl_lite3exl_lited.prj
File Edit Search Project Tool Miew | Debug Oplions  RideScript  Window  Help

Terminate exl_lite3.cos Chkrl+D
| 'gla Eé @ |“ 9 X EI+§ % Restart Alt+D
| Terminake CrrH-Shift+Cr
Project  Debugger I Documentatinnl Load Chri+L
E% ciridelexamples\stPirevallitee Run ChrH-F TexL litedexLIC NSNS
Em Diata dump Run ko ... Ctr|+Q
P wm Disassemnbly code &rimated Mods sist7ireva’litediexl_lite3'e
...... TE Code Yiew Step inta F7 [initial wersion
------ T Bik View Sktep over Fa b AU S
Main registers Skep ouk Shift+F7 TTTTTTTETTTTTETTTTTTTT
E!%D F'E“P';zfa's Resst Chr+F2 ib_config.h”
Reset kme CEElHT
""" > Show execution point Chrl+F3
------ Interrupt Controller
------ FLASH RLIMK_ST7 Advanced Breakpoints ...
F | —_—— e

If this option does not appear, then your device probably does not have a debug module. You can
check this on the ST7xxxx Datasheet.

This will open the Advanced breakpoints window:

Advanced breakpoints N

Break conditions:
[04: Instruction fetch BK1<=Address¢=BK2 =]

BK1: 0w [FFFF BK2: 0 |FFFF
Cancel |

This window allows you to select the break mode and addresses.

Note that if you use the Debug Module to set advanced breakpoints, the debugger will not be able
to use them and, in some cases, will not be able to set standard breakpoints. For instance, if the
target ST7 has HDFlash or if the breakpoint is in sector 0 of an XFlash device, then RIDE will
not be able to set the breakpoint. To allow RIDE to use the Debug Module for standard
breakpoints again, you must go back to the Advanced breakpoints window and disable them.

The advanced breakpoints configuration is discarded at reset.
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7.2.3 Hints and Troubleshooting

7.2.3.1 Example projects

The examples in the REVA folder of the RIDE directory are configured for use with the REva
evaluation board, which includes the RLink. For standard installations they are found at
C:\RIDEAEXAMPLES\STT\REVA. These examples can also be used with other demonstration
and evaluation boards with a standard ICC connector and the RLink. These are very simple
examples that, for the most part, can be compiled with the demo version of the associated
toolchain (COSMIC, METROWERKS or RAISONANCE) available for download on their
maker's website. Some examples are too big to be compiled with the demo versions. These
particular examples include a precompiled version of the application that you can download, run
and debug, but you will not be able to modify it and recompile it. Before using an example, look
at it and make sure that the jumpers on the REVA board are set correctly. (enables for the LEDs,
buttons, SCI, EEPROM, etc.) Usually, there is some important information in comments at the
beginning of the main file. (i.e. the file that contains the "main" function)

7.2.3.2 Testing USB driver, connections and power supplies

To test the USB driver installation and the operation of RLink, use the "Connect to RLink"
instant action. The RLink appears in Windows' device manager under the "Jungo" section when it
is correctly recognized.

To test the connections and power of the target board and ST7, use the "Read option bytes"
instant check. This operation requires RLink to connect to the target ST7, ensuring that it is
powered, correctly connected to RLink, and that the rest of the application board does not
interfere with the communication between RLink and the ST7. (see below)

7.2.3.3 ICCCLK and ICCDATA pins

These two pins are used to communicate between RLink and the target ST7. This means that you
must ensure that the rest of the system (i.e. the other components on the board and the application
in the target chip) does not use them. This also means that your application cannot use these pins
if you plan to debug it with RLink.

These pins' addresses depend on the target ST7. Please refer to the ST7xxx device Datasheet for
more information.

For more information about this, refer to the section, "Building an ICC-compliant application
board".

7.2.3.4 Handling option bytes

Here are the suggested ways to handle the option bytes depending on your project's state:

e While you are still debugging the application, you will probably re-program the target ST7
quite often, but the option bytes values will not change much. Since you are always using
the same device, there is no need to re-program the option bytes every time. In this case,
program them once using the "Write target option bytes now!" instant action, and then
select the "Leave as is" option for the debugging sessions.

e When you are in the pre-production phase (debugging is complete and you are
programming multiple ST7s), select "Program", so as to program the option bytes for each
ST7 device. (and uncheck the "Debug" option in the actions for debug session)

-43 -



Debugging with Hardware Tools RIDE-ST7

Also, remember that if you protect the FLASH memory against read-out (or write) with the
option bytes, then you will not be able to debug. So even if you already know that your final
application will be protected against read-out, you should not do so during the development
phases of the project when you still need to debug.

7.2.3.5 Command-line programming tool

In the RIDE binaries directory (for standard installations C:\RIDE\BIN), you will find a program
named "ST7_pgm.exe". This is an executable file that allows to erase and program the ST7
connected to the RLink. Call it in a DOS prompt with no arguments in order to see the command
line arguments.

7.2.3.6 Protected addresses

You will notice, in the Code view, that some values have a red square with a white dash next to
them. See the picture below. These values are never updated, and you cannot modify them. These
are “protected addresses”. This means that RIDE will not read them because they are special
peripheral registers that are modified whenever they are read. RIDE never accesses them because
it would interfere with the execution of the application.

_& Code (io) ﬁ =10l |
ooo: FL OF OF Dz 00 00 00 00 . . . . . . i’
ong: FP® o0 E9 FRE FRR PR 00 oo . . L L . .

oolo: oo o0 oo FREFFR AR rFE o0 L L L L L .
0018: 00 00 OO OO OO 0O OO FEE . L L L
oozo: FAE FA® o0 o0 00 00 00 OO . . . . . .
D0Z&: 00 00 00 00 00 00 75 00 . . . . . .
o030: o0 FRE o0 FRE o0 FRREFAR 00 . . L L L .
o03E: 00 FF A0 00 00 00 00 00 . .t . . .
0040: CO 00 00 00 00 00 00 00 . . . . ..
0045: 00 FF 00 41 &0 FF FF FF . . . & ..
0050: FF 00 OO0 00 00 00 00 00 . . . . ..
D0SE: 00 00 OO0 00 00 00 00 00 . . . . . .
0060: 00 00 OO0 00 00 00 00 00 . . . . ..
NMARA: i nn nn nn nnnnnn.non . . . . . . LI

Search :I | 1|

7.2.3.7 Limitations of RLink compared to the emulators

The debugging through ICC uses 5 bytes of stack, 2 I/O pins (ICCDATA and ICCCLK). It also
uses about 195 bytes of Flash memory for HDFlash devices and these XFlash devices that do not
feature the advanced version of the ROM-monitor (like the ST7Lite0).

Limitations for XFLASH Targets WITHOUT Debug Module (ST72F26x, ST7FLITEOx,
ST7FLITESX):

¢ [CCCLK and ICCDATA lines are used for communication between the RLink and the
target ST7. These lines are reserved and should not be used by the application being
debugged.

e 5 stack bytes are used for communication between the RLink and the target. These stack
bytes cannot be used by the application.

e A TRAP vector points to the dedicated RLink-loaded code that is used to manage
breakpoints. A breakpoint is a TRAP instruction patched into the application code. For this
reason, the TRAP vector and TRAP instruction are reserved for RLink.

¢ During debugging, peripherals continue to run even when the application has been stopped.

e [t is not possible to set a breakpoint in sector 0. For this reason, sector 0 should be
configured to its smallest size (0.5Kb) with the option byte.
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e Pressing "Stop" while debugging in RIDE is the same as a reset, and returns the program
counter to the main function.

¢ Additional Limitation for ST7FLITEOx and ST7FLITES2/5: 195 bytes in Flash memory
are reserved for code that manages communication between RLink and the target ST7.
These bytes cannot be used by the application. This code is loaded when the application is
programmed to the ST7. The programming algorithm places the code as high as possible in
Flash memory. This code never overwrites the interrupt vectors. If there is not enough
space for it, RIDE returns an error message indicating that the user cannot debug the
application.

Limitations for XFLASH Targets WITH Debug Module (ST7FLITElx, ST7FLITE2x,
ST7FLITE3x):

¢ [CCCLK and ICCDATA lines are used for communication between the RLink and the
target ST7. These lines are reserved and should not be used by the application being
debugged.

e 5 stack bytes are used for communication between the RLink and the target. These stack
bytes cannot be used by the application.

e A TRAP vector points to the dedicated RLink-loaded code that is used to manage
breakpoints. A breakpoint is a TRAP instruction patched into the application code. For this
reason, the TRAP vector and TRAP instruction are reserved for RLink.

¢ During debugging, peripherals continue to run even when the application has been stopped.

e [t is possible to set up to 2 breakpoints on sector 0, or 1 advanced breakpoint.

Limitation for HDFLASH Targets:

e 5 stack bytes are used for communication between the RLink and the target. These stack
bytes cannot be used by the application.

e 195 bytes in Flash memory are reserved for code that manages communication between
RLink and the target ST7. These bytes cannot be used by the application. This code is
loaded when the application is programmed to the ST7. The programming algorithm places
the code as high as possible in Flash memory. This code never overwrites the interrupt
vectors. If there is not enough space for it, RIDE returns an error message indicating that
the user cannot debug the application.

e [If the device does not have a debug module (see the ST7xxxx Datasheet), In-Circuit
Debugging is not possible.
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7.3 ST7-DVP3 and EMUS3 series emulator features

RIDE-ST7 also supports the entry-level ST7-DVP3 and full-featured ST7-EMU3 series
emulators. These emulators connect your PC to your application board in place of the target ST7,
for debugging. Emulators are available for all target ST7s supported by RIDE. For complete
information about emulator features, refer to the ST7-DVP3 Emulator User Manual or the ST7-
EMU3 Emulator User Manual.

7.3.1 Configuration

In the Advanced Options dialog box, select the communication port (parallel, USB or Ethernet)
that your debugging hardware is connected to. For Ethernet connection, you can type the
emulator's IP address directly in the Connection Port field:

Connection Port:  [ip:#/192168.1.61 = |

Cancel |

Note: Information about assigning an IP address is found in the ST7-EMU3 Emulator User
Manual.

Use the "Debug" -> "Start" command to connect and configure the microcontroller according to
your project's Target Settings.

7.3.2 Trace Recording

For both DVP3 and EMU3 series emulators, you can use the Trace window to control and view
the contents of the trace buffer.

To turn the trace on and off, select "Debug" -> "Trace" -> "Options" and click on the appropriate
radio button in the Trace dialog box:

e Off to disable trace

e (Continual to enable trace

£ 0ff £ Continual

k. I Cancel |
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To open the trace window, from the main menu select the command "Debug" -> "Trace" ->

"View".

Ig Trace (calc) o =
M* | t | dt | B | Source | Memor... | [rata | Event | | Triﬁﬁer... | Analyz...
1250ns loo 0x20a7 EMir 0x3E Operation c TIN=0 AT=0xff ;I

sins __Jiso Joxz0as semuoxss  Joperona fec] [ Jriweo  faz-oxet |

1500ns 100 00053 EMIT Ox£f Data read TIN=0 AT=0xff

1600ns 150 00053 EMIT Ox£f Discarded TIN=0 AT=0xff

1750ns 100 00053 EMIT 0x00 Data write TIN=0 AT=0xff

1550ns 150 OxzZ0a% EMIT Ox3E Discarded TIN=0 AT=0xff

2000ns 100 OxZ0al EMIT Ox3f Operation c TIN=0 AT=0xff

Z100n= 150 OxZ0aa db 54h ; 'TEMU 0x54 Operand fet TIN=0 AT=0xff

Z250ns 100 0x0054 db OFFh EMUT Oxff Data read TIN=0 AT=0xff

2350ns 150 0x0054 db OFFh ENMU Ox£L Discarded TIN=0 AI=0xff

2500ns 100 Ox0054 db OFFh EMIT Ox00 Data write TIN=0 AT=0xff

2600ns 150 OxzZ0ab LD 4, SEMUO Oxb& Discarded TIN=0 AT=0xff

2750ns 150 OxzZ0ab LD 4, SEMUO Oxb& Operation c TIN=0 AT=0xff

2900ns 100 OxzZ0ac db S50k ; 'PEMU Ox50 Operand fet TIN=0 AT=0xff

3000ns 150 00050 db OFFh EMIT Ox£f Data read TIN=0 AT=0xff

3150ns 100 Ox20ad LD A4, SEMT Oxbe Discarded TIN=0 AT=0xff

3250ns 150 Ox20ad LD 4, LEMU Oxbe& Operation c TIN=0 AT=0=ff

34000 100 OxzZ0ae dh 51h ; '0EMT Ox51 Operand fet TIN=0 AT=0xff

3500ns 150 00051 db OFFh EMUT Oxff Lata read TIN=0 AT=0xff
3650ns Oxz0af CLE 51 EMU Ox3E Discarded TIN=0 AI=0xff '+
ol

The Trace window contains a table with several columns, which together form a single trace

record. The following types of information can be recorded and displayed:

e N°: corresponds to the number of the trace record in the buffer. The oldest record in the

trace buffer is always record number "1".

e PC: the memory location accessed.

e Source: the instruction in assembly language mnemonics, if this is a Fetch instruction

cycle.

e Data: the hexadecimal value on the data bus.

¢ Events: the type of microprocessor event-for example, stack read, stack write, data read,

data write, etc.

For DVP3 series emulator these additional columns are available:

¢ Memory: the type of memory access (i.e. either read/write/fetch or invalid).

¢ Trigger Input: the value of the TRIGIN signal (input pin located on the DVP).

¢ Probe: The values of the signals output from the probe pins located on the DVP.

For EMU3 series emulator the additional columns are:
e t: the value in nanoseconds of the time marker at this event.

e (dt: the delta time between this recording and the next one.

¢ Timestamp Event: signals the occurrence of events that affect the validity of the value in

the time column-in particular

¢ Trace discontinuity: indicates that the trace record in the buffer is not continuous. This is
the case when the trace is turned on or off using an advanced breakpoint or from the stand-

alone viewer, to record only certain events.

e TIN (Trigger IN): external Trigger input.
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¢ Al (Analyzer Input): input from the Analyzer input connector on the EMU3 probe.

¢ Advanced Breakpoints: shows the level and the logic states of the Bus Event
Machine (BEM) as they become TRUE. These are reported in the form BEM 1[1-
4] [el /e2/if / €3/ ed4/ else]. For example: BEM I2 el if indicates that on Level 2 of
the sequencer, Event I is TRUE and at the same time the condition /F is TRUE (i.e.
only one event is necessary to fulfill the /F condition in this case).

7.4 EMUS3 series emulator special features

The EMU3 series emulators provided Performance Analysis and Advanced Breakpoint
capabilities.

These special features are available during the debug session from the popup menu command
"Debug” -> "EMU3_ST7":

T T TR T R TR T TR iy e

EMUS_5T7

7 Petformance
Evaluate/Modify Chrl+r L e
Add watch F&
Thernark helLT

For more information about these features that are specific to the ST7-EMU3 series emulators,
please refer to the help files:

addonperf.chm (for Performance Analysis) and addonbem.chm (for Advanced Breakpoints). For
standard installations of RIDE, these are found in the directory: C:\RIDE\BIN\EMU3\HELP
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8. Building an ICC-compliant application board

In-Circuit Debugging (ICD) and In-Circuit Programming (ICP) are
applications of the In-Circuit Communication (ICC) protocol
developed by ST for ST7 microcontrollers. With the necessary
connection hardware, this protocol allows you to read and write to
your ST7's Flash memory, and control the running of your application
on your microcontroller.

This protocol is used by RLink and the other ST7 in-circuit debuggers
and programmers.

To take advantage of ICC, you must integrate an ICC connector into
your application hardware when you start developing your
application. To help you implement ICP and ICD in the development
of your application, this chapter provides a summary of points you
should consider when installing an ICC connector.

The REva board features an ICC connector. Refer to its schematics
in the REva User Guide for an example of a correct connection.
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8.1

ICC Connector

To connect to your application board for ICP and ICD, you need to install a 10-pin, HE-10 type
connector (also called an ICC Connector) and ensure the appropriate connections to your ST7.
This connector receives the ICC cable and relays the signals required for ICP and ICD to your
ST7.

The table below describes the ICC connector and its pins usage:

Connector Pin | ST7 Pin (see pin humber | Function

(and pin number) | on device datasheet)

GND (1,3,5,10) | GND Ground

VDD_APPLI (7) VDD Device power supply

ICCDATA (2) ICCDATA ICC input/output serial data pin

ICCCLK (4) ICCCLK ICC input serial clock pin

ICCRESET (6) RESET Device reset

ICCSEL/VPP (8) ICCSEL/VPP Programming voltage and ICC selection
ICCOSC (9) OSCI1 or OSCIN Main clock input for external clocking (optional)

8.1.1 ICCDATA and ICCCLK pins

These pins are used to transfer data between the RLink and the target microcontroller.

As soon as the programmer’s ICC connector is connected to the application board, the ICCDATA
and ICCCLK pins must not be used by other application devices, even if an ICC session is not in
progress. If the application uses these pins as inputs, isolation such as a serial resistor must be
implemented to prevent other application devices from forcing a signal on either of these pins.
The application board must not drive current in excess of 1mA. If the ICCDATA and ICCCLK
pins are only used as outputs by the application, no signal isolation is necessary.

For ST7 without an ICCSEL pin, during normal operation the ICCCLK pin must be pulled-up
internally or externally (10KQ pull-up required in noisy environments). This is to avoid entering
ICC mode unintentionally during a reset.

8.1.2 RESET pin

This pin is used to reset the target microcontroller from the host PC through the RLink.

During an ICC session, you must ensure that the RLink controls the ST7’s RESET pin so that no
external reset is generated by the application board. This can lead to a conflict if the application
reset circuitry signal exceeds SmA (push-pull output or pull-up resistor <1KQ). To avoid such
conflicts, a Shottky diode can be used to isolate the application reset circuit.

8.1.3 ICCSEL/VPP pin

This pin is used on certain ST7 derivatives for supplying a 12V programming voltage and/or for
entering ICC (program) mode.
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The application should include a pull-down resistor not lower than 10KQ.

8.1.4 ICCOSC pin

This pin is used for the RLink to provide an external clock to the target microcontroller.

The ICCOSC pin of the ICC connector must be connected to the ST7’s OSC1 or OSCIN pin if
the clock is not provided by the application, or if the application clock source is not programmed
in the option byte. This connection allows you start communication with your ST7 for in-circuit
debugging and/or programming using the "Ignore Option Bytes" option. When doing so, your
RLink provides a clock source to initiate communication with the ST7.

The RLink provides a clock source at a frequency of 12MHz.

For ST7 devices with multi-oscillator capability, when the ICCOSC pin is connected, the OSC2
pin should be grounded.

8.1.5 VDD_APPLI pin

This pin is used by tools with a power supply follower, such as RLink. This connection is needed
by the power supply follower to detect the supply voltage and power the RLink's I/Os
accordingly.
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