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1. What is MOSKitt4ME?

MOSKitt4ME is a Computer-Aided Method Engineering (CAME) environment
developed by researchers from the Centro de Investigacion en Métodos de Produccion
de Software (PROS) at the Universitat Politécnica de Valéncia (UPV). MOSKitt4ME
allows method engineers to define software development methods and also to semi-
automatically obtain Computer-Aided Software Engineering (CASE) environments
supporting the method execution. To this end, MOSKitt4ME makes intensive use of
Model-Driven Engineering (MDE) techniques, such as meta-modeling, model
transformations, and models at runtime.

1.1. MOSKitt4ME Architecture
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MOSKitt4ME is built on EcIipse1 and is composed of two main parts: the CAME part
and the CASE part.

CAME part

The CAME part of MOSKitt4ME allows method engineers to define software
development methods. The software components that comprise the CAME part are
the following:

e Method Editor: the main goal of the method editor is to support the creation
and manipulation of method models. Since MOSKitt4ME has been developed
as an Eclipse-based application, this component builds on the Modeling Tools
provided by Eclipse®. Thus, the method editor supports the creation and
manipulation of models that instantiate an Ecore meta-model. The meta-
model that has been defined in the method editor corresponds to an Ecore
representation of the SPEM 2.0° standard.

! http://www.eclipse.org/
? http://www.eclipse.org/modeling/
3 http://www.omg.org/spec/SPEM/2.0/
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e Repository Client: this component allows method engineers to connect to FTP
repositories containing method fragments that can be of two types: conceptual
or technical. Technical fragments encapsulate tools such as graphical editors
and model transformations. By means of the repository client, method
engineers can associate the elements of the methods with the technical
fragments that will support them during execution. The repository client also
allows users to create and store new technical fragments developed as Eclipse
plug-ins by means of MOSKitt4ME. On the other hand, conceptual fragments
are reusable method parts, such as tasks, roles, or work products. The
repository client allows user to create and store conceptual fragments, and
also to retrieve them in order to facilitate the construction of new methods.

e SPEM2BPMN Transformation: this component provides a Model-to-Model
(M2M) transformation that automatically obtains executable representations
of SPEM 2.0 models. These executable representations are defined in terms of
the BPMN 2.0 standard®.

o Tool Generator: this component allows method engineers to obtain Eclipse-
based applications supporting the execution of the methods defined by means
of the Method Editor. The construction of these Eclipse-based applications is
supported by the Java Development Tools (JDT)? and automated by the Plug-in
Development Environment (PDE)®. The applications that are produced by the
Tool Generator constitute the CASE part of the MOSKitt4ME architecture.

CASE part

The CASE part of MOSKitt4ME provides software support to the execution of the
methods defined in the CAME part. The software components that comprise the CASE
part are the following:

e Project Manager: This component provides a set of Eclipse views that assist
software engineers during the execution of methods. The execution of
methods is automated by a process engine, which orchestrates the method
tasks and also invokes the software tools that enable the creation and
manipulation of the method products.

e Software tools: The creation and the manipulation of the method products
are supported by a set of software tools (i.e., technical fragments, which are
represented in the figure above as Tool 1, Tool2, ..., Tool n) that the Tool
Generator retrieves from the FTP repository and integrates in the CASE
environment. The Tool Generator only integrates the tools that are strictly
necessary to support the method defined by means of the Method Editor.

* http://www.omg.org/spec/BPMN/2.0/
> http://www.eclipse.org/jdt/
® http://www.eclipse.org/pde/
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2. MOSKitt4ME Installation

MOSKitt4ME has been conceived as an extension of the Eclipse-based MOSKitt tool’. In
order to install MOSKitt4ME in MOSKitt, the following steps must be performed:

Step 1. Download MOSKitt 1.3.10 from:

http://www.moskitt.org/eng/off/moskitt-descargas/.

The installation details of MOSKitt can be found at:

http://www.moskitt.org/eng/manuales/

Problems downloading MOSKitt? MOSKitt4ME also works on Eclipse, so an alternative
is to download Eclipse (Modeling Tools) Galileo and then proceed to Step 2.

Step 2. Install MOSKitt4ME from the following update site:

http://www.pros.upv.es/moskitt4dme/Updates

To install MOSKitt4ME from this update site, open MOSKitt (or Eclipse) and select
“Install New Software...” from the “Help” menu. Then, push the “Add...” button to add
the MOSKitt4ME update site, and follow the wizard to install the tool. It is important to
activate the checkbox “Contact all update sites during install to find required software”
so that all the MOSKitt4ME dependencies can be resolved during the installation. One
of these dependencies is Graphiti (https://eclipse.org/graphiti/); it is important to add
the Graphiti update site (in the same way as the MOSKitt4ME update site) so that this
dependency can be resolved during the installation process. MOSKitt4ME has been
tested using Graphiti 0.7.3. The operating system was Windows 7.

7 http://www.moskitt.org/


http://www.moskitt.org/eng/off/moskitt-descargas/
http://www.moskitt.org/eng/manuales/
http://www.pros.upv.es/moskitt4me/Updates
https://eclipse.org/graphiti/
http://www.moskitt.org/

Install

- B
Available Software
Check the ikems that wou wish toinstall, \) —
"y

work with: | htkp:f fvsas, pros, opy, esfmoskitk4me/ pdates w | [ Add... ]
Find more software by working with the 'Bvailable Software Sites' preferences,
Marne Wersion
= [#] 000 MOosKittaME
@ MOSKIEE4ME 1.0,0,201304291149
Diekails

Showe only the latest versions of available software [JHide items that are already installed
Group items by category What is already installed?
[w]ontact all update sites during install ta find required software

®@

Install

Install Details

Review the items to be installed. L :|

Version Id

Size: Unknown
Details

Madeling Software KIT (MOSKEE) is a FREE CASE kool, built on
Eclipse which is being developed by the Yalencian Regional Miniskry

[

Mare. ..

< Back “ Mext = Finish




3. The CAME Part of MOSKitt4ME

The installation of MOSKitt4ME adds the CAME part to MOSKitt. As described in
section 1, this part is composed of the following software components: (1) the Method
Editor, (2) the Repository Client, (3) the SPEM2BPMN transformation, and (4) the Tool
Generator. These components are detailed in the next subsections.

3.1. Method Editor

The Method Editor of MOSKitt4ME can be accessed by opening the “Method Design”
perspective. This perspective can be opened by means of the “Open Perspective”
dialog available at Window -> Open Perspective -> Other ...
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When the “Method Design” perspective is opened, the MOSKitt4ME workbench is
organized in three different parts:
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1. The Library view offers a hierarchical view of the elements that compose the
method under construction.

2. The Configuration view only shows some of the method elements, that is, it
provides a mechanism for defining partial views on methods.

3. The properties of the method elements selected in the Library view can be
edited by means of specific editors that are opened by default on the right side
of the MOSKitt4ME workbench.

Both the Library view and the Configuration view of MOSKitt4ME are provided by the
EPF Composer. The EPF Composer is an open-source SPEM 2.0 editor that is provided
as part of the Eclipse Process Framework® (EPF). This editor has been integrated in
MOSKitt4ME to support the creation and the manipulation of method models. In this
section, we provide a very brief summary of how methods are defined by means of the
EPF Composer. More details can be found at:

http://www.eclipse.org/epf/general/EPF Installation Tutorial User Manual.pdf

® http://www.eclipse.org/epf/
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EPF Composer

Defining software development methods by means of the EPF Composer comprises
two main steps:

Step 1. Definition of the method content: the content of a SPEM 2.0 method is
primarily expressed using tasks, work products, and roles. Also, guidance can
be associated to these elements. The method content elements are generic,
that is, they do not take into account the particularities of specific processes.

Step 2.  Definition of processes: the generic method content is instantiated in
specific development processes. The main SPEM 2.0 process elements are
activities, which can be nested to define breakdown structures as well as
related to each other to define a flow of work. Activities contain references to

tasks (defined in step 1), which in turn reference their input/output work
products and their performing roles.

Method content and processes are defined within method libraries. Method libraries
can be created in MOSKitt4ME by means of the File menu: New -> Method Library. This
action opens the “New Method Library” wizard:

=% New Method Library

Create a new method library.

apecify a path and description for the new method library,

Path: CAMOSKitE4ME\MethodLibraries| Experiment »

Descripkion:

Use auto synchronization For all processes

'f?:' [ Finish H Cancel ]

The “New Method Library” wizard allows the user to specify the destination path® of
the method library and also the library description. Once the library is created, it can
be edited by means of the Library view.

° The library path must not contain blanks.



The user can also open existing method libraries by means of the File menu: Open ->
Method Library, which opens the “Open Method Library” wizard:

=% Open Method Library

Open Method Library
Specify a path containing a method library

Path: | CMOSKIEE4ME | MethodLibraries\ Experiment v | [Bmwse, B ]
@:l [ Einish l [ Cancel ]

When a method library is opened, it can be edited by means of the Library view. Note
that the Library view can only show one method library at a time.

In a method library, method content and processes are organized in hierarchical
structures named method plug-ins. Method plug-ins can be created by means of the
contextual menu of the Library view:

= Library &3 =i ™)
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Method plug-ins contain content packages, which define method content, and process
packages, which define processes:
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In content packages and process packages, new elements can be added and existing
elements can be deleted by means of the contextual menu:
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The properties of the method content elements can be edited by means of form-based

editors that are opened by selecting “Edit” on the contextual menu (or double-clicking

the method content elements):
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These form-based editors provide different tabs, which allow the user to edit different
types of properties. For instance, the “Roles” tab of the editor that is opened for tasks
(see image above) allows setting the performing roles of the tasks.

Unlike method content elements, processes are defined by means of a process editor,
which is also opened by selecting the “Edit” action (or double-clicking the process
elements):
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By means of this editor, processes are defined as work breakdown structures. These
tree structures define activities, which contain references to method content elements
(i.e., taks, roles, and work products). Activities can be created by means of the
contextual menu:

=t

Optinnal
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References to method content elements can be created by adding task descriptors,
role descriptors, and work product descriptors. Task descriptors can be added by
means of the contextual menu:
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Once a task descriptor is created, it can be linked to a specific task via the Properties
view -> General tab -> Link Method Element... button:

[ Properties 232
[ Task Descriptor :

+ General Information

General
Doc ation Provide general information about this task descriptor.
Guidance Name: taskDescriptor1
e Presentation name: | taskDescriptor1
‘Work Products
Steps [Joptional [[Jmultiple Occurrences [JPlanned
[C]Eevent Driven [[Jongoing [Crepeatable
Index Presentation Name Dependency -m
Dependency:

Method task: [<<non | [Link Method Element...



Work product descriptors and role descriptors are automatically created according to
the roles and work products that are associated to the task in the content packages.
Work product descriptors and role descriptors can also be created, deleted, or
modified by means of the Roles and Work Products tabs.

Finally, precedence relationships can be established between process elements by
means of the “Predecessors” column:

Félr InformationSystemDesign -

Presentation Marme Inde:x Predecessors Plod:
= F& Information System Design 0

EL'E Business Logic Design 1

EL'E Data Persistence Design 3

In this example, the “Business Logic Design” activity (identified by index = 1) is set as
predecessor of the “Data Persistence Design” activity.

3.2. Repository Client

4

The Repository Client of MOSKIitt4ME can be accessed by opening the “Repositories’
view. This view can be opened by means of the Window menu: Show View -> Other ...
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The “Repositories” view allows method engineers to connect to FTP repositories that
store either technical method fragments or conceptual method fragments. Thus, the
functionality provided by the “Repositories” view is twofold. On the one hand, it allows
method engineers to associate technical fragments with elements of the method so as
to indicate the software tools that will support the method during its execution. On
the other hand, it allows method engineers to reuse method parts, which makes the
method construction process less error-prone, and more rapid and cost-effective.

In order to connect to a FTP repository, the Repositories view provides the “Add

Repository Location” action @, which can be found in the toolbar of the view. This
action opens the “Add Repository Location” dialog, which allows the user to enter the
host that contains the repository, the repository path, and his username/password:

[ = Add Repository Location [ﬁr
Host:
Repository Path:
User:
Password:

When the connection with the FTP repository is established, a new repository location
is added to the Repositories view:



itor ¢ H@ 5~ =0

& |[F] marie@localhostAssetBase |

Repository locations are displayed in the “Repositories” view according to the
following pattern: user @ host : repositorypath.

The content of a repository location can be refreshed by means of the “Refresh” action
of the contextual menu.

itori @4y EYTH

[» |. mario@iocaihasi:ﬂssetﬂasﬂ

Refresh

Discard location
Create conceptual fragment

Create technical fragment
Define external tool
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Repository locations can be deleted by means of the “Discard location” action of the
contextual menu.

itori T ol@ BT 5O
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Technical Fragments

In order to add new technical fragments to a repository, the “Repositories” view
provides the “Create technical fragment” action of the contextual menu.

[~ Repositories &2 [ =
+ |[F] mario@localhost:AssetBase

Refrezh

Discard location
Create conceptual fragment

Create technical fragment

Define external tool

PP

Define internal tool

The “Create technical fragment” action opens the following dialog.

= Create Technical Fragment lﬁ

Dependencies Tree

EI?-‘ MewTechnicalFragment [ Edit I

[ Add Dependency I

Remove Dependency

[ Import |

The “Create technical fragment” dialog allows the user to create new technical
fragments and also to specify their dependencies with other fragments. A dependency
relationship between two technical fragments, F1 and F2, is an unidirectional
association that implies that F1 requires F2 for its correct operation. Dependency



relationships form dependency trees, where nodes represent technical fragments and
all the descendants of a node represent its dependencies. Thus, the “Create technical
fragment” dialog supports the creation of technical fragments by means of a Tree
Viewer that represents a dependencies tree. This dependencies tree initially contains
one technical fragment (which is the root of the tree) and also allows the user to add
additional fragments representing its software dependencies. Additional fragments are
added by means of the “Add dependency” button, and existing fragments are deleted
by means of the “Remove dependency” button.

In order to edit the properties of a technical fragment selected in the dependencies
tree, the “Create technical fragment” dialog provides the “Edit” button, which opens
the “Edit technical fragment” dialog.

= Edit Technical Fragment I&

Mame: GlossaryEditor

Type: Form-based Editor -
Origin: MOSKItt

Objective:  This editor enables the creation and manipulation of glossary models

Input: Mo particular requirements are needed for using this tool

Output: EMF rmodels that instantiate the MOSKitt Glossary metamodel

Plug-ins

Workspace plug-ins Technical fragment plug-ins

=2 es.cv.gvcase.emf.common - =2 es.cv.gvease.gvm.glossary.formsedil
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Ijj- es.ov.gvcase.emf.modelcontrib
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The “Edit technical fragment” dialog allows method engineers to specify the following
set of properties:



e Name: this property represents the identifier of the technical fragment.

e Type: this property classifies the technical fragment in one specific category.
The types that can be specified by means of the “Edit technical fragment”
dialog are “Graphical Editor”, “Meta-Model”, “Form-based Editor”, “Model
Transformation”, “Guidance”, and “Others”. In addition to these types,
MOSKitt4ME also supports two other types of technical fragments: “External

Tool” and “Internal Tool”. The main difference between the technical
fragments that can be created by means of the “Create technical fragment”
dialog and external/internal tools is that the latter do not encapsulate Eclipse

plug-ins. External and internal tools will be detailed at the end of this section.

e Origin: this property establishes where the tool contained in the technical
fragment originates from. For instance, a software tool can represent a specific
software component extracted from the MOSKitt platform.

e Objective: this property defines the goal that the technical fragment helps to
achieve.

o Input: this property establishes the requirements needed to execute the
software tool contained in the technical fragment. For instance, the input of a
model transformation is its input model.

e Output: this property defines the artifacts that can be produced by means of
the software tool contained in the technical fragment. For instance, the output
of a model transformation is its output model.

e Plugins: this property defines the Eclipse plug-ins that implement the software
tool encapsulated in the technical fragment. To specify the plugins that will be
contained in the fragment, the “Edit technical fragment” dialog provides a
graphical component that allows the user to select the plug-ins from the
MOSKitt4AME workspace. In appendix A, we provide further details about how
these Eclipse plug-ins must be developed, since they have to meet a set of
requirements depending on the type of tool they implement.

Once all these properties are specified, errors may appear due to software
dependencies. That is, the plug-ins of the technical fragment may require other plug-
ins that are not included in the fragment. In order to see the errors of a technical
fragment, the user can place the cursor over the fragment area in the dependencies
tree:



= Create Technical Fragment

Dependencies Tree

rfv GlossaryEditor | Edit |
This technical fragment has the following errors:

- Unsatisfied dependency: es.cv.gvcase.gvm.glossary formseditor --» es.cv.gvease.gvm.glossary.editor
- Unsatisfied dependency: es.cv.gvcase.gvm.glossary formseditor --» es.cv.gvecasefefem.common

- Unsatisfied dependency: es.cv.gvcase.gvm.glossary formseditor --» es.cv.gvcase.emf.commeoen

- Unsatisfied dependency: es.cv.gvcase.gvm.glossary.navigator --» es.cv.gvcase.ide.navigator

- Unsatisfied dependency: es.cv.gvcase.gvm.glossary.navigator --» es.cv.gvcase.gvm.glossary.edit

- Unsatisfied dependency: es.cv.gvcase.gvm.glossary.navigator --> es.cv.gvcaseide.core

0K Cancel

To solve the dependency errors, the user can add/remove technical fragments in the
dependencies tree by means of the “Add Dependency” and “Remove Dependency”
buttons. The “Add Dependency” button creates a new technical fragment and adds it
to the tree as a child of the fragment that is selected. Thus, the child fragment
represents a dependency of the parent fragment (i.e., the parent fragment requires
the use of the child fragment for its correct operation). On the other hand, the
“Remove button” allows the user to remove the fragment that is selected in the
dependencies tree and also all its nested fragments.

In addition, the user can establish dependencies between technical fragments by
means of the “Import” button. This button opens the “Import technical fragment”
dialog, which allows the user to import technical fragments from the repository. When
a fragment is imported, it is added to the dependencies tree as a child of the selected
fragment. Note that, unlike regular fragments, the icon of the imported fragments
contains a yellow arrow. This arrow represents that these fragments are references to

fragments that already exist in the repository.
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Once all the fragments of the dependencies tree contain no errors, they can be stored
in the repository by means of the “OK” button.
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Note that a new technical fragment will be created for each of the fragments of the
dependencies tree. This is not the case of the imported fragments, since they
represent references to fragments that were previously created.

The technical fragments that are stored in the repository are shown in the
“Repositories” view as childs of the repository location element:

[~ Repositories 2
4 |[T] mario@localhost:AssetBase

3

-3

3

3

3

-3

%, DatabaseEditor.ras

*%, DB2DDL_Transformation.ras
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%, UMLEditor.ras

%, Word.ras

@570

Note that the fragments of type “Others” are not shown in this view. The reason for
this is that only the other types of fragments (i.e., editors, meta-models, model
transformations, guidance, external tools, and internal tools) can be associated to the



products and tasks of the method. Thus, fragments of type “Others” are only used to
solve dependency problems.

The “Repositories” view also allows the user to examine the properties of the technical
fragments. These properties can be used to select the most appropriate tool for each
particular method element:

a4 "% UMLEditor.ras

4 &= Descriptor
Type: Graphical Editor
>0 Origin: MOSKitt
[=] Objective: This editor enables the creation of UML 2.0 models

4 |= Interface
-+ Input: Mone
1+ Qutput: EMF models based on the UML 2.0 standard metarmodel

In order to facilitate the search of appropriate tools, the “Repositories” view provides

the “Search” action ¥ in the toolbar. This action opens the “Search” dialog:

[ = Search &r

Type: |
Origin:
Objective:
Input:
Output:
Ok Cancel

The “Search” dialog allows the user to enter different values for the properties of the
fragments. Then, the “Repositories” view is filtered to show only the fragments that
match the specified properties. Thus, the “Search” action acts as a toggle button.
When it is activated, the “Repositories” view only shows the fragments matching the
property values that have been specified. When it is deactivated, no filter is applied
and, therefore, all the fragments are displayed.

Once a technical fragment is selected, the “Integrate Technical Fragment” action ==

can be used to associate a specific method element with the selected tool. The method
element can be selected by means of the “Task/Work Product selection” dialog:



TaskfWork Product Selection |:| E]

SR F > crimentPlugin
[=-Bd), contentPackage
S5 Tasks
[ databaseModelGeneration
=+ databaseScripksGeneration
= umiClassModelSpecification
= databaseModelrevision
= [}E wark, Products
ﬁ'} MLclassmodel
E% DBrnodel
E,% DOLscripks

©

Note that only tasks and work products can be selected in this dialog since these are
the only elements that can be associated to software tools. Specifically, tasks can be
associated to model transformations and guidance, and work products to editors,

meta-models, and external/internal tools.

When a task or a product is chosen, it is associated to the technical fragment selected
in the “Repositories” view. This association is performed by means of the creation of a
new element of type “Tool Mentor”, which is automatically displayed on the “Library”

view (under the “Guidance” folder):

= Library &3 & & ¥ = 0| [ osmodel £3
=-4- ExperimentPlugin Work Product (Artifact): DBmodel
= B\ Method Content
= s Content Packages « Guidance
= B\ contentPackage Provide links to additional information in the Form of guidanck.
® L5 Roles
33 Tasks Guidance:

= (g8 Work Products Y Database_Editor, ExperimentPlugincontentPackage

() DBmodel €0 __
[) DLscripts Product \ Association

)] UMLclassmodel
= L@ Guidance
Y Databése_Edltor (____TO ol
+ L= Standard Categories
LZ Custom Categories Mentor
= Lgw Processes
tigh Capability Patterns
=l 4! Delivery Processes
3 InformationSystemDesign
L[5 Configurations

Brief description of selected element:

In this example, the user specifies that the “DBModel” work product (which represents
a database schema model) will be created during the method execution by means of



the tool “Database_Editor” (which represents a graphical editor that supports the
definition of database schemas).

External tools

Another type of technical fragments that can be created with MOSKitt4ME is the
external tools. An external tool is a tool that is installed on the system, outside of the
context of Eclipse, and therefore it is not implemented as Eclipse plug-ins. This special
type of technical fragments support the situations where method engineers want to
specify that a particular work product must be developed by means of a tool that
cannot be installed in an Eclipse-based CASE environment. For instance, method
engineers may want to specify that a work product will be created during the method
execution by means of a textual editor such as Microsoft Word.

The definition of external tools can be performed in MOSKitt4ME by means of the
“Define external tool” action of the contextual menu.

= Repositories &% [ I A = R
- |[F1 mario@localhost:AssetBase
Refresh

Discard location
Create conceptual fragment

Create technical fragment

Define external tool

I R

Define internal tool

This action opens the “Define external tool” dialog, which allows the method engineer
to specify the properties of the external tool:



-

= Define External Tool I&

Mame: Word

Origin: Microsoft Office 2013

Objective: This tool suppeorts the creation of textual documents
Input: Mone

Output: Textual documents

File EBxtension: .doc

This technical fragment represents an external tool that will not -
be included in the generated CASE environment. In order to

have software support for the tasks that require the use of this
tool, the Microsoft Office 2013 tool suite must be installed in

Description:
escripticn the system

OK ] | Cancel

Specifically, the “Define external tool” dialog allows the user to specify the properties

name, origin, objective, input, and output. These properties are equivalent to the

properties of the technical fragments described above. Additionally, the following

properties must be defined:

File Extension: this property represents the extension of the files that will be
created by means of the external tool. The main purpose of this property is to
be used by the operating system as a way to identify the software tool that
must be launched during the method execution. In the example of the above
figure, the “.doc” extension identifies Microsoft Word as the tool that must be
invoked for the creation of the products that are associated to the external
tool.

Description: this property provides a textual description of the external tool.
Typically, this property must contain information that can be used by software
engineers to configure the system so that the external tool is available during
the method execution. This information will be made available to the software
engineer by means of a report that will be produced during the CASE
environment generation process.



Internal tools

Another type of technical fragment are the internal tools. An internal tool is a tool that
is already installed in the CAME part of the MOSKitt4ME environment; for instance, a
specific component of MOSKitt such as the Transformation Manager or FEFEM, or an
Eclipse framework such as the Graphical Modeling Framework or the Java
Development Tools. Unlike external tools, these tools are implemented as Eclipse plug-
ins. Nonetheless, since these tools are already installed, technical fragments
representing internal tools do not need to encapsulate the plug-ins but rather contain
references to them. One important advantage of internal tools is that they are not
subject to the same requirements as regular technical fragments (see appendix A).
Therefore, they can represent any type of software tool that can be conceived as
Eclipse plug-ins. The disadvange is that the Project Manager of MOSKitt4ME will not be
able to launch them automatically when the method is being executed.

The definition of internal tools can be performed in MOSKitt4ME by means of the
“Define internal tool” action of the contextual menu.

i Repositories &3 [ = |
. |E] mario@localhost:AssetBase
Refresh

Discard location

Create technical fragment
Define external tool

Define internal tool

P 7

This action opens the “Define internal tool” dialog, which allows the method engineer
to specify the properties of the internal tool:



= Define Internal Tool ﬁ

Mame: 0T
Origin: Eclipse
Objectiver  This internal toel supports the development of any Java application
Input: Mone
Output: lava Applications
The Jlava Development Tools (JOT) project provides the tool plug-ins that implementa »
Java IDE supporting the development of any Java application, including Eclipse plug-
o ins, It adds a Java project nature and Java perspective to the Eclipse Workbench as well
Description: | a5 3 number of views, editors, wizards, builders, and code merging and refactoring
tools, The JOT project allows Eclipse to be a developrment environment for itself,
Plug-ins
Platform plug-ins Internal tool plug-ins
== com.collabnet.subversion.me = == org.eclipsejdt -
== com.google.collect =J= org.eclipsejdt.apt.core
== com.google.guice == org.eclipsejdt.apt.pluggablec
=J= com.ibm.icu == org.eclipsejdt.apt.ui
“J= com.jeraftjsch “J= org.eclipsejdt.compilerapt |=
“J= com.lowagie.itext =J= org.eclipsejdt.compiler.tool
=J= com.onpositive.richtexteditor =J= org.eclipsejdt.core
=J= com.onpositiverichtexteditor, =J= org.eclipse,jdt.core.manipulat
=J= com.sun,jna “J= org.eclipsejdt.debug
“J= es.cv.gvcase.mdt.common.gr “J= org.eclipsejdt.debug.ui
“= es.cv.gvcasemdt.common.gr “I= org.eclipsejdt.doc.isv
== java_cup.runtime “J= org.eclipsejdt.doc.user
e G smae i e b [ RN A LT S 3
] m b ] m b
OK ] ’ Cancel

Specifically, the “Define internal tool” dialog allows the user to specify the properties
name, origin, objective, input, and output. These properties are equivalent to the
properties of the technical fragments described above. Additionally, the following
properties must be defined:

e Description: this property provides a textual description of the internal tool.
Typically, this property must contain information that can be used by software
engineers during the method execution.

e Plugins: this property defines the Eclipse plug-ins that implement the internal
tool. To specify these plugins, the “Define internal tool” dialog provides a
graphical component that allows the user to select the plug-ins from the whole
MOSKitt4ME platform.



Conceptual Fragments

In order to add new conceptual fragments to a repository, the “Repositories” view

provides the “Create conceptual fragment” action of the contextual menu.

[~] Repositories &2 ﬁ@@@“@vzﬁ\

> 5] mario@localhost:MethodBase

Refresh

Discard location
Create conceptual fragment

Create technical fragment

Define external tool

A A ARG

Define internal tool

The “Create conceptual fragment” action opens the following dialog.

-
= Create Conceptual Fragment

Mame: DatabaseModelSpecification
Type: Task
Origin: gvMetrica

Objective:  This task invaolves the construction of a graphical model of a database schema

=), 150 _content_package
o Tasks
=+ glossaryOfTermsDefin
= businessLogicDesign

[ databaseScriptsGener: -m
[+ databaseScriptsRevisic

1 | 1] [ 3

Content
Library content Conceptual fragment content
== 1SD [+ databaseModelSpecification

Add related content elements

ok ||

Cancel




The “Create conceptual fragment” dialog allows the user to create new conceptual
fragments. In order to do so, method engineers must specify the following set of
properties:

Name: this property represents the identifier of the conceptual fragment.

Type: this property classifies the conceptual fragment in one specific category.
The conceptual fragment types supported in MOSKitt4ME are “Task”, “Role”,
“Work Product”, “Content Element”, and “Process”. The first three types of
fragments contain respectively tasks, roles, and work products. Conceptual
fragments of type “Content Element” can contain any combination of these
elements; for instance, a task and its associated input/output products. Finally,
fragments of type “Process” contain reusable processes, which are represented
in SPEM 2.0 by means of the primitive “Capability pattern”.

Origin: this property establishes where the method element contained in the
conceptual fragment originates from. For instance, a conceptual fragment can
contain a task extracted from the gvMetrica method™.

Objective: this property defines the purpose of the element contained in the
conceptual fragment.

Content: this property defines the method elements encapsulated in the
conceptual fragment. To specify the elements contained in the fragment, the
“Create conceptual fragment” dialog provides a graphical component that
allows the user to select the elements from the Method Library that is opened
in the Method Editor. This graphical component only shows the elements that
can be contained in the fragment according to the type of fragment that is
selected. For instance, if the type of fragment that is selected is “Task”, then
the graphical component only shows the tasks defined in the Method Library.

In a similar way to technical fragments, the conceptual fragments that are created by

means of the “Repositories” view are shown as children of the repository location.

10
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[~| Repositories 7 [ = |
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: ﬂ{f DatabaseModelSpecification.ras

» ﬂ{f Designer.ras
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Also, the “Repositories” view allows method engineers to examine the fragment
properties. These properties can be used to select the most appropriate method

element for the method under construction.

4 f{r DatabaseModelSpecification.ras
4 &= Descriptor
Type: Task
> o Origin: gvMetrica
[=] Objective: This task involves the creation of a graphical model of a database schema

Once a conceptual fragment is selected, the “Integrate conceptual fragment” action v
can be used to integrate the selected fragment into the method under construction.
The integration of a conceptual fragment is performed in two different ways
depending on the type of fragment being integrated. The integration of conceptual
fragments of type “Task”, “Role”, “Work Product”, and “Content Element” is
performed by means of the “Content Package Selection” dialog.

r B
= Content Package Selection I. (=] ﬁ]

Select the content package where the fragment will be stored

a |<f= 15D
- =4, I50_content_package

- B4, 15D _content_package_2
- =4, I50_content_package 3

3




The “Content Package Selection” dialog allows users to select the content package
where the tasks, roles, and work products will be stored.

The conceptual fragments of type “Process” are integrated by means of the “Process
fragment integration” wizard. This wizard takes the user through three steps. First, the
user must select an element of a method process. The element that is selected will be
the destination of the process encapsulated in the process fragment.

The integration of the process fragment can be performed in two different ways:
“Extend” and “Copy”. If “Extend” is selected, the process fragment will not be included
in the process but rather copied separately and referenced. If “Copy” is selected, all
the content of the process fragment will be copied into the selected process element.

[ = Process Fragment Integration l | (=] |_-?3-]1

Process Element Selection

Select the element of the process where the process fragment will be integrated

a <= 15D
4 F& I5DProcess
[ DataPersistenceDesign

Select the integration type:
Extend -

[=5}

e .

In the second step of the wizard, the user must select the process package where the
process contained in the process fragment will be stored. If the process already exists
in the package, the process will not be copied. In this case, the third step of the wizard
is omitted.



i h
= Process Fragment Integration E@g

Process Package Selection

Select the process package where the proccess fragment will be stored

a == 150
4 b, CapabilityPatterns
Lol ISD_process_package

r@ <Back | Net> || Finish
|

In the third step of the wizard, the user must select a content package of the method
library. In this package, the content elements referenced by the process fragment will
be stored.

i 4
= Process Fragment Integration E@g

Content Package Selection

Select a content package for the content elements referenced by the proccess
fragment

a == 15D
=, I5D_content_package
=, I5D_content_package_ 2
=, I5D_content_package_3

r@ Net> | [ Enish ][ Cancel
1




3.3. SPEM2BPMN Transformation

Once the method and its supporting tools are completely defined, users must obtain
executable representations of the method processes. The SPEM2BPMN transformation
automates this task. Specifically, the SPEM2BPMN transformation automatically
obtains BPMN 2.0 processes from the SPEM 2.0 model. Complementing the SPEM 2.0
method definition with BPMN 2.0 has two main advantages. First, BPMN 2.0 is an
executable language and, thus, the method becomes executable by a BPMN 2.0
process engine. Second, users can manually modify the BPMN 2.0 processes to specify
workflows more complex than those supported by SPEM 2.0. For instance, users can
manually add gateways, which cannot be represented in SPEM 2.0.

In order to invoke the SPEM2BPMN transformation, open the contextual menu of the
root element and select Diagrams -> Open BPMN 2.0 Diagram.

F&InformationSystemDesign 53

Presentation Mame Index | Predecessors Model Info Flanned Repea... | Multipl...
- R I NP
= =§ Information Syskem Design _ —’ Delivery Pro... ---D--D-I
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= 5% Data Persistence Design Apply Pattern 4 Activity O [l
[ Database Madel Generation Suppress Task Descrip... O O [l
l_€\0 Database Model Revision Task Descrip... O O O
Suppress Tasks
[ Database Scripts Generation Task Descrip... O O O

Update Suppression from Base

Raoll Up

Diagrams b Cpen BPMM 2,0 Diagrarn

Expand All E’g Open Ackiviky Diagram
Collapse Al
Preferences... Open Work Product Dependency Diagram

If the BPMN 2.0 processes have not been previously generated, click “OK” on the
dialog that appears:

New Diagram File X

Mo Activiti Designer diagram exists For this process, Do wou want to create a
\_4:./ new aney

oK [ Cancel




This action generates a BPMN 2.0 process for each SPEM 2.0 activity. For instance, the
BPMN 2.0 process generated for the “Data Persistence Design” activity is the following:

U Ackiviti Diagram Editor &3

Diatabase Model Ge.. | Diatabase Model Re... Catabaze Scripts G|

Note that each BPMN 2.0 task corresponds to a SPEM 2.0 task. In addition, BPMN 2.0
call activities are created to connect all the processes that are generated.

The Activiti Designer11 is the editor that has been integrated in MOSKitt4ME to support
BPMN 2.0. By means of this editor, method engineers can manually modify the
generated processes. For instance, they can add BPMN 2.0 gateways to enhance the
process workflows.

In addition to the “Open BPMN 2.0 Diagram” action, MOSKitt4ME also provides the
“Delete BPMN 2.0 Diagram” action, which deletes the generated BPMN 2.0 processes:

Félo InformationSystemDesign &5

Presentation Mame Index Predecessors Madel Info Type Plarned Repea...  Mulkpl..

B ™ Informatio am Design __— D = ---D--Dl
= @_@ Business Logic Design Mew Child 4 Activity O O
L UML Class Model Specification Add from Method Content... Task Descrip... O ™ O
= ¥ pata Persistence Design apply Pattern 4 activity O O
L Database Model Generation Task Descrip,.. O ™ O
=y . Suppress .
«¢ Database Model Revision Task Descrip... O O O
o i ) Suppress Tasks N
o Database Scripts Generation ] Task Descrip,.. O ™ O
Update Suppression from Base
Roll Up
Diagrams } \:a Cpen EFMM 2.0 Diagram
Expand Al TS Open Activity Diagram
Collapse Al
Preferences. .. Open Waork Product Dependency Diagram

|ete BPMM 2,0 Diagram

" http://www.activiti.org/


http://www.activiti.org/

In order to facilitate the access to the BPMN 2.0 processes, MOSKitt4ME provides the
“BPMN 2.0” view. To open this view: Window -> Show View -> Other ...

Show View =13

= General
= Ant
= &PI Tooling
= CYs
= Data Management
== Debug
= Help
== Java
[= Java Browsing
(== Method Authoring
& TR
Configuration
B Content
B Library
B Repositaries
(= MOSKitE d

[

LN R B = o T R Y B

Ilse FZ ko display the description For a selected wiew.

(8] 4 l [ Cancel

< BPMN 2.0 E3 = B

The “BPMN 2.0” view provides a hierarchical representation of the BPMN 2.0
processes generated for the process that is selected in the “Library” view. Each of the
elements of the hierarchy represents one specific BPMN 2.0 process. The user can
double-click any of these processes to open the Activiti Designer file storing it.
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3.4. Tool Generator

Once the executable representation of the method is obtained, the Tool Generator of
MOSKitt4ME automates the construction of a supporting CASE environment. The Tool
Generator can be invoked by opening the contextual menu of the “Library” view and

selecting the “Generate CASE Tool” action.
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This action opens the “CASE tool generation” dialog, which allows the user to enter the
destination path and the name of the CASE tool.

CASE tool generation f'5__<|

Select a destination directory For the CASE toal;

| i\ CaseTool | [Bru:uwse... ]

ZA3E tool name:

| rnoskitt |

[ Ok H Cancel ]

The CASE tool generation process automatically performs two main steps:

Step1l. The Eclipse plug-ins contained in the technical fragments associated to
the method elements are downloaded from the FTP repository and imported
into the workspace (if they are not already imported).

Progress Information
* Dowrloading toals ...
A1) ?

(e )

Downloading Database_Editor.ras.zip. ..

Progress Information
O Downloading bools ...
1) :

(RRNNANWNAN AR RNRNNNRANRNRNRNNARANANRRNRNR )

Importing projects inko workspace ..

Step2. An Eclipse Product Export process*?is launched. This process produces
the final Eclipse-based CASE environment. Once this tool is produced, the plug-
ins that were imported into the workspace in step 1 are deleted so that the
workspace returns to its original state.

Phttp://help.eclipse.org/galileo/index.jsp?topic=/org.eclipse.pde.doc.user/guide/tools/export_wizards/
export_product.htm
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Export Product |:|E]
j) Funning build script
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[ Jiakwayvs run in background:

[Run in Eau:kgru:uund” Zancel H Details == ]

The duration of step 1 and step 2 depends on the size and the number of software
tools that are required to support the method. Thus, the CASE tool generation process
may take from a few minutes to more than one hour.

The result of the CASE tool generation process is a reconfiguration of MOSKitt that
only contains (1) the plug-ins strictly necessary to support the method and (2) a
software component that supports the execution of method instances (see section 4).

The reconfiguration of MOSKitt is available at the path specified in the “CASE tool
generation” dialog.

& moskitt (=] [Z|
Archivo  Edicion  Wer Favoritos  Herramientas  Avuda i ,'
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-
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1 | |
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- _ r plugins Docurmento XL = Opciones de configuracian
E} Compartiv esta carpeta | = | e 1KE

Otros sitios MOk

|C3) CaseTool

E‘, Mis docurnentos

|C3) Documentos compartidos
i MiPC

\-:J Mis sitios de red

In addition to the CASE environment, the generation process also produces a generation
report. This report contains information about the number of tools that are successfully
installed in the final CASE environment, and how software engineers must proceed to
obtain full software support for the method. In general, all the software tools that are
implemented as Eclipse plug-ins can be installed in the final CASE environment. Therefore,
the generation report contains information that refers to the external tools.




& CaseTool

Archivo  Edician Wer  Favoribos  Herramientas  Ayuda #

entrés - l:. ; @ pEquueda [E_" Carpetas v @ Sincronizacion de carpetas

Direccidn |3 CiCaseTool

R - I’ = = generakionReport
Tareas de archivo ¥ carpeta T ‘N moskitt Lj repository = Documento de texto
= 1KE

Dtros sitios

E C:\CaseTool\generationReport.ixt - Notepad++

Archiva Editar Buscar Wer Formato Lenguaje Configurar Macro  Ejecutar  TextFX  Plugins  Ventanas 7 #

e HE R 4Dk 2c (i *sBEHE =1 EE ENNREavEgY
= generationFlepart kst

1 This file provides information sbout the tools that could not be installed in the CASE environment.
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4. The CASE Part of MOSKitt4ME

The CASE environments that are generated by means of the CAME part of MOSKitt4ME
provide software support for software engineers performing software development
projects. These CASE environments guide them throughout the development process
and also partially automate the process performance. All this functionality is made
available through a component called Project Manager. This component is detailed in
the next subsection.

4.1. Project Manager

The Project Manager can be accessed by opening the “Method Execution” perspective.
This perspective can be opened by means of the “Open Perspective” dialog available at
Window -> Open Perspective -> Other ...

Open Perspective |:|@ @

Brnwsing
*?Dehug

ﬁ GayMetrica
3}1 Java

L«,J Java Browsing

'EgJJava Twpe Hierarchy
Method Design
yMethod Execution
B moskit
rijLes::uurn:e (default)
EDTeam Synchronizing

)4 l ’ Cancel

When the “Method Execution” perspective is opened, the MOSKitt4ME workbench is
organized in four different parts:
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File Edt MNavigate Search Project MOSKitt Redmine Run Window Help
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©* MOSKItt4ME - Process 53 =8
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SRy @

5% MOSKitt4ME - Product Explorer 52

Selected roles: <None>
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1. The MOSKitt Resource Explorer provides a view of the workspace. This view is
hierarchically organized in projects, folders, and files. From the MOSKitt
Resource Explorer, software engineers can create new projects, delete existing

projects, add files to these projects, etc.

2. The Process view shows the current state of the process instance associated to
the project that is selected in the MOSKitt Resource Explorer view. From the
Process view, software engineers can invoke the execution of the tasks that are
executable at the current state of the process. Once a task is finished, the
Project Manager invokes a process engine that sets the task as executed and

proceeds to the next state of the process.

3. The Product Explorer view shows a hierarchical picture of the artifacts that
have been produced during the course of the project that is selected in the
MOSKitt Resource Explorer view. This hierarchy is based on domains,
subdomains, and work product elements, which are obtained from the SPEM

2.0 model.

4. The method products can be created and manipulated by means of software
tools that are opened by default on the upper-right side of the MOSKitt4ME

workbench.




MOSKitt Resource Explorer view

In MOSKitt4ME, projects are created by means of the MOSKitt Resource Explorer view.
Specifically, new projects can be created by means of the contextual menu: New ->
Other ...

R MOSEitE Resource Explorer &3 = B

4 7 Project...

B Cther...

£2q Import...

£ Export...
& | Refresh F5

MOSKEE TransFormations L4

This action opens the "New" wizard, where the user must select the type "MOSKitt4ME
Project".
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Then, on the next page of the wizard, enter the project name and select the process to
be associated to the project. This page allows the user to choose among all the
processes that are defined in the method library.

New MOSKitt4ME Project =13

New MOSKitt4ME Project
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When the wizard is finished, a new MOSKitt4ME project is added to the MOSKitt
Resource Explorer view.

q\ MOSKi: Resource Explorer =0

L ExperimentProject |




Process view

When a project is selected on the “MOSKitt Resource Explorer” view, the Project
Manager automatically invokes the Activiti Engine’®, which returns the current state of
the process instance associated to the project. The view in charge of showing this
process instance is the “Process” view.

By default, the Process view only shows those tasks that are executable at the current
state of the process. These tasks (and their parent activities) are displayed in green.

£2¢ MOSKILtE4ME - Process 52 = B8
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To see all the activities and tasks of the process, users can make use of the “All Tasks”

action of the toolbar = . This action acts as a toggle button. When the button is
deactivated, the Process view only displays the executable tasks (i.e., the tasks that can
be performed in the current state of the process). When it is activated, all the tasks of
the process are displayed. In this case, non-executable tasks are displayed in red,
executable tasks are displayed in green, and the tasks that have already been executed
are displayed in blue. The color of the activities depends on their nested tasks and sub-
activities. An activity is shown in blue if and only if all its tasks and sub-activities have
already been executed. On the other hand, the activity is shown in red if and only if all
its tasks and sub-activities are non-executable. Otherwise, the activity is shown in
green.

B http://www.activiti.org/
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Displaying tasks in different colors represents a useful guidance for software engineers

since it tells them which tasks must be executed based on the current state of the

project. To execute a specific task, software engineers must double-click the

(executable) task in the “Process” view. Then, different possibilities exist:

e |f the task is associated to a model transformation, then the Project Manager

launches the execution of the transformation.

e |[f the task is not associated to a model transformation, there are six cases:

o

If the task has an output work product that has an editor associated to
it, the Project Manager opens the wizard that enables the creation of an
empty model for that editor.

If the task has an output product with an associated meta-model, the
Project Manager opens the wizard that enables the creation of an
empty model editable by means of the default tree-based editor for
that meta-model.

If the task has an output product with an associated external tool, the
Project Manager creates a new file. The extension of the file name will
be the extension stored in the technical fragment representing the
external tool. Once the file is created, MOSKitt4ME attempts to open it.

If the task has an output product with an associated internal tool, the
Project Manager just provides textual information about the tool. This
information is retrieved from the technical fragment representing the
internal tool.

If the task has an output product, but this product does not have any
associated tool, the Project Manager does not perform any action.

If the task does not have output products, the Project Manager does not
perform any action.



When the execution of a task has been requested and the output products are already
created, subsequent execution requests for the same task do not have the same
effect. Specifically, when the user double-clicks an executable task that has already
been started, the Project Manager opens its output products so that the user can
modify them.

Once a task is considered finished, the user must manually set the task as executed.

This can be performed by means of the “Run” action of the toolbar © . When a task is
set as executed, the Project Manager automatically notifies the Activiti Engine, which
takes the process instance to its next state.

In addition to the “Run” action, the Process view also provides the “Run Repeatable”
action . This action is only enabled for tasks that were set as “repeatable” during the
method definition. When the “Run Repeatable” action is invoked for a task, then the
task is considered again as not started. This means that subsequent execution requests
will have again the same effect as if the task had never been executed.

The “Process” view also provides support to task filtering based on the role performed
by the user. To select a specific role, users can make use of the “Role Selection” action

of the toolbar Ef. Similarly to the “All Tasks” action, this action acts as a toggle button.
When the button is deactivated, tasks are not filtered. When it is activated, tasks are
filtered based on the selected roles. The role selection is performed by means of the
“Role Selection” dialog:

E,i' Swskem

() [ ok, H Cancel ]

Ly

For instance, if the “Analyst” role is selected, the Process view only shows the tasks
performed by this role (note that the toolbar always shows the roles that are selected).
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The Process view also provides support to returning to previous states of the process

by means of the “Undo” action of the toolbar <. This action allows the user to go
back in the process execution but does not delete the files that have already been
created.

Product Explorer view

When a project is selected on the “MOSKitt Resource Explorer” view, the “Product
Explorer” view shows a hierarchical representation of the method products that have
been created for the project. This hierarchy is based on the elements of type “Domain”
and “Work Product” defined in the SPEM 2.0 method model. In SPEM 2.0, domains are
defined as hierarchies grouping related work products. Domains can be further divided
into sub-domains, with work product elements at the leaf-level of this hierarchy. Based
on this idea, the “Product Explorer” view shows the domains defined in the method
and the sub-domains and work products contained in these domains. Also, the
“Product Explorer” shows the files that represent each particular work product.
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In a similar way to the “Process” view, the “Product Explorer” view can also be filtered
by role. Specifically, if one or more roles are selected in the “Process” view, the
“Product Explorer” view only shows the products that are output of the tasks assigned
to the selected roles.

“Guides” and “Help” views

The Project Manager of MOSKitt4ME also provides the “Guides” view, which can be
opened by means of the Window menu: Show View -> Other ...
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The “Guides” view aims to provide software engineers with guidelines on the
performance of the method tasks. Specifically, the “Guides” view shows the SPEM 2.0
elements of type “Guidance” associated to the task selected on the “Process” view. In
order to see the content of the guidance, the user must double-click the guidance
elements. This action opens the “Content” view provided by the EPF Composer, which
provides an HTML representation of the guidance contents:
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As another type of guidelines, the Project Manager also provides support to the Eclipse
dynamic context help, which is shown in the “Help” view provided by Eclipse.
Specifically, when a task is selected in the “Process” view, the Project Manager obtains
the technical fragments of type “Guidance” that are associated to this task. Then, the
guidelines contained in these fragments are displayed in the “Help” view.
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Appendix A. Building the Eclipse plug-ins.

MOSKitt4ME is an Eclipse-based CAME environment that supports the development of
Eclipse plug-ins that can be encapsulated as reusable software assets (i.e., the
technical fragments). Then, these assets can be reused during the definition of
methods and the construction of the supporting CASE environments.

In general, eclipse plug-ins can implement different types of tools, such as graphical
editors, form-based editors, or model transformations. For each of these types of
tools, MOSKitt4dME provides different Eclipse-based technologies that facilitate the
development of the plug-ins.

The plug-ins that are developed with MOSKitt4ME must meet a set of requirements so
that they are compatible with the Project Manager (i.e., the Project Manager can
automatically invoke the tools that the plug-ins implement). In the following, we
describe for each type of tool the Eclipse technologies that can be used for their
development and also the requirements that the tools must meet.

Meta-Models

Meta-Models can be specified in MOSKitt4ME by means of the Ecore language, which
is provided as part of the Eclipse Modeling Framework (EMF*). EMF supports the
definition of meta-models, and also provides generation facilities to obtain (1) the set
of Java classes implementing the meta-model, along with (2) a set of classes that
enable editing of the models, and also (3) a basic tree editor.

In order to be compatible with the MOSKitt4ME requirements, the plug-ins contained
in a technical fragment of type “Meta-Model” must define an Ecore meta-model. In
addition, the Java classes, the editing classes, and the tree editor must have been
generated.

Graphical Editors

Graphical Editors can be developed in MOSKitt4ME by means of the Eclipse Graphical
Modeling Framework (GMF®). GMF is framework that is built on EMF and applies a
model-driven approach to obtain fully-functional graphical editors. Specifically, GMF is
based on the specification of a set of models that define (1) an Ecore meta-model, (2)
the graphical elements to display in the editor, and (3) the tools that will appear in the
palette, menus, and toolbars. Once these models are defined, a set of generative tools

" http://www.eclipse.org/modeling/emf/
Y http://www.eclipse.org/modeling/gmp/
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automatically obtain a graphical editor supporting the construction of models that are
compliant with the Ecore meta-model that has been specified.

There are no particular requirements to be met by the plug-ins contained in the
technical fragments of type “Graphical Editor”. All graphical editors developed by
means of GMF are compatible with the Project Manager of MOSKitt4ME.

Form-based Editors

Form-based Editors can be developed in MOSKitt4ME by means of Fefem'®. Fefem is a
development framework that facilitates the construction of form-based editors by
implementing a set of patterns that are typically found when developing this kind of
editors (e.g., the need to show in a Textbox the value of a property of type String).
Thus, the development of Form-based editors is reduced to simple pattern
composition. Fefem is based on the use of the SWT*’ and JFace®® libraries, which are
two libraries of graphical components that are provided by the Eclipse community.
Form-based editors can directly be built by means of these libraries. However, we
recommend the use of Fefem since it significantly reduces the workload inherent to
the development of this kind of tools.

There are no particular requirements to be met by the plug-ins contained in the
technical fragments of type “Form-based Editor”. All form-based editors developed by
means of Fefem (or directly by means of SWT and JFace) are compatible with the
Project Manager of MOSKitt4ME.

Model Transformations

Model transformations can be developed in MOSKitt4dME by means of the ATLY and
Xpand20 languages, which are two programming languages especially designed by the
Eclipse community to implement Model-to-Model and Model-to-Text transformations
respectively.

To be compatible with MOSKitt4ME, the model transformations can be implemented
in any language. Nonetheless, the plug-ins contained in a technical fragment of type
“Model Transformation” must meet two requirements:

1. The model transformation must be declared by means of the extension point
“es.cv.gvcase.trmanager.transformation”. This extension point is provided by
the Transformation Manager of MOSKitt. The MOSKitt Transformation
Manager is a software component that provides a set of Java classes for the

16 http://www.moskitt.org/eng/fefem-creacion_de_formularios/
17 .
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specification and invocation of model transformations, and also implements a
graphical user interface to make these transformations available in the MOSKitt
workbench.

2. In the declaration of the transformation by means of the extension point, the
user must provide a Java class extending the class “Transformation” of the plug-
in “es.cv.gvcase.trmanager”. This class is an abstract class that declares two
abstract methods: “transform” and “inputsValid”. The first method must
implement the invocation of the transformation. The second method must
implement validation rules for the input model of the transformation.

Guidance

Contextual help can be developed in MOSKitt4ME by means of the HTML and XML
Ianguage521. In order for this help to be compatible with MOSKitt4ME, the Eclipse plug-

in(s) that implement the help must make use of two extension points:

1.

2.

The “org.eclipse.epf.authoring.ui.helpcontextprovider” extension point must be
used to declare a help context identifier. This context identifier will be passed
to the Eclipse “Help” view when the task associated to the “Guidance”
fragment is selected in the MOSKitt4ME “Process” view.

The “org.eclipse.help.contexts” extension point must be used to declare a
“contexts.xm/” file. This file associates the help context identifier with the
HTML files implementing the help.
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