United States Patent 9
Schifﬂeger

US005371879A
111 Patent Number: 5,371,879

451 Date of Patent: Dec. 6, 1994

[54]

[75]

[73]
[21]
[22]

[63]
[51]

(52]

(58]

[56]

APPARATUS AND METHOD FOR TESTING
OF NEW OPERATING SYSTEMS THROUGH
PRIVILEDGED INSTRUCTION TRAPPING

Inventor: Alan J. Schiffleger, Chippewa Falis,
Wis.

Assignee: Cray Research, Inc., Eagan, Minn.
Appl. No.: 233,222
Filed: Apr. 26, 1994

Related U.S. Application Data

Continuation of Ser. No. 678,127, Apr. 1, 1991, aban-
doned.

Int. C1.5 GOG6F 9/455
US. Cl o 395/500; 364/DIG. 1;
364/280; 364/280.8; 364/280.9; 364/282;
364/975.4; 364/976; 364/976.1; 364/976.2

Field of Search .................. 364/DIG. 1 MS File,
364/DIG. 2 MS File; 395/375, 500, 700, 800;
371/19

References Cited
U.S. PATENT DOCUMENTS

4,128,880 12/1978 Cray, Jr. ..... .. 395/DIG. 1
4,253,145 2/1981 Goldberg ....coceerrervercncreinranas 395/500
4,636,942 1/1987 Chen et al. ..... 395/DIG. 1

4,661,900 4/1987 Chenetal. .....
4,745,545 5/1988 Schiffleger .....

37

5,038,281 8/1991 Peters ....ooceeeerererencnsnes 395/DIG. 1

FOREIGN PATENT DOCUMENTS
A0301707 2/1989 European Pat. Off. .

OTHER PUBLICATIONS

MC68020. 32-Bit Microprocessor User’s Manual, sec.
Edition 1985, Prentice-Hall, Inc., Englewood Cliffs,
N.J., US; see pp. 1-8 and 12.

Primary Examiner—Robert B. Harrell
Attorney, Agent, or Firm—Schwegman, Lundberg &
Woessner

[57] ABSTRACT

A method of implementing a privileged instruction that
enables the development of new operating systems in
user mode. The instruction decode logic includes a
maskable interrupt generator that interrupts the proces-
sor during the processing of privileged instructions in
user mode. An exception handler processes the privi-
leged instruction interrupt and performs a function
similar to the execution of the privileged instruction in
privileged instruction mode. The combination of the
privileged instruction interrupt and the post-interrupt
exception handling enables the operating system devel-
oper to test new operating systems by laying them over
the current operating system.

4,812,967 3/1989 Hirosawa et al. .......... 395/DIG. 1 4 Claims, 6 Drawing Sheets
/10
12
/ 16 , 26 / 30
P INTERRUPT MODE
187 SELECT
B L 41 42 GENERATOR
. 14
[ | - 18 %
- : READ—OUT TNp |
REGISTERS [ INSTRUCTION
EXECUTION
B 22_,1—5'5 UNTT
—{up 1}
INSTRUCTION >,
BUFFERS 2



5,371,879

Sheet 1 of 6

Dec. 6, 1994

U.S. Patent

I ‘Old
B sy3iing
NOLLONMLSNI
{1 an |~
1IN —ae “
NOLLND3X3 [ dn =
NOLLONNISNI | L 2 syalsioay | o8l 00
dio diN 1N0-av3y
y; 7 7 Ll
8z (114 8l 7
¥l
ZH/L+ .
Jp— HOLVNINIO _ Lal
Iaon | | LdnuN3INI [T “__
/
o’ 82 o1’ ﬁ\
ol



5,371,879

Sheet 2 of 6

Dec. 6, 1994

U.S. Patent

¢ "9l4

oS

Ls
0S
Ly
ov
o\\\\\\\\\\\\\\\\\\\\\\\:..
00 10 20 €0 %0 G0 90 ZO/¥0 S0 90 Z0 B0 6001 L 1|00 10Z0SO¥0 X X X|001020€0 X X X X
HIONTI HOLO3A [SSINAQY FONVHOXZ ¥IGNNN ¥ALSNTD ¥IANNN 101S
X1 11d1nd1X333n43
311020021903 d383d3d
NNdd! | HWAB3IJdO 4NN
SOV LdNNNAINI
N1 0 s n X T 100dLOANdXdddRNd
Wase6|lSsSdN NNAdQdIl | dyN083d0o4dny
NE3D0dMdA PR
S3QON | Snuvis SIAON LdNMHALNI

OLLIZIECL¥IGLOI ZIBL6LOT LZZZET ¥Z2 G292 LZBZ620F IE
ssAAY_LINN vivd

oLiLZlCLVIGLOlZIBIBlOZ 1z22ZECc¥ZGeoC lzBZ6Z0L LS
ss3NAav 3sva viva

OLILZIEL¥PIGLOLLIBLBLOZ LZZT LT ¥TSCICTLEBTE6LOL IS
: SS3AAAV LINN NOLLONYLSNI

OLILCICLPIGLOL LI BT 61 0Z LZ2ZZEZ ¥ZGZ 9T LZBZ6ZOF LE
SS3¥Aav 3svd NOLLONMULSNI

¢—1—001020€0¥050902080600L L1 ZLCL¥LGL 9L L1 8L 6102 12T ET YL SLICLLBE6C
H31SIOF SSIHAAY WVHO0Ud

ZEECYE G IC LEBC OOV LY ZY Y ¥ ¥ O¥ L¥ 8V 64 0G LG G €6 GGG 95 LG8G 6509 1929¢€9

Ll
ot

N M <«



5,371,879

Sheet 3 of 6

Dec. 6, 1994

U.S. Patent

NOWLO3S
ssaav

NOWLO3S
AVIVOS

NOLLOIS
4OLD3A

[

( OUINHLIY L8-2¢)
AdiINK
Lowdlans / aav
SLNN
TVNOLLONN ssaav

SH3iSIvI

ve "Old

A

lg-ee 8

SUFISION v

( OUINHLKY L8489 )
Z1/NOUVINdOd
LdIHS
TvOI901
Lowdlans / aav
S1NN
TYNOLLONNS ¥VIVOS

cL

oL

SYIISIONY =

SYILSION S

e

( QU3NHLINY 118-¥9 )
NOLLYWIXO¥ddV
TVO0udIOA
AdLNN
LOwvd1ans / aav
SLNN “TYNOLLONNA
INIOd—9NLLYO14

(siig L)
HOLOIA

(Sud ¥9)

( OLINHLINY LiI8—¥9)
Z1 /NoUvIndod
(2) Vo190
LdIHS
1owvdlans /aav
SLNN

TYNOLLONNS ¥0LD3A

4OLOA

09

———  S30AT0
{ VDA OL
@Alv NOILO3S | _
o/l
,
[S¥aISH3Y |
- ua-zc 9
SH3ISION 8
AMOWIN
aIVHS
§
zl
¥31SI93Y - & Ndd =
¥3d SININTTI, e Z NdD ——d
1g-99 9z} |
4 sy3Isioqy 8
SHLSIO A |
(SLE-¥9)
%2010 INU-TVRY [
SNOLLYOINNNNOD
HOSSIOONJYINI




5,371,879

Sheet 4 of 6

Dec. 6, 1994

U.S. Patent

NOLLO3S
TJO¥INOD

ge "Old

TOHINOO
0/1

2O

.vh/

SYAUSIOF
3TNV
JONVHOX3

—®

N31SI93Y (SLIE Z€) %0010
SNLVIS TIEVNNVEOO0Nd
HOLINOW mm%%_um

JONVINHO4M3d NOL e

(S71304vd NOLLONYULSNI
lig-9l ¥201)
s¥344nd 8
SY344nd NOILONYULSNI




5,371,879

Sheet 5 of 6

Dec. 6, 1994

U.S. Patent

AHON3N
TRIVHS

"LINN TVNOLLONNA ALMV/d0d ¥OL03A FHL HLM
1 sunn TAVMOAVH SIVHS INN TYNOLLONRA LNIOd
11| wnoLoNn ONLLVO4: NOLLVAIXOHddY TWORIoRY FHL ++
¥VIVOS “1INN TVNOLLONR ATdLINN
INIOd-ONUVOS FHL HLUK FAVROMVH SIUVHS
aav LINN TYNOLLONNS Tv0I907 HOLO3A ANOJ3S JHL +
IVOI901 |
W Hs ] SYALSIOFY NVIVOS 'S.Ndd ¥IHIO WON4 VIVO HO/ONY TONINOD *
L[S0
~ — fg N %0010 "90ud (W) @D+
1 wNouoNnd [=Tg IS Snivis S . gL
iNIod IS IS [»0010 INL-TVI ol
~ONLVO4 (=1 s e 1 (O
aav A % ——— @
- S
AdonN | A * reon a1
Ty - O
m Lz dSIHA @
VI — dSIHH
) SLNN w_/ | dSO1
WVNOLLONNA k& 00 on
- dOLOIA | A/ LA=OA | 1
B w A 7 (OW+H(V)'(0v)+(ov))
- |
WoI907 | swW ¥0103A 7/ (OW+(ov))'(CV)+(ov))
LIS = ;
v ALRN/dod | | * suaisioqy dowoan | (CW+(ov)'(Civ)+(ov))
+ 2 WoI0T | T0MINGD HOLOIA 08"

V¥ "9ld




5,371,879

Sheet 6 of 6

Dec. 6, 1994

U.S. Patent

_m IS

_W iS IS mm

L1S—01S L9S—08S _En@
*S.NdD ¥3IHIO KO¥4 VivVa HO/ANY TOHINOD * _I
Zl [

SHI1SI9FY aIUVHS /

LS
nY v v AV v v _HE .
* i* . * |* NOWNJII il g
3
[ 78 |y ¥O || [ 10 | Vo loz = O
am—r I = EA , .
1 I 0z / _
LS L€ 8l :
T04INOD - SHaLNG
ISIHA , .1 NOILONYLSNI
70YINOD
dso1l
| sunn . ((wu)+(w)) [ (i) +(uv)) @
TYNOLLONNA
Ss3¥aav o/ @
o LJ
AN v zowon; 4x

g v TOMINOD TOUINOD
4OLO3A 39NVHOXI



5,371,879

1

APPARATUS AND METHOD FOR TESTING OF
NEW OPERATING SYSTEMS THROUGH
PRIVILEDGED INSTRUCTION TRAPPING

This is a continuation of application Ser. No.
07/678,127, filed Apr. 1, 1991, now abandoned.

BACKGROUND OF THE INVENTION

1. Field of the Invention

The present invention pertains to the field of high
speed digital data processors and more particularly, to a
method of instruction implementation useful for operat-
ing system development.

2. Background Information

An operating system is a collection of programs that
controls the execution of other programs in a computer
system. Operating system programs reside in processor
memory where they coordinate, among other things,
such tasks as 1/0O operations and the execution of back-
ground tasks and application programs on the system.
Operating systems free the application programmer
from hardware anomalies by, in effect, hiding the hard-
ware behind a well-behaved and documented interface.
And they improve the efficiency of execution of 2 com-
puter system by managing memory and controlling
when a program can execute. As such the performance
of the operating system is critical for achieving optimal
system performance.

Since operating systems perform these critical func-
tions of program and memory control, processors have
evolved with powerful privileged instructions which
can be used to affect the execution of the machine.
Typical instructions are those used for I/0O control,
interrupt handling and masking and program control.
Privileged instructions are typically constrained to exe-
cute in a privileged instruction mode accessible only to
operating systems. This is done to protect systems from
catastrophic failure due to incorrectly written applica-
tion programs.

In the Cray Y-MP manufactured by the Assignee of
the present invention, there are two modes of instruc-
tion execution: monitor mode and user mode. Privi-
leged instructions run only in monitor mode. If a privi-
leged instruction issues while the processor is not in
monitor mode, it is treated as a no-operation instruction.

The operating system of the typical Cray Y-MP
computer system manages execution of application pro-
grams through the use of exchange sequences, fetch
sequences and issue sequences. Exchange sequences
occur at initialization or when a program is started. An
exchange sequence moves sets of basic parameters
called exchange packages. Parameters currently resid-
ing in the operating registers of a processor are moved
to memory and, simultaneously, different parameters
are loaded to the operating registers.

The Cray Y-MP is a multitasking system. That is, it
supports the execution of more than one program in a
processor at a time. It also is a multiprocessing system.
Therefore a program begun in one processor may be
swapped to memory and continued later in a different
processor. To facilitate this, each exchange package
contains information that is used to coordinate the tran-
sition from one program to another. Exchange package
contents describe the state of the processor at the time
that a program is started or swapped to memory (ex-
changed). This information includes the contents of
control registers, pending interrupts, current vector
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length and memory addressing constraints. It also in-
cludes the logical address of the processor that per-
formed the exchange sequence. These are the basic
parameters necessary to provide continuity when a
program stops and restarts.

The development of an operating system is a compli-
cated and time-consuming process which typically re-
volves around many iterations of software releases. The
difficuity of the task is compounded by the need to test
the system in privileged instruction mode in order to
ascertain the function of the privileged instructions.
Since an operating system running in privileged instruc-
tion mode is free of many of the constraints invoked to
protect other software, operating systems must be de-
bugged separate from application code. Then the oper-
ating system must be placed into a realistic environment
in which it can be tested performing its control tasks.

This problem is compounded in the case of new hard-
ware platforms. In the development of new operating
systems on new hardware platforms, there is a great
deal of uncertainty as to whether the hardware, operat-
ing system or application code is the source of a prob-
lem.

In prior art systems, special instructions have been
provided that ease the task of debugging software. In
microprocessors such as the 63000 family by Motorola,
a facility is included for “tracing” following each in-
struction. When “tracing” is enabled, an exception is
forced after each instruction is executed. Thus a debug-
ging program can monitor the execution of the program
under test.

The 68000 family also features trap instructions. The
TRAP instruction always forces an exception and is
useful for implementing system calls for user programs.
Other instructions can force trap exceptions on abnor-
mal conditions encountered during instruction execu-
tion (such as a division operation with a divisor of zero).

Although instructions like a TRAP instruction and
facilities like trace make debugging of application code
much easier, they are less useful in the development of
operating systems. TRAP instructions can be used to
detect error conditions or to cause an unconditional
swap to the operating system. But they are of limited
use in program code executing in privileged mode.
Facilities such as trace create 2 large amount of over-
head that can lead to uncharacteristic code execution
and may cause one to miss errors in code interactions.
This is especially critical in areas of system control such
as 1/0.

It is clear that there is a need for a method of develop-
ing operating system code that will promote rapid and
accurate development of new operating systems. What
is needed is a privileged instruction that can be executed
to a limited extent in user mode without increasing the
danger of system instability.

SUMMARY OF THE INVENTION

The present invention is a method of implementing a
privileged instruction that enables the development of
new operating systems in user mode. The instruction
decode logic includes a maskable interrupt generator
that interrupts the processor during the processing of
privileged instructions in user mode. An exception han-
dler processes the privileged. instruction interrupt and
performs a function similar to the execution of the privi-
leged instruction in privileged instruction mode. The
combination of the privileged instruction interrupt and
the post-interrupt exception handling enables the oper-
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ating system developer to test new operating systems by
laying them over the current operating system.

BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1is a high-level block diagram of a portion of a
vector processor with privileged instruction interrupt
according to the present invention.

FIG. 2 shows the exchange package used in the vec-
tor processing computing system of the present inven-

tion. 10

FIGS. 3A and 3B show a simplified block diagram of
one embodiment of the vector processor shown in FIG.
1.

FIGS. 4A and 4B show a more detailed block dia-

gram of one embodiment of the vector processor shown 15

in FIG. 1.

DETAILED DESCRIPTION OF THE .
PREFERRED EMBODIMENT

In the following detailed description of the preferred 20

embodiment, references made to the accompanying
drawing which form a part thereof, and which is shown
by way of illustration a specific embodiment in which
the invention may be practiced. It is to be understood

that other embodiments may be utilized and structural 25

changes may be made without departing from the scope
of the present invention.

FIG. 1 illustrates a portion of processor 10 with privi-
leged instruction interrupt according to the present

invention. Processor 10 includes an instruction execu- 30

tion unit 28 connected to current instruction parcel
(CIP) register 20, lower instruction parcel (LIP) regis-
ter 22, lower instruction parcel 1 (LIP1) register 24,
interrupt generator 26 and mode select 30. Current

instruction parcel 20 is connected through next instruc- 35

tion parcel (NIP) 18 to two read-out registers 14 which
are connected in turn to the eight instruction buffers
12.1 through 12.8. Program address register 16 is con-
nected to read-out registers 14 and instruction buffers

12.1 through 12.8. Program address register 16 provides 40

the address into buffers 12. Even-numbered words are
loaded into one of the read-out registers 14, while odd-
numbered words are loaded into the other. Instruction
buffers 12.1 through 12.8 serve as intermediate storage

for instructions fetched from main memory (not 45

shown). They function as an elementary instruction
caching function.

In the preferred embodiment, instructions can be one,
two or three parcels long. Each parcel is sixteen bits.

Next instruction parcel register 18 receives an instruc- 50

tion parcel from one of the read-out registers 14. While
the instruction is held in register 18, it is decoded to
determine if the instruction is a one, two or three parcel
instruction. The parcel is then passed on to current

instruction parcel register 20. 55

Current instruction parcel register 20 receives the
parcel from register 18 and holds it until it issues. Issue
of an instruction can be held for such things as resolu-
tion of an access to a shared register. Once issued it is

executed by instruction execution unit 28. 60

Lower instruction parcel register 22 and lower in-
struction parcel 1 register 24 are used to hold the second
and third parcels of an instruction, respectively, when
applicable. The full instruction is then presented to

instruction execution unit at instruction issue. 65

4

Interrupt generator 26 is used to cause an exception
on encountering a privileged instruction while in user
mode. In the preferred embodiment, parcels that begin
with a binary opcode of O000000IXXXXXXYYY
(where any one of the X is non-zero and Y is don’t care)
or 0011011YYYYYYYYY (where Y is don’t care) will
generaie a privileged instruction interrupt. Exception
handling software in the monitor mode software deter-
mines the nature of the interrupt and, on determining it
is a privileged instruction interrupt, it mimics the effect
of execution of that privileged instruction. This is a
powerful tool that permits the testing of new operating
system software in the more forgiving environment of
user mode.

When the privileged instruction interrupt is enabled,
executing a privileged instruction in user mode gener-
ates an exchange. The privileged instructions act like an
error exit or a normal exit instruction. If a privileged
instruction enters NIP (Next Instruction Parcel) regis-
ter 18, then an interrupt flag is generated which in-
structs the processor that an exchange must take place.

The interrupt flag will shut down the instruction
stream so that no other instructions get into NIP 18 by
holding P register 16. The processor then sets up to do
an exchange. The privileged instruction that had en-
tered NIP 18 will go into CIP 20 and be executed as a
NO-OP because of user mode. Following this, the ex-
change takes place.

The exchange brings in the operating system. Once
the privileged instruction was issued out of CIP 20, the
processor set a flag in the exchange package that tells -
the operating system that a privileged instruction had
issued in interrupt mode and that this is why the ex-
change occurred. In this fashion, when the exchange
takes place, P register 16 is pointing at the instruction
after the privileged instruction.

The operating system decrements P register 16 in
order to find the location of the privileged instruction.
It then looks at the instruction, branches to a subroutine
written to emulate the instruction and initiates an ex-
change back to the original calling program. The privi-
leged instruction interrupt can be masked by clearing a
bit in one of the operating registers that make up the
exchange package. In FIG. 1, mode select 30 is that
operating register. Clearing a bit in mode select 30 dis-
ables the privileged instruction interrupt. Subsequent
privileged instructions are treated like no-operation
(NOP) instructions in user mode as in the Y-MP above.

The preferred embodiment of the exchange package
for the present invention is shown in FIG. 2. Exchange
package 50 is a 16-word block of data in memory associ-
ated with a particular computer program. Exchange
package 50 contains the basic parameters necessary to
provide continuity when a program stops and restarts
from one section of the program to the next. The ex-
change package also holds the contents of the address
(A) and scalar (S) registers. The address and scalar
registers, along with the exchange package used in the
present invention are described in more detail in U.S.
patent application No. 07/618,748 filed Nov. 27, 1990,
entitled “Vector Shift By ‘Vo Shift Count in Vector
Supercomputer Processor”, which application is incor-
porated herein by reference. Table 1 describes the bit
assignments for the interrupt modes, flags, status, and
mode (“MM” =monitor mode).

TABLE 1

INTERRUPT MODES
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TABLE 1-continued

IRP INTERRUPT ON REGISTER PARITY ERROR
IUM  INTERRUPT ON UNCORRECTABLE MEMORY ERROR
IFP INTERRUPT ON FLOATING POINT ERROR
IOR  INTERRUPT ON OPERAND RANGE ERROR
IPR INTERRUPT ON PROGRAM RANGER ERROR
FEX ENABLE FLAG ON ERROR EXIT (DOES NOT DISABLE EXCHANGE)
IBP INTERRUPT ON BREAKPOINT
ICM  INTERRUPT ON CORRECTABLE MEMORY ERROR
IMC  INTERRUPT ON MCU INTERRUPT
IRT INTERRUPT ON REAL-TIME INTERRUPT
Ip INTERRUPT ON INTER-PROCESSOR INTERRUPT
1] INTERRUPT ON 1/0
IPC INTERRUPT ON PROGRAMMABLE CLOCK
IDL  INTERRUPT ON DEADLOCK
IMI INTERRUPT ON 001 (i,j NOT EQUAL 0) OR 033 INSTRUCTION
FNX ENABLE FLAG ON NORMAL EXIT (DOES NOT DISABLE EXCHANGE)
INTERRUPT FLAGS
RPE  REGISTER PARTY ERROR
MEU MEMORY ERROR - UNCORRECTABLE
FPE  FLOATING POINT ERROR
ORE OPERAND RANGE ERROR
PRE PROGRAM RANGE ERROR
EEX ERROR EXIT (000 ISSUED)
BPI BREAKPOINT INTERRUPT
MEC MEMORY ERROR - CORRECTABLE
MCU MCU INTERRUPT
RTI REAL-TIME INTERRUPT
Icp INTER-PROCESSOR INTERRUPT
101 I/0 INTERRUPT (JF 11O & SIE)
PCI PROGRAMMABLE CLOCK INTERRUPT
DL DEADLOCK (IF IDL & NOT MM)
MII 001 (i,j NOT EQUAL 0) OR 033 INSTRUCTION INTERRUPT
(IF IMI & NOT MM)
NEX NORMAL EXIT (004 ISSUED)
STATUS MODES
PS PROGRAM STATUS MM  MONITOR MODE
ws WAITING ON SEMAPHORE BDM ENABLE BI-DIRECTIONAL
FPS VECTORS POINT STATUS MEMORY
VNU VECTORS NOT USED ESL  ENABLE 2nd VECTOR LOGICAL

C9%0 C% MODE

In the preferred embodiment, processor 10 is a vector
processor for use in a multiprocessor vector supercom-
puter. FIGS. 3A and 3B are simplified block diagrams
of a vector processor 60. The preferred embodiment is
a multiprocessing system with sixteen processors. How-
ever it should be obvious that the present invention is
independent of the number of processors.

FIGS. 4A and 4B are more detailed block diagrams
of the same processor 60. Each processor 60 contains
eight vector registers V0-V7. The vector registers
V0-V7 each contain 128 words, each word consisting
of 64 bits. For example, vector register VO contains
words V0p-V0i27. The vector registers are interfaced to
functional units which perform various logical and
arithmetic functions on data from the vector registers.
The functional units are fully segmented with latches so
that operands can be sent to a functional unit on succes-
sive clock periods. Therefore, during the execution of
an instruction, each part of a functional unit may be
operating on a different operand. Also, each functional
unit may operate independent of the other functional
units so that more than one result may be obtained from
the functional units for each clock period.

When exchange package 50 (as shown in FIG. 2) is
transferred from shared memory 12 to a processor 60,
exchange package 50 is broken up and the portions are
saved in different storage areas of processor 60. Bits
32-63 of words 0-7 are stored in exchange parameter
registers 74 (shown in FIG. 3B). Bits 0-31 of words 0-7,
are stored in A registers 72 (as shown in FIG. 3A and
4B). Finally, the remaining words 10-17 are stored in S
registers 70 (as shown in FIGS. 3A and 4A).

40

45

50

55

60

65

To use the present invention, one would set the privi-
leged instruction mask bit in the exchange package to
enable the privileged instruction interrupt. The new
operating system software would be loaded in memory
and an exchange sequence initiated that starts the new
operating system program in user mode. At each occur-
rence of a privileged instruction in the operating system
under test an interrupt would be generated that causes
an exchange to the current operating system. Exception
handling software would then determine the source of
the interrupt and the code to be executed that would
provide a state similar to the execution of the privileged
instruction. For example, in the preferred embodiment,
the instruction used to set up an I/0 channel is a privi-
leged instruction. If, in testing the new operating sys-
tem, it should become necessary to set up an I/0O chan-
nel, the 1/0 channel privileged instruction will be is-
sued. This will result in an interrupt and an exchange
into monitor mode. Once in monitor mode, the real
operating system will, with its knowledge of the current
state of the machine, assign an 1/0 channel by issuing a
privileged instruction. The operating system will then
clear the interrupt and perform an exchange back into
the operating system under test in user mode. Unlike the
trace mode, exceptions are encountered rarely so there
is little difference in system performance. And, unlike a
typical TRAP instruction, traps are performed on code
that is an integral part of the final software. The TRAP
locations do not have to be rewritten to remove the test
points.

Although the present invention has been described
with reference to the preferred embodiments, those
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skilled in the art will recognize that changes may be
made in form and detail without departing from the
spirit and scope of the invention.

What is claimed is:

1. An apparatus for debugging a new operating sys-
tem within user mode of a processor having a privileged
instruction execution monitor mode wherein privileged
instructions are executed and a user mode wherein a
privileged instruction is typically treated as a no-opera-
tion instruction, the processor comprising an instruction
execution unit which executes an instruction parcel
having an opcode, the processor further comprising a
current instruction parcel register, connected to the
instruction execution unit, which receives the instruc-
tion parcel before passing the instruction parcel to the
instruction execution unit, the apparatus comprising:

processor interrupt means, connected to the current

instruction parcel register and the instruction exe-
-cution unit, for generating a hardware interrupt to
said instruction execution unit on encountering a
privileged instruction during user mode, wherein
the processor interrupt means comprise an inter-
rupt generator which generates the hardware inter-
rupt when the instruction parcel opcode received
by the current instruction parcel register is associ-
ated with a privileged instruction; and

interrupt enable means connected to said processor

interrupt means for disabling said hardware inter-
rupt, wherein the interrupt enable means comprise
a mode select register connected to the interrupt
generator, wherein the mode select register com-
prises a mode select bit which operates to prevent
issuance of the hardware interrupt by the interrupt
generator.

2. The apparatus according to claim 1 wherein said
interrupt enabling means further comprise means for
changing the mode select bit under control of an ex-
change packet.

3. A method of emulating an operating system having
a privileged instruction within user mode of a vector
processing computer having both a user mode and a
privileged instruction executing monitor mode, com-
prising the steps of:

providing a processing unit comprising an instruction

execution unit, a current instruction register, an
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8

interrupt generator and a mode select register com-
prising a mode select bit having a first and a second
logic state;
providing a sequence of instructions, wherein the
sequence of instructions includes a first instruction
followed by a second instruction and wherein the
first instruction is a privileged instruction;
storing the first instruction in the current instruction
register;
if the mode select bit is in the first logic state:
generating, from the interrupt generator to the
instruction execution unit, a hardware interrupt
associated with the privileged instruction;
performing a packet exchange sequence to enter
privileged instruction executing mode;
executing, in privileged instruction mode, a series
of instructions which emulate execution of the
privileged instruction; and
returning to user mode to fetch the second instruc-
tion; and
otherwise, treating the first instruction as a NO-OP
instruction and fetching the second instruction.
4. A method of testing program code for a new oper-
ating system in a computer having both a user mode and
a privileged instruction executing monitor mode,
wherein the program code includes a privileged instruc-
tion, the method comprising the steps of:
providing a hardware interrupt circuit for generating
a hardware interrupt when the privileged instruc-
tion is detected while the computer is in said user
mode;
enabling the hardware interrupt circuit;
placing the computer in user mode;
loading the new operating system and executing the
new operating system program code within the
user mode;
trapping the privileged instruction, wherein the step
of trapping the privileged instruction comprises:
detecting the privileged instruction; and
generating the hardware interrupt when the privi-
leged instruction is detected;
switching to the monitor mode; and

emulating the privileged instruction.
* *x % * %



