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LabVIEW ™ Advanced | Course

Module 1
Memory Management
and Multithreadin g

National Instruments
11500 N. MoPac Expressway
Austin, Texas 78759
(512) 683-0100

LV AdvI 1

Introduction

In conventional programming, memory allocation is the cause of many
problems and poor performance. Because LabVIEW is a programming
language, many of the same issues can affect your LabVIEW VIs. Memory
management using LabVIEW can be especially difficult because LabVIEW
handles the allocation and deallocation of memory transparently.

This module teaches you how to monitor and optimize LabVIEW memory use.
This module refers to good LabVIEW programming style and discusses several
general memory rules. It discusses the different data types in LabVIEW in
detail, concentrating on arrays and strings, with regard to memory use. This
module also teaches you about the multithreading capabilities of LabVIEW.
Hands-on exercises reinforce the various concepts.

Course Description

The LabVIEW Memory Management and Multithreading module teaches you
to make optimum use of LabVIEW for developing your applications. The
course is divided into lessons, each covering a topic or a set of topics. Each
lesson consists of:

* Anintroduction that describes the lesson’s purpose and what you will learn.
* Adiscussion of the topics

» A set of exercises to reinforce the topics presented in the discussion.

* A set of additional exercises to be done if time permits.

* A summary that outlines important concepts and skills taught in the lesson.

LabVIEW Advanced 1 Course Manual 1 © National Instruments Corporation



National Instruments Technical Support Options

Internet Support:
Web Support - searchable Knowled geBase, support

documents, and files e http://www.natinst.com
Emall ....................................................... Support@natlnstcom
FTP - contains support files and documents to download
FTP Site: ftp.natinst.com
login: anon ymous
password: your Internet address
Fax-on-Demand: 24-hour information retrieval s ystem with
a librar y of documents e (512) 683-1111
Telephone Support (USA):
Fa.X ............................................................. (512) 683_5678
Telephone ........................................... (512) 683_8248
LV AdvI 2

Listed above are the various ways you can contact National Instruments for technical support.

LabVIEW Advanced 1 Course Manual 2 © National Instruments Corporation



Course Goals

¢ Understand system memory issues
¢ Monitor memory use
¢ Understand how the components of a VI use memory

« Understand the importance of usin g subVIs in LabVIEW
applications

« Understand memory use of arrays, strin  gs, and other
data types

« Understand how local and global variables use memory

« Optimize the memory use in your applications with the
above information

« Understand how multithreadin g works in LabVIEW

¢ Understand how to optimize multithreaded tasks in

your VIs
LV AdvI 3

This course prepares you for the items listed above.
Additional optional exercises at the end of the lessons challenge you to enhance the basic

application features. Specific details regarding the program capabilities are in the relevant
exercises.

LabVIEW Advanced 1 Course Manual 3 © National Instruments Corporation



Course Non-Goals

» To teach LabVIEW basics
e To teach pro grammin g theory

e To discuss every built-in LabVIEW object, function,
or library VI

¢ The development of a complete application for any
student in the class

LV AdvI 4

It is not the purpose of this course to discuss any of the items listed above.

LabVIEW Advanced 1 Course Manual 4 © National Instruments Corporation



Course Outline

LabVIEW Memory Basics

VI Components in Memory

r

Data Types and Structures
in Memory

Multithreading Issues l

The LabVIEW Memory Management Module is a one-day course. Here is a rough timeframe
for the material covered:

LVAdvl 5

Lesson 1: LabVIEW Memory Basics

Break

Lesson 2: VI Components in Memory

Lunch

Lesson 3: Data Types and Structures in Memory
Break

Lesson 4: Multithreading in LabVIEW

LabVIEW Advanced 1 Course Manual 5 © National Instruments Corporation



Equipment Needed for this Course

LabVIEW for Windows
ver. 5.0 or later

LabVIEW Advanced |
Course Manual

LabVIEW Advanced |

Computer runnin g Windows 95/NT/98 I course disks
DAQ MIO Board | MIO Series DAQ Signal
DAQ Board Accessor y

LVAdvI 6

Items You Will Need for this Course Module:

» Computer running Windows 95/NT/98

* LabVIEW for Windows Full Development System, ver. 5.0 or later

e LabVIEW Advanced | Course Manuald disks

 MIO Series DAQ board

* DAQ Signal Accessory and cable

» Optional—A word processing application such as Notepad or Wordpad

Install the course software by inserting the first course disk and double-clicking on the file
Modulel.exe - Extract the contents of this self-extracting archive into ypur directory.

All of the files you need will be installed into tige\Exercises\LV Advl directory. The
solutions to all the exercises will be installed intodsolutions\LV Adv! directory.

LabVIEW Advanced 1 Course Manual 6 © National Instruments Corporation



LV AdvIl 7

Hands-On Exercises

Exercises reinforce
the topics presented

Each exercise shows
a finished VI after it
was run

Descriptions of how
to build the VI follow
the picture

Save exercises into
the VI library shown
here:

=
(C]
¥

=

Euercizes

I

Modl_mer.llb  memfile.txt Logdata.txt

LabVIEW Advanced 1 Course Manual
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Lesson 1
LabVIEW Memory Basics

You Will Learn:

A. Some basic issues about LabVIEW and
memory use

B. Some system memory issues with LabVIEW

o

About the memory components of a VI
D. Ways to monitor memory use in LabVIEW

LVAdvI 8

Introduction

This lesson gives an introduction to computer memory use with LabVIEW.
Because LabVIEW handles memory management for you, it is important to
know how and when memory is allocated. LabVIEW contains many tools,
utilities, and examples to help you monitor computer memory use.

LabVIEW Advanced 1 Course Manual 8 © National Instruments Corporation



Why Talk About LabVIEW
Memory Management?

* LabVIEW handles memory allocation for you
— No allocating or freeing memory
— No array bounds-checking

» Because memory allocation is automatic, you
have less control over when it happens

» The most common and most mysterious reason
for poor performance of VIs in LabVIEW relates
to memory usage

LV AdvI 9

A. Introduction to LabVIEW and Memory

In conventional C, C++, or Pascal programming, memory allocation,

reallocation, and deallocation are the cause of many bugs and performance
bottlenecks. In C, for example, you explicitly allocate memory (with the

malloc()  function), and must remember to deallocate it when you are through
using it. No bounds checking exists when you write to this memory, so you must
add your own tests to make sure you do not corrupt memory. (That is why
people make money sellimgalloc -debugging libraries.)

LabVIEW takes care of most of these memory details. The memory allocation
still happens; it is just not explicit on the LabVIEW diagram. So why talk about
memory issues at all if LabVIEW already does it for you?

Because LabVIEW handles the memory allocation and deallocation behind the
scenes, you do not have as much control over memory management. If you have
a LabVIEW application or VI that runs out of memory, you may not know where

to start fixing the problems. The purpose of this course is to teach you how
LabVIEW handles memory and show you what aspects you can control and

ways to optimize the aspects you cannot control. Also, an understanding of how
to minimize memory usage can help to increase VI execution speeds, because
memory allocation and copying data can take a considerable amount of time.

LabVIEW Advanced 1 Course Manual 9 © National Instruments Corporation
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The Best Way to Improve Memory Usage
Is to Use Good Programming Style

The G Programmin g Reference Manual , Chapter 28 -

Performance Issues

The LabVIEW User Manual, Chapter 28 - Pro gram Design

The LabVIEW with St yle document by Gary W. Johnson and
Meg Kay

LabVIEW Application and Technical Notes

LabVIEW Technical Resource (LTR) Newsletter

LabVIEW Graphical Pro grammin g by Gary W. Johnson
LabVIEW for Ever yone by Lisa K. Wells and Jeffrey Travis

Presentations by LabVIEW Software Engineers at LabVIEW
User Group Meetings, NI User Symposia, and NI Developers’
Conferences

Good Programming Style

The best way to improve LabVIEW memory usage is to use good
programming style. This course will be specifically focused on memory
use and will show some good programming techniques. Several other
references where you can get more information about good programming
style with LabVIEW are listed on the slide above. You can find more
information about obtaining any of these references from the NI Web page
at http://www.natinst.com

The G Programming Reference Manu@hapter 28—Performance
Issueddiscusses program execution speed and memory use.

ThelLabVIEW User ManualChapter 28—Program Desigliscusses
good programming style and methods of writing VIs.

TheLabVIEW with Styl&ook by Gary W. Johnson and Meg Kay
includes tips and techniques for building LabVIEW applications. You
can obtain this document from National Instruments via any of the
support options listed near the beginning of this course manual.

The LabVIEW Application Notes and Technical Notes contain
information regarding memory management, multithreading, and good
programming style. You can obtain these from National Instruments
using any of the support options listed in the beginning of this course
manual.

LabVIEW Advanced 1 Course Manual 10 © National Instruments Corporation



* TheLabVIEW Technical Resource (LTR)a quarterly newsletter circulated
by LabVIEW consultants and includes articles on all aspects of LabVIEW
programming. A diskette is included with each issue and contains all of the
VIs discussed in that newsletter. (For more information, contact LTR
Publishing at (214) 706-0587, fax (214) 706-0506, e-niai@Itrpub.com
web: www.ltrpub.com.)

e LabVIEW Graphical Programminigy Gary W. Johnson is a book about
programming with LabVIEW. It includes many application descriptions and
discussions on programming techniques. McGraw-Hill publishes this book
and its ISBN is 0-07-032915-X.

» LabVIEW for Everyonby Lisa K. Wells and Jeffrey Travis is a beginner’'s
guide to LabVIEW programming. It is published by Prentice Hall and has
the ISBN 0-13-268194-3.

* The LabVIEW software and applications engineers give presentations at

LabVIEW user group meetings, The National Instruments User Symposia,
and the National Instruments Developer Conferences.

LabVIEW Advanced 1 Course Manual 11 © National Instruments Corporation



LabVIEW Memory

e Windows/Sun/HP-UX
—Memory allocated dynamically as needed

» Macintosh
— Assign memory size using Get Info...
—Memory block allocated at launch time

— Fragmentation; be aware of other
applications running

LV AdvI 12

B. LabVIEW Memory

This section discusses how LabVIEW allocates memory when it launches and the
LabVIEW components that use memory.

Windows/Sun/HP-UX

LabVIEW allocates a single block of memory when it is launched. When you
load a VI, its components are loaded into this block of memory. Likewise, when
you run a VI, all the memory that it manipulates is allocated from this block.
When LabVIEW is low on memory, more memory is dynamically allocated
through the operating system. This process is transparent to the user.

Macintosh/Power Macintosh

LabVIEW allocates a single block of memory at launch time, out of which all
subsequent allocations are performed. You configure the amount of memory that
LabVIEW allocates at launch time in tfet Info option from theFile menu in

the Finder. Note that if LabVIEW runs out of memory, it cannot increase the

size of this memory pool. Therefore, you should set this parameter as large as

possible.

LabVIEW Advanced 1 Course Manual 12 © National Instruments Corporation



System Memory Issues

e Virtual memory
— Uses hard drive as RAM
— Can help to run lar ger applications

— Managed automatically in
Windows 95/NT/98, Sun, and HP-UX

— User must confi gure for Windows 3.x,
Macintosh, and Power Macintosh

— Not recommended for applications with
critical time constraints

LV AdvI 13

Virtual Memory

If you have a machine with a limited amount of memory, you may want to
consider using virtual memory to increase the amount of memory available for
applications. Virtual memory is a capability of your operating system by which
it uses available disk space for RAM storage. If you allocate a large amount of
virtual memory, applications perceive this as memory that is generally available
for storage.

Windows 95/NT/98, Sun, and HP-UX automatically manage virtual memory
allocation. In Windows 3.x, you allocate virtual memory in38é Enhanced
program located in th€ontrol Panel of theMain program group. On the
Macintosh, you allocate virtual memory using Miemory device in the Control
Panel folder.

LabVIEW does not differentiate between RAM and virtual memory. The
operating system hides the fact that the memory is virtual. However, accessing
data stored in virtual memory is much slower than accessing data stored in
physical RAM. With virtual memory, you may occasionally notice more

sluggish performance, when memory is swapped to and from the hard disk by the
operating system. Virtual memory can help run larger applications, but it is
probably not appropriate for applications that have critical time constraints.

LabVIEW Advanced 1 Course Manual 13 © National Instruments Corporation



VI Data Structures in Memory

Front | Block
Panel | Diagram

Code Data
Space
Front Panel Data Space
Block Diagram » Control/indicator values
Code » Default data
Block diagram constant

e Diagram compiled

into machine code data

» Dynamically defined data

LV AdvI 14

C. VI Components

VIs have four main conceptual components: the front panel, the block diagram,
the icon, and the connector pane. However, these are not the VI components we
will discuss in respect to memory use in LabVIEW.

The four VI structure components listed above (front panel, block diagram,
compiled code, and data space) are the four major components in memory. You
never actually see the code, and you see the data only when it is represented on
the front panel. There are many other minor components to a VI, such as the
icons, descriptions, and so on, but these are small compared to the “big four”
listed above.

LabVIEW Advanced 1 Course Manual 14 © National Instruments Corporation



When a VI Is Loaded into Memory

e Data is always loaded

» Code is loaded if platforms match
(68K, PPC, Win 95/NT/98, SPARC, HP-UX)

e Panel and Dia gram are loaded if needed
(recompilin g)

Front Block Front Block
Panel |Diagram > Panel |Diagram
Data Data
Code Space Code Space
Main VI SubVI

Always in memor y

|:| Resident sometimes
LV AdvI 15

When you open a VI, LabVIEW loads the front panel, the code (if it matches the
platform), and the data for the VI into memory. If the VI needs to be recompiled because
of a change in platform or in the interface to a subVI, LabVIEW loads the diagram into
memory as well.

Therefore, LabVIEW loads only the structure components it needs into memory, and
other parts are loaded later as needed. For example, a typical subVI has just its code and
data loaded when its parent VI is loaded. If you go to the parent’s diagram and double-
click on the subVI, the subVI panel will be loaded into memory. If you then select

“Show Diagram,” the subVI diagram will load into memory.

As shown above, you can save memory by converting some of your VI components into
subVis. If you create a single, large VI with no subVIs, you end up with the front panel,
code, and data for that top-level VI in memory. If the VI is broken into subViIs, the code
for the top-level VI is smaller, and only the code and data of the subVIs are in memory.
In some cases, you may actually see lower run-time memory usage because the data
space in subVIs can be reused if the subVI is not running. You may also find that
massive VIs take longer to edit. You do not see this problem as much if you break your
VI into subVls, because the LabVIEW editor can handle smaller VIs more efficiently.
This is in addition to the fact that a more hierarchical organization to your Vis is
generally easier to maintain and read.

LabVIEW has a variety of reasons for needing to load various parts of a VI. These are
discussed in the next lesson.

LabVIEW Advanced 1 Course Manual 15 © National Instruments Corporation



Monitoring Memory Usage

About LabVIEW... (Help Menu)

| LabVIEW 5.0

.. Graphical Programming
for Instrumentation

Thiz zoftware iz zold under licensing agreement for uge Cryztal Drumheller
oh only ane machine at a time. Mational Instiuments

128133636

NATIONAL
INSTRUMENTS'

The Software is the Instrument™
© Copyright 1998. All rights reserved.

o

H
5
[+
4
@

Memary Allocated: 484K

Wersion 5.0 - Click in window to continue.

Patert Information: Zatent No. 4,914 568 - US Patent No. 5,301,336 - S Patent Mo, 5,301,301 - US Paten!

LV AdvI 16

D. Ways to Monitor Memory Use

Before you can begin to use memory more efficiently or understand how
LabVIEW uses memory, you need to be able to monitor LabVIEW
memory usage. LabVIEW includes several tools and utilities you can use
to figure out how much memory is being used. We will discuss each of
them here and you will be using these different methods throughout the
course to examine how memory gets allocated and deallocated.

About LabVIEW...

To determine how much total memory LabVIEW has allocated from the
operating system, you can select imut LabVIEW... option from the
Help menu. The memory value that appears includes memory for Vis as
well as memory that LabVIEW uses. You can check this amount before
and after execution of a set of VIs to get an idea of how much memory is
being used. The About LabVIEW box is shown in the slide above and
indicates that LabVIEW has allocated about 3.5 MB of memory from the
operating system.

LabVIEW Advanced 1 Course Manual 16 © National Instruments Corporation



Monitoring Memory Usage

Show VI Info... (Windows Menu)

Mame:  Temperature System Demo.vi Locking and Password Status:

Path  C:%Program FilessM ational Instrumentsh 7% Unlocked [no password)
LabIEwWNERAMPLESYAPPSY ¥ Locked [no password)
tempsys. IBhT emperature Spstem

Explain... |

Current Revision: 4

7 Password-pratected

Drezcription

Temperature System Demo.vi demonstiates a temperature analysis application. This'/l reads |«
a simulated temperature; alarms if it is outside a given range; perfoime a statistical mean,

standard deviation, and histogram of the temperature history |
/—L\ :
/—Memmy Usage:

Resources: - Front Panel: 23.0K
Block Diagram: 38.8K
Code: 353K
N Data; 408K
\ Total ~138.0K
1] Cancel |
LV AdvI 17
Show VI Info...

You can use th8how VI Info... option from théNindows menu as shown

above to get a breakdown of the memory usage for a specific VI. The left
column summarizes memory used for resources, and the right column
summarizes how much RAM is being used for the various structure components
of the VI. Note that the information does not include memory usage of subViIs.

LabVIEW Advanced 1 Course Manual 17 © National Instruments Corporation



Monitoring Memory Usage
LabVIEW Profile Window (Project Menu)

Continue I Srvaehad Save | Fieset | Display Optians
™ Timing Statistics
™ Timing Details
B V' Memory Usage
Avg Bytes Mit Bytes tax Bytes La
Subtl 20 Circular Buffer.wi 26433 28000 26704
Sequence Checker.vi 1712 1712 1738
Process Shift Detecharwi 2170 2170 2178
Check Control Limits. vi 1252 1292 1308
Subl auta-check ¥-bar & B Chart.vi 3774 98 4380)
General Histogram.vi 2582 2582 2h82
Sub| Flag Process Shift i 326 3119 3TF
Sub| incr Histogram, vi 1826 1826 1826
_ bl check bing.vi 1188 1188 1188
H-bar & R Chart.wi 4780 4396 5164
extract chtrl limit zamples.wi 1441 1378 1608
Wertical Bar Graph.wi 2044 2044 2044 -
pi | ol

LV AdvI 18

Profile Window

LabVIEW 4.0 introduced a new utility for monitoring memory use. The Profile
window displays the performance information for all VIs in memory in an
interactive tabular format. From that window, you can choose the type of
information to gather and sort the information by category. You can also monitor
subVI performance within different VIs. To show the Profile window, select
ShowProfile Window from theProject menu. The window will appear as

shown above.

You can view the profiling statistics for the memory use of each VI in memory as
well as the timing information for VI execution. This course will concentrate
upon the memory statistics. To collect memory statistics with the Profile window,
you must select throfile Memory Usageoption before starting the profiling
session. You can also select Memory Usageoption after starting the Profiler

to collect additional memory information.

Note: Collecting information about VI memory usage adds a significant amount of overhead
to VI execution, which affects the accuracy of any timing statistics you gather during the
profiling session. Therefore, you should perform memory profiling separate from time
profiling.

LabVIEW Advanced 1 Course Manual 18 © National Instruments Corporation



The Profile window displays two sets of memory usage data. One set of data
shows the number of bytes of memory used, and the other shows the blocks of
memory. Recall that LabVIEW stores data such as arrays, strings, and paths in
contiguous blocks of memory. If a VI uses a large number of blocks of memory,
the memory can fragment, which degrades LabVIEW performance in general —
not just VI execution.

The Average Bytes statistic shows the average number of bytes of memory used
by a VI's data space during a single execution. Min Bytes and Max Bytes
represent the least and greatest amount of memory used by a VI during an
individual run. Average Blocks indicates how many blocks of memory a VI
needs on average, while the Min Blocks and Max Blocks show the fewest and
greatest number of blocks of memory used by a VI during an individual run.

LabVIEW Advanced 1 Course Manual 19 © National Instruments Corporation



Exercise 1-1

Students open the Temperature System Example
and use the various memory monitoring tools

Time to complete: 20 min.

LV Adv I 20
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Summary

» Because LabVIEW handles memor y management for you, it
is difficult to know when memor Yy is allocated.

* Good pro grammin g style in LabVIEW will improve memor vy
usage.

¢ LabVIEW uses memor Y in physical RAM, virtual memor vy, or
a combination of the two, as defined b y the operatin g
system.

* The four main data structure components that use memor y
in LabVIEW are the front panel, block dia gram, compiled
code, and data space.

e LabVIEW includes several memor y monitorin g tools and
utilities.

e The Profile Window gives the most accurate memor y values
for the data space, but it does not report the size of the
other components.
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Lesson 2
VI Components in Memory

You Will Learn:

A. How the front panel and the block dia gram
use memory

B. How the compiled code uses memory

O

How the data space uses memory
D. About the importance of usin g subVIs
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Introduction

This lesson discusses the data structure components of a VI in LabVIEW and the
memory use of each component. You will also learn methods of controlling and
optimizing memory use by modularizing your VIs into subViIs.
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Front Block
Front Panel Memory Panel | Diagram
Data
Code Space

Controls and indicators have their own copy of data,
so that front panel editing of data does not interfere
with computations in the diagram

input array output array
U = O e outpLt arra
= A 408 [oB1] Er [oEL]
*[3a 70 [FF70
=] 543
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A. Front Panel and Block Diagram

The front panel and the block diagram are the two main windows and
components of a VI. This section describes the memory use for each part and
how you can modify the panel and diagram to optimize memory use.

Front Panel Memory Usage

The front panel of a VI is the user interface to that LabVIEW program.

Controls and indicators have their own copy of data, so that your editing of front
panel data does not interfere with computations in the diagram. Likewise, data
is protected in the case of indicators so that they can reliably display the
previous contents until they receive new data. The data in controls and
indicators are calledperate databecause the information is updated when you
operate the VI. Data in the diagram is cakledcute databecause it is defined

or updated when the VI executes, or runs.

Consider the panel and diagram shown above. The control and indicator each
have a copy of the operate data. The diagram has only one execute data
buffer—the data from the Input Array control. The Increment function operates
on that buffer, and the output wire from the Increment then passes its execute
data to the operate data of the Output Array indicator.

When you move the previous code to a subVI, copies are not necessarily made
for the controls and indicators on the subVI front panel. The number of data
buffers remains constant. Thus, you generally do not pay a penalty in memory
use for moving things into subVIs in LabVIEW.
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Operate Data is in memory when:

» Front panel is open*
* VI has not been saved*
» Panel uses front panel datalogging
» Panel uses front panel data printing*
» Diagram uses attribute nodes*
» Panel uses “Suspend” data range checking
* Local variables write/read “operate data”
» Panels set up to display when called are not
set to Close if Originally Closed*
*The entire front panel will be in memory
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Front panel controls and indicators keep their operate data when the panel resides
in memory. The entire front panel of a VI or subVI is kept in memory when:

* The front panel is open.

* The VI has not been saved after being created or edited.

» The diagram uses attribute nodes. Many attributes such as colors and
numeric formatting operate on data structures that exist in the front panel
memory, so the panel is kept in memory.

* Front panel dataprinting is enabled. Printing needs the panel in memory, so
dataprinting (where the panel is printed after each execution of the VI) causes
the panel always to be loaded. This way, LabVIEW does not need to load
and dispose the panel constantly during dataprinting.

In the following situations, the front panel is not in memory, but LabVIEW still
copies execute data to the operate data whenever data is sent to a front panel
terminal. Note that these are cases where just the data for panel controls and
indicators are copied:

* When there is a control on the panel that might suspend the VI because of
data range checking. That way, if the panel does open, LabVIEW will be
displaying the proper data on the controls and indicators.

* When front panel datalogging is enabled. Datalogging writes the operate
data to disk, so LabVIEW must copy the execute data to the operate data for
datalogging.

» Local variables are used.
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Front Block
Panel | Diagram

Block Diagram Memory

Data

Code Space

Diagram data is called “Execute Data”
Diagram takes up memory when:
* Diagram is open
* VI has been moved to another platform
* VI has been chan ged but not saved
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Block Diagram Memory Use

The block diagram for a VI is the source code or flow chart of how a VI works
and is one of the larger components in memory. The block diagram of a VI will
reside in memory when:

* The diagram is open.
* The VI has been moved to another platform.
* The VI has been changed but not saved.

The second two situations lead to the same result — LabVIEW needs to recompile
the block diagram into machine code before the diagram can be taken out of
memory.

As previously mentioned, front panel controls and indicator®peeatedata,

and the compiled diagram uses=cutedata. When panel controls are read,

operate data is injected into the execution system, and execute data is sent to the
panel to update indicators. LabVIEW accomplishes this by copying operate data
to execute data and vice-versa.

Because the diagram is one of the larger components of a VI, saving and closing
the diagram will free memory.
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Exercise 2-1

Students will create the Using Panel Memory VI
and examine how the operate and
execute data use memory

Time to complete: 20 min.
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Front Block
Panel | Diagram

Code Memory

Data

Code Space

» The compiled code for all subVIs are in memory
when the main VI is in memory.

» Consider dynamically loading and unloading the
VIs using the VI Server capability.

— Frees both the memory used for the VI code
as well as the data the ViIs referenced.
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B. LabVIEW Compiled Code

The LabVIEW compiled code is the machine code that is associated with the VI.
When you load a VI into memory, the code for the main VI and all of its subVIs
will always be resident in memory. The compiled code for a VI is usually the
smallest component of the “big four.” However, if you have an application with
many subVIs (hundreds, maybe thousands), even the size of the compiled code
can be too much. An example of this is where you have a few large tests to run.
Each test is a separate VI that consists of many subVIs. The tests will be run in
sequence, and after a test is executed, it will not be run again until the program
restarts. If you are running the main program, the code for all the tests subVls
will be in memory whether or not that test is currently running.

Although this is how LabVIEW normally loads the code into memory, there is a
way for you to control what code gets loaded and when. LabVIEW has the
capability to dynamically load a VI into memory. This is called the VI Server
and is discussed in detail in second module of this couvedule 2:

Connectivity
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Front

Block

Panel | Diagram
Data Space Memory
Code Data
Space

Functions take inputs and produce outputs
Each wire corresponds to a buffer

In some cases, a wire may share data with a
wire upstream

In the following example, the output array is
stored in the same buffer as the input array

LV AdvI 28

C. LabVIEW Data Space

As you know, LabVIEW executes code accordingata flowprogramming. In

data flow programming, variables are not usually used. Data flow models
describe nodes as consuming data inputs and producing data outputs. A literal
implementation of this model would produce applications that allocate a new
data buffer for each wire in a LabVIEW diagram. This can use very large
amounts of memory and have sluggish performance because every function
would produce a copy of data for every destination to which an output is passed.
LabVIEW improves on this implementation by attempting to determine when
memory can be reused, and by looking at the destinations of an output to
determine whether it is necessary to make copies for each individual terminal.

For example, if LabVIEW took a more traditional approach (as it did in early
versions of LabVIEW), the diagram above would use two blocks of data

memory, one for the input and one for the output.
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Execute Data and Buffer Use

» LabVIEW tries to minimize the number of data
buffers needed
— Functions that just read data do not need to cop v it:

=
4
i |

__J
Data space

memory ~ 4 KB Index Array
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Reusing memory buffers

Suppose the input array to an operation and the output array contain the same
number of elements, and the data type for both arrays is the same. The
incoming array is represented in memory as a buffer of data. If LabVIEW
reuses the input buffer for the output array rather than creating a new buffer,
memory is saved. The operation might also run faster because no memory
allocation needs to take place during VI execution. LabVIEW tries to

minimize the number of data buffers needed during VI execution as described.
Consider the diagram shown in the slide above.

There are two different kinds of operations that a LabVIEW function can do to
an input array buffer — it can change the data in that array or it can just read the
data array. Functions that just read the data do not need to copy it. The Index
Array function does not alter the data in the array, so the three Index Array
functions above share the same input buffer. Therefore, only one copy of the
array exists in memory. Because the representation is 132 (4 bytes per value),
the buffer will use 4 KB of memory.
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Buffer Reuse Cannot Always Occur
* If multiple destinations want to modify incomin g

data, only one can reuse the buffer while the others
copy the buffer
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Data space

memory ~ 12 KB Replace Amay Element
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Unable to reuse buffers

If a function modifies an input array buffer and that input array is not used
elsewhere in the diagram, that function can reuse the input buffer for the output
data. However, if multiple functions modify incoming data, only one can reuse

the original data buffer while the others copy the buffer. Consider the diagram
shown above.

A single source of data is being passed to multiple destinations. The
destinations, Replace Array Element functions, modify the data to produce
resulting arrays. In this case, LabVIEW creates new data buffers for the
functions. If each function made its own copy, it would use 16 KB, but
LabVIEW recognizes that one function can reuse its input buffer. This diagram
uses about 12 KB (4 KB for the original array and 4 KB for each of the extra two
data buffers at markers 1, 2, and 3 in the diagram above). Also, there is no way
to know which buffer (1, 2, or 3) is the original data buffer or one of the copies.
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Execute Data and Execution Order

* Functions that read can sometimes be
scheduled to run before functions that modify:

Replace Aray Elerment

4K, bufer
]
A p—
0]
[ndex Arra
EJJ E—— |
ol
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Order of execution

LabVIEW has its own execution scheduler and will run nodes in any order as
long as all the inputs to a node are available. Because LabVIEW decides the
order of execution of functions that have no data dependency, LabVIEW
attempts to order the execution to minimize memory usage.

Consider the diagram shown in the slide above. If the Replace Array Element
function executes first, this diagram takes 8 KB of data space memory. If the
Index Array function executes first, the diagram takes 4 KB of memory, so
LabVIEW chooses to have the Index Array function execute first.
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Buffer Reuse Prefers Top Inputs

~24 KB of
data space
memory used

ElE!
[pBL]

—1 ~32 KB of
wey| data space
memory used
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When LabVIEW reuses memory buffers, it prefers to use the top inputs.
Examine two diagrams that perform similar functions in the slide above.

The first diagram needs only two buffers of memory, as indicated by the

markers to perform the calculation. The first input array and the output of the
Add and Multiply functions are placed into one buffer and the other holds the
second input array. The second diagram shows the same equation implemented
differently. This version takes an additional buffer, because LabVIEW

observes that the output of the Add cannot reuse the first input array because it
is needed by the Multiply function. Therefore, LabVIEW creates a new buffer

for the output of the Add function, as indicated by the markers.
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Buffer Reuse Prevails

ana
[oBL]

~16 KB of data space memory used
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From the previous example, it appears that LabVIEW can reuse only the top
inputs of arithmetic functions. However, if the top input is scalar and the second
input is an array, the output of the Add will reuse the array buffer. So the
diagram above uses only one array buffer for the execute data.

Now you have an understanding of how LabVIEW allocates memory and reuses
memory buffers. Lesson Bata Types and Structures in Memonyill cover in
more detail how large data sets such as arrays, strings, and clusters use memory.
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Exercise 2-2

Build the dia grams mentioned in the previous section
(the last 6 slides) and verify the memory use of each VI.

Time to complete: 30 min.
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SubVIs Reduce Memory Use

» Major components get smaller
« Fewer components in memory

e LabVIEW reclaims memory from
nonrunning subVls

* Need for intermediate buffers is removed

e SubVI can reuse memory from its caller
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D. The Importance of SubVIs

Now that you know how LabVIEW breaks a VI into components and have
observed how those components affect memory use, this section describes the
most effective way to optimize memory use and show good programming style —
by using subVis.

In most cases, subVIs reduce memory use in a LabVIEW application because:

— The four VI components get smaller as a VI is made modular with
subVils.

— More of the VI components can be taken out of memory.

— LabVIEW can “reclaim” memory buffers in subVIs that are not
currently running.

— Common operations placed inside a subVI reduce the need for
intermediate buffers.

— A subVI can reuse the data buffers from its caller.

Encapsulating a common operation in a subVI avoids reproducing intermediate
buffers in each instance where the action is performed. For example, consider an
operation where you read an entire file and return a single line. If you avoid
subVIs and perform this operation in several locations, each location will have a
copy of the entire string as well as the single line. If you create a subVI that
reads the file and returns the desired line, you will have only one instance in
memory of the file string, but each call will still be able to get the desired line.
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Example: Replacing an Array Element
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A subVI can reuse the data buffers from its caller as easily as if the subVI's
diagram were duplicated at the top level. See the diagrams in the slide above.

Because the Replace Array Element function always reuses its input buffer for its
output, placing this function inside a subVI does not change the memory use.
The example shown above is not a practical nor a recommended way to use
subVIls, because you would not make a subVI out of a single function. However,
the point of this example is that if a block of code reuses data buffers, and if that
block of code is placed into a subVI, the subVI would reuse data buffers as if it
were still part of the main block diagram.
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Unwired Outputs Do Not Use Memory
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This diagram uses 16 KB of memory

Some functions do not run if their output
Is not wired

L1000k
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If the output for a VI or function is not wired, the memory for that output is not
allocated. LabVIEW does not run some functions if their outputs are not wired.
The reason is that if the output from a function is not wired to anything, that data
is no longer needed, and the function that generates that data does not need to
execute.

In the top diagram shown above, the Sine & Cosine function generates a sine
array and a cosine array, and only the sine array is wired. Because the cosine
array is not wired, the buffer of data is not generated. In the bottom diagram, the
Multiply function does not run because its output array is not wired.

In previous versions of LabVIEW (before 5.0), data buffers were allocated for
outputs whether they were wired or not. Therefore, when using older versions of
LabVIEW, do not output arrays or other large data types from subViIs if you do
not plan to wire them. Also, try to use a different function (the Sine function in
the situation above) that does not produce unwanted array buffers.
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Default Data in SubVI Panel Controls
ASCI Input
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Default Data in SubVIs Use Memory

Data in controls and indicators saved as default make an extra copy of that data
in memory and will be part of the VI as it is saved on disk. Large strings and
arrays, data in graphs and charts, large chart history lengths, and other such data
in controls and indicators use the most memory. When you are developing an
application, using default data in the controls and indicators is useful for testing
the VI stand-alone. This works well for debugging purposes, but once the VI is
tested, remove all the default data unless you need it.
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Reentrancy in SubVls

*Reentrancy enabled
subVI subV] subVI subVI

VA

Data Space Data Space

» Separate data space for each instance of subVI

e Memory monitoring tools do not report
information for Reentrant Vis
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How Does Reentrancy Affect SubVl Memory Use?

Another setting you should remember when you are concerned with memory use
in a subVI is thdReentrant Executionoption in the VI Setup. Reentrancy is

used to create a new data space for each instance of the VI. This means that if
your data space is already very large, you will get a copy of it if you have
Reentrancy enabled.

The memory monitoring tools in LabVIEW do not report information on
reentrant VIs. So you must keep track which subVIs have this feature enabled.
Reentrancy is usually used when you are calling a subVI in different locations at
the same time and that subVI is storing data in an uninitialized shift register
between each call. Otherwise, you may not need to configure subVIs for
reentrant execution.
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Exercise 2-3

Students will modify the Using Memory VI
to reduce the memory it uses.

Time to complete: 25 min.
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Summary

» Controls and indicators on open panels keepacop vy of the
data the y displa'y in memor y.

 Attribute Nodes cause the front panel of a subVI to remain in
memor y whether or not that panel is displa yed. The data
printin g option also keeps the panel in memor .

» Suspend data ran ge checkin g and the data lo gging option
make copies of the operate data in memor .

» LabVIEW reuses existin g data buffers rather than allocatin g a
new buffer when it can.

» Using subVlisin your applications can reduce memor Yy use
because LabVIEW can reclaim buffers from subVIls that are
not runnin g.

» Unwired outputs of functions and subVIs do not have
memor y buffers allocated to them. Some functions do not
run if their outputs are not wired.
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Summary Continued

» Default data in front panel controls and indicators make an
extra cop y of the data in memor .

* Reentrant VIs have a cop y of their data space memor vy for
each instance of the VI.
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Lesson 3
Data Types and Structures in Memory

You Will Learn :

How data type conversions use memory
How arrays and strin gs use memory

How complicated data types use memory
How local and global variables use memory

moo w2

What alternatives exist for local and  global
variables

F. How LabVIEW structures use memory
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Introduction

This lesson will discuss the different data types in LabVIEW and how each uses
memory. Converting data from one type to another causes copies of that data in
memory. Larger data structures such as arrays, strings, and clusters can use more
memory than expected because of the way LabVIEW creates and stores those
structures. Local and global variables can create extra copies of data, but this can
be avoided when they are used correctly. You will see how you can use
alternatives to locals and globals in your VIs. Finally, the different structures —
loops, cases, and sequences — sometimes affect memory.

LabVIEW Advanced 1 Course Manual 43 © National Instruments Corporation



Type Conversion

» Type conversions require extra time and memory
» Consistent data types reduce conversions
» Type Cast function generates copies

» Changes in wire color and coercion dots signal
type conversions

[&rray To Spreadshest Sting]  [Type Cast] [T Single Precision Float] [Ta Fractional|
B L=
v filo. ooy
o
Boolean To [0.1
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A. Type Conversions

Data you acquire with LabVIEW can come from many different places and in
many different formats. For example, you can acquire strings from serial, GPIB,
or VXI instruments, strings from files, and arrays and binary data from plug-in
data acquisition boards and other applications or devices. This data usually must
be converted to another type so it can be displayed on a graph, written to another
device, or written to a file. Therefore, some part of every LabVIEW diagram is
used for type conversion. There are two kinds of type conversions:

« Explicit conversionsfrom theNumeric » Conversionsubpalette.

» Implicit conversionswhen types get promoted to “wider” types (for
example, in binary operations involving different data types) or otherwise
coerced to a particular data type.

Type conversions add overhead because they take extra time to convert the data
and extra memory to store the new buffers. To avoid extra type conversions, you
should try to be as consistent as possible when choosing which data types to use.
Functions for performing different data conversions are shown in the slide above.

Type conversions are detected by a change in wire color from the input of a
function to the output or a coercion dot as a wire enters a function. Whenever
you see either of these situations, a copy of that data buffer is made in memory to
retain the new data type after the conversion. All of the functions shown above
create a copy of the input data buffers to produce the output data.
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Use Consistent Data Types and
Avoid Coercions

» Passin g an array of a different numeric
representation causes a type conversion and an
extra copy of the data

array of 116
E. ara -:_uf DEL

B 1 e f— [DBL] |
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The diagram above showsaercion dotas an array of 16-bit integers is wired to

a subVI that expects an array of double-precision floats. Coercion dots indicate
that the data representation in the wire does not match what the function or subViI
uses. The dot means that LabVIEW has automatically performed a type
conversion, and an extra copy of that data is in memory.

By keeping your data types consistent and removing coercion dots, you can
improve your memory use. However, if all the coercion dots are on scalar
values, it will take many copies to use any noticeable amount of memory.

Coercion dots are gray by default as in the diagram shown above, but you may
consider selectingreferencesrom theEdit menu andColors and choosing
another color such as bright red as the coercion dot color. This way, you will
more easily see the dots on your diagrams to remove them. Because coercion
dots copy the data in memory, eliminating them saves memory and time.
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Avoid Coercion Dots - cont.

This uses 160 KB of memory:

10000

[double precizion value|

This uses 400 KB of memory:
10000

e 20k arrai

[oBL] |

,

extended precision value
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Consider the first diagram shown above. The total data space for this VI is
160 KB. One 80 KB buffer is used for the entire execution data and another
80 KB is for the operate data to be displayed in the front panel indicator array.

Now consider the second diagram above that contains coercion dots. Although
this diagram performs the exact same operation on the array, it uses significantly
more memory — 400 KB. The array of double-precision random numbers gets
coerced to an extended-precision array at the Multiply and then coerced back to a
double-precision array to be displayed on the front panel. This is broken

down as:

80 KB for the array output from the For Loop

» 160* KB for the coercion dot on the Multiply and extended output
80 KB for the output coercion dot

80 KB for the operate data of the array

Therefore, if you keep a consistent numeric representation of double-precision
float, the coercion dots are eliminated and you save up to 240 KB of memory.

Note: When extended-precision numbers are saved to disk, LabVIEW stores
them in a platform-independent 16-byte format. In memory, the size and
precision vary depending on the platform:

Windows: 80 bits (10 bytes)

68K Macintosh: 96 bits (12 bytes)

Power Macintosh:  two DBLs put together (16 bytes)

Sun: 128 bits (16 bytes)

HP-UX: same as DBL (8 bytes)
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Use Consistent Data Types

Example 1 Example 2
IEC] gy P ITT] [GoT DB {fon]
..... e e

Examples 1 and 2 are equivalent.

Example 3 Example 4
[Eel o] (e HOBD {3 font]
[oe—=—1 LI [Eer]—— l> ...... [ooL]

Examples 3 and 4 are not equivalent. Example 4 does
the conversion only once, saving time and memory.
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Remove Coercion Dots Intelligently

You can spend a significant amount of time trying to remove each and every
coercion dot to save memory. This is not practical and often is unnecessary.
Consider the diagrams shown above.

Examples 1 and 2 use the same amount of memory, but their performance is not
identical. Example 1 executes slightly faster than Example 2 because it has one
less function to run. Coercion dots are faster than the To DBL function. The
choice between Example 1 and Example 2 should be based on personal
programming style, not performance. Some people also prefer the coercion dot
to the explicit conversion because it takes less diagram space. Examples 3 and 4
above are not equivalent. In Example 4, the conversion is done only once, saving
time and memory.
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Effective Use of Conversions

Method 1 (Incorrect) Method 2 (Incorrect)

1000 1000 p—
: 8 KB, 4 KB iC 4 KB

nﬁ FF copp i €] FP copy ol €

JELAN [561] ]

4 KB 700 4 KB

1000

1000

1000

12 KB total

Where you do the data type conversions is also important. Consider the
diagrams above.

These diagrams show how to save memory by converting data to a smaller
representation. Method 1 uses 24 KB of data space broken down as 8 KB for
Array A and 8 KB for Array B. Array A’s memory is reused after the
multiplication. The coercion dot at C on the indicator terminal uses 4 KB, plus

4 KB for the front panel indicator. Method 2 uses even more (28 KB) data space
memory because the conversion functions create extra buffers for arrays C and
D. Method 3 is the preferred method because it uses only 12 KB of data space
memory; the type conversions are done inside the For Loops and the extra copy
is a scalar value rather than an array.

Scalars do not use much memory; for example, 8 bytes for a double-precision
floating point value. Therefore, when you are trying to optimize a VI for
memory use, do not concentrate on scalar values (even if they have coercion
dots). Arrays and strings have no size limits and can easily grow very large—
this is where the most memory use occurs in LabVIEW.
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Exercise 3-1

Students will modify the Type Conversion VI
to use consistent data types (SGL)
and use memory more efficiently.

Time to complete: 20 min.
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Arrays and Strings are Expensive

» Arrays and strings take more time and memory

« Watch for places where the size of an input array
or string is different from the size of an output
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B. Arrays and Strings

By now you have noticed that extra copies of scalars in memory do not add
much to the memory use. If you want to use memory more efficiently, you

must look at the larger data structures such as arrays and strings. LabVIEW
arrays and strings are expensive in terms of memory and time. The extra time is
used because the array and string buffers may need to be resized or moved
around in memory. This section looks at LabVIEW arrays and strings in great
detail so that you will understand how you can use them efficiently.

Building Arrays

The amount of memory used by an array equals the array size multiplied by the
number of bytes in an element. For example, a double-precision float uses

8 bytes, so a 100-element array will use 800 bytes of memory. However, this is
the final size of the array buffer. How you build the array makes a big

difference in memory use because sometimes LabVIEW does not reuse the
input buffers, and copies must be made. To use memory most efficiently, avoid
functions that change the size of a string or an array from the input to the output,
because the memory buffers cannot usually be reused for these functions.
Several functions are listed above in regard to how they reuse buffers.
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Functions that reuse data buffers include the Arithmetic functions and the
Replace Array Element. The previous lesson described some of the rules
that LabVIEW uses to determine what buffers can be reused and how the
functions run.

Functions that cannot reuse data buffers and must reallocate new memory for
their outputs include the Array Subset, Match Pattern, Transpose 2D Array, and
the conversion functions. When wires change colors from the input to the output
of a function or when the size of the output is much different than the size of the
input are some of the ways you can tell that a new buffer must be allocated.

What about the Build Array and Concatenate Strings functions?

The rules for the Build Array and the Concatenate Strings functions are more
complicated than for other functions. In older versions of LabVIEW (before
5.0), these functions always had to allocate new buffers for their output data.
Because Build Array and Concatenate Strings are frequently used inside loops,
where an array or string is built one element or character at a time, these
functions were often the source of poor performance of a VI. Reallocating
memory buffers for each iteration of a loop is very time consuming. Some
commonly used functions such as the Build Array, Concatenate Strings, and
Reshape Array were rewritten for LabVIEW 5.0 to reuse data buffers for 1D
arrays and strings. Arrays of higher dimensions will cause these functions not to
reuse buffers.
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How to Build Arrays
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The slide above shows different ways to build an array in LabVIEW and how
efficient each is based on memory use.

The best method to create an array is to use the auto-indexing feature of the For
Loop or While Loop to automatically build an array at the loop border. For
Loops are slightly more efficient because the number of iterations is preset and
the array buffer is preallocated. The While Loop must check the condition and
cannot preallocate the array buffer.

The least efficient method to create an array is to start with an empty array and
add one value each iteration of a loop with the Build Array function. This
method is quite efficient if you are building a 1D array. However, it can be
several orders of magnitude slower than any other method if the Build Array
function allocates a new data buffer for each iteration of the loop.

A very good method for building arrays one value at a time uses the Initialize
Array function to preallocate an array buffer of the correct size, and the new
elements are added to the array each iteration with the Replace Array Element
function. Because the Replace Array Element function always reuses its input
buffer, this method is much better than the previous method. The next slide
shows how you can use this method if you do not know how long the final array
will be.
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Alternative Method to Build an Array
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The diagram above shows how you can build an array if you do not know how
many iterations your loop is going to execute and you cannot use auto-indexing.
You still preallocate the array with the Initialize Array function to initialize the
shift register on the While Loop. Preallocate the array to a large size such as
1000 elements. If the loop runs more than 1000 times, you can resize the buffer
with the Build Array function to add another 1000 elements. When the loop is
finished, you resize the array to the exact size.
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Avoid Resizing Arrays and Strings
(Fragmentation)

* Free memory can become
“fragmented” as memory blocks
are allocated and deallocated

» Memory Manager performance is
related to the number of free or
allocated memory blocks

Il Allocated memory blocks

|:| Previous buffer, now free

New buffer, did not fit into
previous location
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Fragmentation

If you are calling a subVI that generates an array or string, and the size of that
array or string often changes, you may start to see slower performance. This
performance hit is caused by an internal fragmentation of the LabVIEW
memory. Arrays and strings require memory in a single contiguous block of
computer memory. If you allocate an array of 1000 bytes one time, but the
next time it is 1200 bytes, LabVIEW may be unable to place the array into the
same buffer. Other intermediate values may be allocated after the 1000-byte
array and before the 1200-byte array. This means LabVIEW must allocate a
new block of memory for the 1200-byte array, leaving a gap of 1000 bytes
behind. If the next time the subVI is called the array size is less than 1000
bytes, LabVIEW will reuse the first buffer. If the new array size is greater than
1200 bytes, yet another buffer may be allocated. The longer the VI runs and
the more the array sizes change, the more fragmented the memory becomes
until either LabVIEW or the operating system runs out of memory.

How can you reuse those empty gaps in memory? There is no direct method to
do this with LabVIEW, so you must use caution when creating and
manipulating arrays and strings. To avoid fragmentation problems with arrays,
use the Initialize Array function to define a fixed size of the largest array you
expect and then pad the array with bogus values until they are defined. You
then can search for the bogus values to resize the array to the correct length
when the VI finishes. To avoid fragmentation problems with strings, set a size
for a string and pad shorter strings with spaces (or another character) to let you
know the end of your data string.
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LabVIEW Arrays
Arrays are stored ina contiguous block of memory
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How LabVIEW Internally Stores Arrays and Strings

You may think from all the previous examples that only large arrays and strings
can cause memory problems. However, because of the way arrays and strings
are stored internally by LabVIEW in memory, even the small ones can make a
sizable dent in your computer’s memory.

As you have learned, when you create an array of numeric data in LabVIEW, the
data is stored in a contiguous block of memory. The elements in the array are
stored in adjacent memory locations; this is one reason data buffers for arrays
must be moved in memory when a larger array is allocated. In addition to storing
the data for a one-dimensional array, LabVIEW also stores the number of
elements in the array in a 32-bit integer. Therefore, the largest array you can
create would contain®21 elements. The slide above shows how LabVIEW

stores a one-dimensional array of 16-bit integers in memory.

When you create arrays containing more than one dimension, LabVIEW stores
the number of elements in each dimension in an array of 32-bit integers followed
by the data. Therefore, each dimension in the array can contain Hglto 2
elements. The slide above shows how LabVIEW stores a two-dimensional array
of 16-bit integers, with three rows and two columns.
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Boolean Arrays and Strings
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In LabVIEW 5.0 and later, Booleans are stored as 8-bit integers. A zero value is
a FALSE and a nonzero value is a TRUE. Arrays of Booleans are stored as
arrays of 8-bit integers as shown in the slide above.

Before LabVIEW 5.0, Booleans were stored as 16-bit integers. If bit 15 was set

to zero, the value was FALSE; if bit 15 was set to one, the value was TRUE.
Boolean arrays were stored as packed bits. For example, the Boolean array [T, F,
T, T] was stored as 0000 0004 BO00O. The binary encoding of a “B” is 1011.

LabVIEW stores a string in memory the same way it stores an array of unsigned
byte integers. The length of the string, a 32-bit integer, precedes the first
character in the string. Thus, the longest string you can create would contain
2311 characters, or 2 GB of information. The slide above shows how LabVIEW
stores a string in memory.
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Arrays of Strings
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Arrays of strings are not stored contiguously in memory. Instead, each string in
the array is stored in a separate place in memory, along with the size of that
string. The array itself is stored in a separate place in memory. The number of
elements is stored in a 32-bit integer first and a pointer for each string follows.
Each pointer is an Unsigned 32-bit integer that specifies the location in memory
of the beginning of each string.

Accessing data from several different memory locations can be more time-
consuming than accessing data from a contiguous block. Therefore, try to use a
single string rather than an array of strings for maximum efficiency.
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Empty Strings Use Memory

This loop uses hundreds of KB (10000
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The descriptions and tables on the past few slides tell only half the story of how
arrays and strings are stored in memory. Arrays and strings in LabVIEW are
also represented by a handle. A handle is a 4-byte pointer to a 4-byte pointer to
a relocatable, variable-length block of data (the actual values in the array or
string). Arrays and strings also have a header of 16 bytes plus another 4 bytes
for each additional dimension. Therefore, each array or string has at least

24 bytes of overhead including both the pointer and the header.

Note: The size for each dimension is part of the array and string header. The other part of
the header is a type descriptor that tells LabVIEW what data type is stored in the array.
These type descriptors are beyond the scope of this course. However, type descriptors are
discussed in Appendix A of the G Programming Reference Manual.

On the PC, the variable-length data blocks use memory in 16-byte blocks. For
example, an empty string uses 24 bytes, a string with 1 character uses 40 bytes
(24 + 16), and a string with 16 characters also uses 40 bytes (24 + 16). Also, an
array of 1000 empty strings uses 24,024 bytes (24 + 1000 * (24)). You can see
that if you have large arrays and strings, there is little handle overhead and more
data. But if you have many small arrays and strings, there is much handle
overhead and little data.
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Show VI Info..., which you have been using so far, does not show the entire
handle overhead for arrays and strings. The best approach is to estimate this
yourself.

The diagram on the previous slide shows an array of 10,000 empty strings being
created. LabVIEW reports tBhow VI Info... that the array uses 80 KB of

memory (including the copy for the front panel indicator). Each string in the
array is represented as a 4-byte pointer, and the array contains 10,000 elements,
soShow VI Info... reports that the array uses 40 KB of memory and the front
panel makes a copy of that. The pointers point to separate memory blocks that
contain the actual string data. Beca8kew VI Info... does not accurately
represent all the headers and handles used, you can estimate that the diagram
actually uses 480,000 bytes (10,000 * 24 bytes — doubled for the front panel
copy) of memory.

The Profile Window shows the number of blocks used rather than bytes, so
it is more accurate th&how VI Info... The Profile Window reports that
20,000 blocks of memory are used in the previous example (10,000 for the
operate data and 10,000 for the execute data).

Thus, an array of empty strings is hot empty when it comes to memory use. You
should avoid using a structure such as this for efficient memory use.

LabVIEW Advanced 1 Course Manual 59 © National Instruments Corporation



Exercise 3-2

Students will modify the Under/Over Threshold VI
to reduce the number of arrays generated and
use memory more efficiently.

Time to complete: 25 min.
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Exercise 3-3

Students will examine the Parsing Strings VIs that
use the Match Pattern function for searching data
strings with regard to efficient memory use.

Time to complete: 15 min.
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Complicated Data Structures
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C. Complicated Data Types

As you saw from the previous section, arrays and strings can use large
amounts of memory even if they are small. So how does LabVIEW
store complicated data types such as clusters, arrays of clusters of
objects, clusters of arrays of objects, and so on, in memory? As you
probably can guess, these structures are inefficient users of memory.
Also, keep in mind the concept of handles and headers, beshose

VI Info... does not accurately report those values.

How Clusters Are Stored in Memory

LabVIEW stores a cluster of elements of varying data types according to
the cluster order. LabVIEW stores scalar data directly in the cluster, but
cluster elements such as arrays, strings, other clusters, and paths are
stored indirectly, by handles. The cluster contains a handle that points
to the memory area in which LabVIEW actually has stored the data
element. Because of the alignment constraints of certain platforms, the
dimension size may be followed by a few bytes of padding so that the
first element of the data is correctly aligned (refer to Appendix A of the

G Programming Reference Manudal more information). How the

clusters on this and the next slide are stored in memory is shown.
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Clusters in Memory
cluster Stored in memory as:
i lugter 1
Sl Length Data Type
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=1 ﬁz_nn 4 bytes size of inner cluster 2
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In addition to the handles used for arrays and strings, the cluster size and type
descriptors for each element in a cluster are also stored in a header for the cluster.
The cluster shown in the slide above contains two inner clusters. The sizes for
each of the three clusters are embedded in memory along with the actual data and
array handle as shown. The header information containing the type descriptions is
not shown for simplicity, but you can read the description in Appendix A dbthe
Programming Reference Manualr more information. As with the arrays and
strings, the header information is not listed as part of the memory shown in the
Show VI Info... window.

An array of clusters is handled much like an array of strings, in that the array
contains handles that point to the location in memory where each cluster is stored.
The cluster may also contain handles that point to the cluster elements. You can
see how large amounts of memory could be used when so many handles and
headers are needed.
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Simple Data vs. Complicated Data
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If you are using several different data types, a cluster can be a good way
to organize the data. The slide above shows the difference between
simple and complex data types. Avoid using complicated data types
with several layers of nested structures because they are stored
inefficiently in memory and because unnecessary copies are generated
when you access individual values.

Hierarchical data structures, such as arrays of clusters containing large
arrays of clusters containing arrays and strings, cannot be efficiently
manipulated in memory. It is difficult to access and change elements
within a data structure without causing copies of the elements you are
accessing to be generated. When you index an element from an array, a
copy of that element is made. If these elements are large—as in the case
where the element itself is an array, cluster, or string—the extra copies
use more memory and more time. This may not be significant if you

plan to do it only a few times, but if your application centers around
accessing this data structure frequently, the memory and execution
overhead may add up quickly.
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Example of Complicated Data
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You can generally manipulate scalar data types very efficiently.

Likewise, you can efficiently manipulate small clusters, strings, and

arrays where the element is scalar. In the case of an array of scalars, you
need to use only one function—the Replace Array Element—to change a
value in the array. This is quite efficient because no extra copies of the
overall array are generated.

The slide above shows how many steps it takes and how many
unnecessary copies of data are generated when you access one value
inside a complicated data structure—an array of clusters of strings and
arrays.
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Example with Alternate Data Structures
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In the previous slide, each level of unbundling/indexing may result in a
copy of that data being generated; costly in terms of time and memory.
The solution is to try to make the data structures as simple as possible. In
this case, you could break the data structure into two arrays. The first
array should be the array of strings. The second array would be a 2D
array, where each row contains the results for a given test.

Notice that now you can access or change any value in either array with a
single function that does not copy the data. Try to use data structures
such as this to minimize memory use in your VIs.
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Exercise 3-4

Students will compare the Using Complicated Data
and Using Efficient Data VIs to see how to use
complicated data types efficiently.

Time to complete: 15 min.
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Local and Global Variables in LabVIEW
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D. Local and Global Variables

Local and global variables are always discussed when memory is an
issue because they do not follow the general rules of dataflow
programming. When creating subVIs using dataflow programming, you
create a connector pane that describes how data is passed to and from
the subVI. Because data is not returned from the subVI until the subVI
is finished executing, the data buffers from the output terminals of the
subVI's connector pane can reuse data buffers from the input terminals
and calling Vils.

By contrast, local and global variables can be written to or read from at
any point in a Vl—locals from within the same VI, and globals from

within all VIs currently running. Therefore, the data buffers cannot

always be reused, and new data buffers are generated depending on how
the local or global is used. This section discusses how globals and locals
use memory and how you can use them most efficiently in your
applications.
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Avoid Overusing Locals
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Local Variables

Local variables are used to read from or write to a front panel object in a VI,
regardless of whether that object is a control or an indicator. When you write
to a local variable, you are updating that front panel object. When you read
from a local variable, you are reading the current state of that front panel
object. Because the actual terminal of the front panel object is in another
location in the block diagram, some other process may be continuously writing
data to that terminal. Consequently, reading a local (or global) variable cannot
be done “in place” in memory without making copies, because the other
process that is accessing the local (or global) variable could write to the buffer
after you have read the value. This means that reading data from a local
variable creates a new buffer for the data from its associated front panel object.
If the data buffer for the extra copy is large, you will use much more memory
than intended.

Try to avoid reading local variables for large data sets. Common misuse of
local variables include avoidance of long wires in the diagram and duplication
of data in structures. Consider the diagrams shown in the slide above. In the
first diagram, a sequence structure has two frames. The first frame contains a
cluster of parameters written to an initialization subVI. The second frame
contains a local variable reading the values in the cluster and writing the
values to a file I/O subVI. An extra copy of the cluster is made because a read
local is used.
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The second diagram shows a more efficient way to perform the same task. The
terminal for the cluster is moved to outside the sequence structure. Now only
one copy of the cluster resides in memory because the tunnel at the sequence
structure is accessed by both frames.

Note: Use of a sequence local to pass the cluster from one frame to the next
does not create an extra copy of the cluster. However, the use of sequence
locals is not the most efficient use of memory nor the best programming style
for this example.

The third diagram shows the best way to perform the original task; dataflow is
used, rather than the sequence structure. Now only the original terminal for the
cluster is used for the one copy in memory, and the error cluster defines the data
flow from the initialization subVI to the file writing subVI. Another reason this
third diagram is considered the best approach is because the entire diagram is
shown at once. In the second diagram, you must change frames to see the other
half of the diagram. Also, by using error clusters, you can better track the status
of the subVIs and attend to errors at the top level.

In summary, the terminals of the front panel objects use memory more
efficiently and are better to use than locals because the wire connected to a
terminal may share a data buffer with the calling VI, whereas reading a local
variable always makes a copy of the data buffer. If you use local variables to
transfer large amounts of data from one place on the diagram to another, you
generally use more memory, and consequently have slower execution speed
than if you can transfer data using an alternative wire path. Avoid overusing
locals and be aware of when locals generate extra copies of data.
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Avoid Overusing Globals
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Global Variables

Global variables also defy the LabVIEW dataflow paradigm by allowing you to
pass data from one VI to another without a wire connection. As with local
variables, whenever you read from a global variable, a copy of the data in that
global is created. When manipulating large arrays and strings, the time and
memory needed to manipulate global variables can be considerable. This is
especially inefficient if you want to modify only a single array element and then
store the entire array. If you read from the global variable in several places in
your diagram, you may end up creating several unnecessary data buffers in
memory.

A global variable is similar to a subVI in the way it is created, with one big
difference—the data buffers used in a subVI can be reused after the subVl is
finished executing. Global variables always make a new copy of their data
buffers whenever you read from the global. You should avoid overusing global
variables and consider using data management subVIs that minimize the number
of diagrams that manipulate the entire global data set.

Consider the diagrams shown in the slide above. If you have a global array and
you must replace selected elements in that array in several diagrams, the first
method above will create a copy of the global array each time it is used. If you
put this operation into a subVI instead (as in the second method above), the
subVI is the only place with a copy of the data regardless of the number of
callers. Also, if the extra copy of the array is used by the subVI, that array
buffer can be reallocated by LabVIEW when that subVI is not running.
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Unnecessary Computation in Loops
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Global variables not only use extra memory by making a copy every time they
are read, but also take a small amount of overhead time to access the data.
Consider the diagrams shown above.

The top diagram shows a global variable being read and written to for each
iteration of a For Loop. If you know that a global variable is not read from or
written to by another diagram during the loop execution time, you are wasting
time and memory by reading from the global and writing to the global for each
iteration.

The second diagram shows an alternative that uses much less time and memory.
A shift register on the loop border stores the intermediate values. That way,

you read from the global variable only once and write to it once at the end of

the loop. Shift registers are fixed in memory and always reuse their memory
buffers, so no new buffers are generated. LabVIEW can also access shift
registers faster than global variables.
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Globals and Race Conditions
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Race Conditions

A race condition is when more than one VI is writing to a global variable
simultaneously (race conditions also occur with local variables). Because the
execution order of LabVIEW nodes is not defined if there is no wire
connection between them, you cannot be certain which VI wrote to the global
variable last and you would end up with incorrect or unexpected values in the
global variable. As an example of a race condition, consider the diagrams
shown above.

Assume that both of these diagrams are running simultaneously. After reading
the global variable in the first diagram, LabVIEW might switch to executing

the second diagram, which modifies the global. When LabVIEW finishes
executing the first diagram by writing data to the global, the data from the
second diagram will be accidentally overwritten.
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Avoid Race Conditions with a SubVI
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You can avoid race conditions by using a subVI instead of a global or local
variable. If you call the same subVI from two different places, by default,
LabVIEW will not execute that subVI in parallel (at the same time as itself).
Therefore, only one call to a subVI will execute to completion, then the other
call will execute. You can avoid race conditions by placing all the operations
that modify a global variable inside a single subVI. All operations to that
global data will be performed to completion before another call to the same
subVI modifies that global data.

The diagram above represents a single subVI that manages all access to a
global variable. There are separate cases to initialize, replace an element in,
and index an element out of a global array.
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Exercise 3-5
Students will run the Global Benchmarks VI to see
how the overuse of global variables affects performance.

Time to complete: 10 min.
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E. Alternatives for Local and Global Variables

LabVIEW users created large applications for several years before global
and local variables were available. Several alternatives to global and
local variables exist depending on how the shared data will be accessed.
Three of these alternatives will be discussed in this section—shift register
globals, notifiers, and queues.

Shift Registers and “Old-Style” Globals

The previous example avoids race conditions by encapsulating global
access inside a subVI and reduces memory requirements by limiting the
number of VIs that work with the entire data set. You can actually reduce
the memory requirements further by using a shift register-based, or “old-
style,” global variable. Because LabVIEW existed as a product for many
years before global variables were added, you could use a subViI
containing an uninitialized shift register to store data. Because the shift
register is uninitialized, whenever you call the subVI, the last value
written to the shift register is stored inside it. The added advantage of this
method of storing data is that now you are using a subVI instead of a real
global variable and a copy of the data is no longer made each time you
read the data from it. However, if you pass data out of this subVI, a copy
of the data is generated. You should use this style of global data only if
you only need to access part and not the entire global data.
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Although it may seem like more work to create global variables using
uninitialized shift registers in a subVI, you can think of it as an
optimization. If you use real global variables everywhere in your
LabVIEW application, it is very difficult to improve memory use and
execution speed because there is no single bottleneck with which to
work. If you instead perform all of your access to global data through a
subVl, as previously discussed, you then have a single performance
bottleneck to optimize. However, be careful to make that subVI a

“smart” interface that adds value. For example, if the subVI just returns
the entire data set each time it is accessed, it does not make sense to use
the subVI to store the global data. The subVI must perform common
operations such that only smaller pieces of data need to be passed in and
out to the calling VI.
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LabVIEW 5.0 introduces the Synchronization palette -- a set of VIs that
you can use to store data and/or synchronize events—found in

Functions » Advanced » Synchronization These VIs can replace the

use of a global or local variable in many situations, depending on how
you are using that global or local variable. Two methods to store and
pass data between multiple processes are the Queue and the Notification
VIs. You can learn more by reading about the Synchronization VIs in
Chapter 26: Understanding the G Execution SysiétheG

Programming Reference Manual

Queuegan store a set of data that can be passed between multiple loops
running simultaneously or between VIs. When you create a queue, you
specify whether the size of that queue is bounded or not. Queues work
best when only one process reads data from the queue while multiple
processes write data to the queue. The user can choose whether to
remove data from the beginning or the end of the queue. Data is stored
in string format, so any other data types (arrays, clusters) must be
flattened to a string before being written to the queue.

Notificationis a means by which one process in an application can

notify one or more processes to start running. The Notification VIs also
store and send message data, so you can either send strings or flatten any
other data types to strings to transfer data between parallel processes.
The notification VIs can replace a global or local variable because you
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can pass data back and forth between them. The notification VIs also
remove the possibility of race conditions because the different processes
will wait until notification has been received before they execute.

Storing and passing data between independent parallel processes are just
one use for global and local variables. Another use for global and local
variables is for scheduling multiple events. For example, one loop waits
until a global is set before data is logged to disk or written to the front
panel. Another example is to have a subVI execute only at certain times
such as when data is available (to avoid race conditions). Three of the
Synchronization Véubpalettes address task scheduling from different
approaches.

Occurrencesre used to put a portion of a diagram to sleep while other
tasks are running. The running tasks can call the Set Occurrence
function at any time. Any loops or code that is using the Wait on
Occurrence function will then execute. Occurrences are very similar to
the Notification VIs, except that Occurrences functions do not pass any
data between themselves.

Semaphore Vlare used to protect access to a global resource by
allowing only one task at a time to access that global resource. The
Create SemaphoreVI creates a semaphore (or mutex), and you define
the number of tasks that can access the resource at a time. Each time
that semaphore is accessed, that number is decremented. When the
number is zero, no other task can access the global resource until
another task has finished. Tasks use the Acquire Semaphore and
Release Semaphore VIs to gain and lose access to the global resource.
The Destroy Semaphore VI deletes the semaphore when you no longer
need to access the global resource.

Rendezvous VEre used when you need multiple tasks to be

synchronized at a certain place in the application. Each task that reaches
a rendezvous waits until all of a predetermined number of tasks reach
their rendezvous before all tasks can continue execution.

Global and local variables in LabVIEW are useful data structures. Now
that you understand how they use memory, you can design VIs that use
them or their alternatives efficiently. Be aware of the limitations of

local and global variables and know that they are not necessary in most
situations and can be replaced with subVIs or with one of the
Synchronization VIs. Remember the benefits of shift registers and how
an uninitialized shift register in a subVI can be used as a global variable.
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Exercise 3-6

Students will examine the Accessing Globals VI
and build the Smarter Global VI to compare
the subVI globals with shift register globals.

Time to complete: 20 min.
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F. LabVIEW Structures

LabVIEW contains many structures that define the data flow of a VI. Many of

them have been covered so far in this course, but this section will describe the
memory usage of each structure and go over some general rules of when and
how LabVIEW deallocates memory.

Loops and Memory

The While Loops and For Loops in LabVIEW are used to repeat diagram
operations. Loops in LabVIEW are extremely useful for creating and
manipulating arrays. As you saw previously, the auto-indexing feature on
loops is the most efficient way to create an array in LabVIEW. For Loops are
slightly more efficient with memory use because they know how many times
they will run, and all arrays can be preallocated. While Loops can run any
number of iterations, so arrays built on their border may need to be reallocated
as the While Loop continues to execute.

The auto-indexing feature of loops can also change array operations into scalar
operations, as shown in the diagrams above. Two equivalent operations are
shown, the first done with array operations, and the second done with scalar
operations in a loop. The first version requires four array buffers, but two of
those buffers become scalar buffers in the second version. However, you will
find that N array operations almost always will be faster than N scalar
operations in a loop. Therefore, you will trade memory for slower execution
speed if you do this.
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Shift registers allocate a block of memory that is fixed from one
iteration to the next, and that block of memory is reused even if the
block is resized. Remember that you can also store values into
uninitialized shift registers rather than using global variables.

A For Loop can be used to empty an array as shown above. If you have
an array auto-indexing (input or output) on the border of a For Loop and
set the N = 0, it will empty the arrays. The diagram fragment shown
here is inside a Case structure. You might use this method to remove an
array buffer from memory when you are finished using that array.
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Case Structures

Case structures can complicate the task of reusing buffers. The best situation
is when a Case selects between subVIs that can reuse data buffers. That way,
only one buffer of memory is needed for all the cases. However, usually the
different cases will require different amounts of data to be generated, and it
will depend on your knowledge of LabVIEW memory management to

optimize the memory use.

For example, the diagram shown above contains a Case structure with four
cases. The first two cases use the same amount of memory because their
operations are done in place and the array buffers do not change size. The
third case removes one of the array buffers because that array is emptied. The
fourth case doubles the size of the array and also doubles the memory buffer it
uses.

If you make one case where the data buffer is reused from the input to the
output of the case, each case will reuse data buffers when it can, even if the
data buffer changes sizes. If none of the cases can reuse data buffers from the
input to the output, new buffers will be defined each time a case runs,

resulting in longer execution times and more memory management.
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Sequence Structures

Sequence structures have no effect on memory consumption by themselves.
That means that if you lay the structure’s code out flat and use data
dependency, the memory consumption remains the same. On the other hand, it
is easier to implement inefficient code in Sequence structures, because you can
see only part of the program at one time. For example, refer to the section on
local variables and see the diagram that reads a local variable in each frame of
a sequence structure. If you remove the sequence structure and use the natural
dataflow of directly connecting one subVI to the next with a wire, the local
variables (and the extra memory used by them) can be eliminated.

Sequence locals do not copy the data buffers they transfer from one frame to
another. However, if there is data passed between adjacent sequence frames,
you do not need separate frames. Data dependency from one VI or node to the
next will automatically define the sequence in which the nodes run.

Formula Nodes

Formula Nodes have little effect on memory use, because they do only
calculations on scalar values. However, if you do have arrays that you want to
use in the Formula Node, you must be careful how you take those arrays apart
and how they are put back together. The most efficient way is to put the
Formula Node inside a loop and let the auto-indexing disassemble and
reassemble the arrays.
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How/when does LabVIEW deallocate memory?

You have seen how the different data types are stored by LabVIEW in
memory and how the various programming structures affect memory use.
However, overall memory management is still handled from within
LabVIEW, and you have only two choices—Ilet LabVIEW deallocate memory
when it chooses to, or have LabVIEW deallocate memory after every step.

Arrays used inside a function or subVI no longer are needed after the function
or subVI runs. Determining when data is no longer needed can become very
complicated in larger diagrams, so LabVIEW does not deallocate the data
buffers of a particular VI during its execution. Suppose you have a subVI that
is called multiple times inside a loop. If LabVIEW does not deallocate the
memory used by that subVI, the same block in memory can be used the next
time that subVI is called. This will save execution time and avoid
unnecessary memory management. If LabVIEW is low on memory, it
deallocates data buffers used by any VI that is not currently executing. This is
symbolized by the bulldozer cursor. LabVIEW does not deallocate memory
used by Vls currently running, uninitialized shift registers in subVIs, or front
panel controls and indicators, local and global variables, and shift registers in
the main VI.

You can force LabVIEW to deallocate its memory buffers immediately with
an option inPreferences... » Performance and Disknder theEdit menu.
However, this is not recommended because the VI will run much slower than
before. LabVIEW performance is optimal when it can decide when to
deallocate buffers.
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Exercise 3-7

Students will build the Case Structure Memory VI
to examine the memory use.

Time to complete: 20 min.
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Summary

» Type conversions make copies of data

» Concentrate on arrays and strin  gs rather than
scalars for memory use

» Use consistent data types and avoid coercion
dots when passin g data to functions and subVls

* In designing diagrams, watch for functions
where input size is different than output size
(Build Array or Concatenate Strin  gs)
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types are stored in memory with handles and
sizes that are not reported with the memory
utilities

e Try to use simple data types
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Summary Continued

» Do not overuse global and local variables

» Encapsulate global data sets inside a subVI to
avoid race conditions

 Uninitialized shift re gisters inside a subVI can
store information similarto a  global variable
without makin g extra copies of data

» The various LabVIEW structures do not add
unnecessary memory use but can sometimes
encoura ge inefficient pro grammin g style by hidin g
parts of the dia gram

e LabVIEW can deallocate memory in subVIs and
functions that are not currently runnin g
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Lesson 4
Multithreadin g Issues

You Will Learn:

A. What multithreadin g is

B. How to enable multithreadin g in LabVIEW
C. What benefits you get from multithreadin g
D. When to not use multithreadin g
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Introduction

Modern operating systems such as Windows NT/95/98, Sun Solaris 2, and
Concurrent PowerMAX provide multithreading technology, and some have the
ability to exploit multiprocessor computers. Unfortunately, these technologies
and the associated terminology can be confusing to understand and difficult to
implement. LabVIEW 5.0 brings you the advantages of powerful multithreading
technology in a simple straightforward way. This lesson introduces the concepts
of multithreading and explains how you will benefit from multithreaded systems
as you build measurement and automation systems. In addition, you will learn
how you can use this technology in LabVIEW 5.0 without increasing your
development time or adding programming complexity. The effects of
multithreaded applications on performance issues will also be discussed.
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A. Definitions

The terms multitasking, multithreading, and multiprocessing are different
technologies often used interchangeably. Therefore, each of these terms will be
defined and described with examples to avoid confusion.

Multitasking

Multitasking refers to the ability of the operating system to quickly switch

between tasks, giving the appearance of simultaneous execution of those tasks.
For example, in Windows 3.1 or on a Macintosh, a task is generally an entire
application such as Microsoft Word, Microsoft Excel, or LabVIEW. Each
application executes for a small time slice before yielding to the next application.
In Windows 3.1, a technique known@soperative multitasking used, where

the operating system relies on running applications to yield control of the
processor to the operating system at regular intervals. Occasionally, applications
either do not yield or yield inappropriately and cause execution problems.

Windows 95/NT/98 rely opreemptive multitaskingunder which the operating
system can take control of the processor at any instant, regardless of the state of
the application currently running. Preemptive multitasking guarantees better
response to the user and higher data throughput because the possibility of one
application monopolizing the processor is minimized.
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Multithreading

Multithreading extends the idea of multitasking into applications, so that specific
tasks within a single application can be subdivided into individual threads,feach o
which can theoretically be executed in parallel. The operating system can then
divide processing time not only between different applications, but also between
each thread within an application. For example, Microsoft Word can separate the
printing of a document from the job of saving it to a file as well as from running
the editing window.

In another example, a multithreaded LabVIEW program written in version 5.0
might be divided into three threads—a user interface thread, a data acquisition
thread, and an instrument control thread—each of which can be assigned a
priority and operate independently. Thus, multithreaded applications can have
multiple tasks progressing in parallel along with other applications. The operating
system divides processing time on the different threads similar to the way it
divides processing time among entire applications in an exclusively multitasking
system.
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Multiprocessing

Multiprocessing refers to two or more processors in one computer. Each processor can
simultaneously execute a separate thread. In a symmetric multiprocessing system, the
operating system automatically uses all of the processors in the computer to run any
threads. Multithreaded programs with parallel executing threads can take full
advantage of any number of processors within the system. With multiprocessing
power, your multithreaded application can run multiple threads simultaneously,
finishing more tasks in less time.

While multiprocessor computers usually are brought into a project to increase
performance, single-threaded applications may experience little performance
improvement on a new multiprocessor machine. Single-threaded applications use only
one processor at any time. In fact, single-threaded applications may adversely affect
performance through the overhead of the operating system switching the application
from one processor to another. To achieve maximum performance from multithreaded
operating systems and multiprocessor machines, an application must be multithreaded.
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Operating System Support for Multitasking, Multithreading, and
Multiprocessing

While multithreading technology is not a new concept, only in recent years have
PC users been able to take advantage of this powerful technology. Today,
LabVIEW 5.0 users can create multithreaded applications on Microsoft Windows
NT and Windows 95/98, as well as Concurrent PowerMAX. With the exception
of Windows 95/98, these multithreaded operating systems are capable of running
on multiprocessor computers for maximum execution performance.

While the HP-UX and Solaris1 operating systems use preemptive multitasking,
LabVIEW can take advantage of multithreading on Sun Solaris 2 and Concurrent
PowerMAX. Solaris 1 and HP-UX allow independent processes to timeshare
with each other, but do not allow a single process such as LabVIEW to split itself
into several threads in a single memory address space.

LabVIEW Advanced 1 Course Manual 93 © National Instruments Corporation



The LabVIEW Execution System

e LabVIEW 4.1 and earlier e LabVIEW 5.0
— Single thread — Cooperative multitaskin g
— Cooperative multitaskin g — Multiple threads

Acqguire and Plot Loop

¥

Search 10 Aray 2. B

Pop-up 2nd Process. vi

rrrrrr

Stop
g B "

i}
LV Adv | 94

How does the LabVIEW execution system work?

VIs built in LabVIEW version 4.1 and earlier run in a single thread. That one
thread handles user interface tasks (attending to keyboard and mouse events,
menus, etc.) and runs the compiled code for the VI. However, within the single
thread, LabVIEW uses a cooperative multitasking methodology to run multiple
tasks concurrently. For example, multiple VIs or parallel loops will run
simultaneously in LabVIEW. Also, if you have an infinite While Loop (a TRUE
constant wired to the conditional terminal), the cooperative multitasking of the
LabVIEW environment allows you to stop the VI by pressing the Abort button.

VIs built in LabVIEW version 5.0 can be run in multiple threads under the
operating systems that support multithreading. The main thread contains all of

the user interface, the editor, and the compiler and uses a cooperative multitasking
system just like previous versions of LabVIEW. Other threads can be used to
perform tasks such as data acquisition, instrument control, and data analysis. If
the multithreading capability of LabVIEW is turned off, VIs are also run using the
cooperative multitasking system of previous versions of LabVIEW.

Chapter 26: Understanding the G Execution SystetheG Programming

Reference Manualontains more information about how LabVIEW defines tasks,
threads, and how the execution system operates.
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Creating a multithreaded application in a traditional programming language can
be difficult. Multithreading involves a new way of programming the parallel
execution of tasks and how they interact with each other versus the traditional
line-by-line execution of code. Although many control-flow, text-based
languages offer libraries for coding multithreaded applications, the very syntax of
the language is sequential and presents difficulties to developers trying to
visualize the parallel execution of code.

As programmers add more threads to their applications, the complexity of
managing those threads jumps exponentially. Creating and synchronizing the
separate threads for acquiring, processing, and displaying data by using events
plus managing the threads and events comprises much of the main program using
a traditional text-based programming language.

However, the graphical nature of LabVIEW makes it very simple to create

parallel tasks. The LabVIEW diagram above can execute in multiple threads.
You do not need to add any additional code for threading, because multithreading
is built into the environment. All of the threads or tasks in the diagram above are
synchronized for each iteration of the loop. As you add functionality to your
LabVIEW program, the thread management is handled automatically.

Another great feature of this built-in multithreading is that you can take your
LabVIEW 5.0 VI to a multiprocessor machine, and the VI will automatically take
advantage of the multiple processors. Each processor can be used to execute a
different thread without your having to add any code or make any other changes
to the VI.
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B. How to Enable Multithreading in LabVIEW

All of the complex tasks of thread management are transparently built into the
LabVIEW execution system, so that you never need to concern yourself with the
tedious details of thread management. Thus, while text-based programmers must
learn new, complex programming practices to create a multithreaded application,
all LabVIEW 5.0 programs are automatically multithreaded without any code
modifications. To make an existing LabVIEW VI multithreaded, you simply load
your LabVIEW programs into Version 5.0.

To check or set the multithreading state of the LabVIEW environment, go to the
Edit menu and choodereferences » Performance and DiskThis window is
shown in the slide above. The last option is a checkbox for LabVIEW to “run
with multiple threads.” This box is checked by default. If you uncheck this box,
the next time you launch LabVIEW, it will no longer execute VIs multithreaded.
The environment will cooperatively multitask in a single thread, just as previous
versions of LabVIEW do.

When “run with multiple threads” is selected, several threads are allocated
automatically through the operating system when LabVIEW launches. The
execution threads of LabVIEW will initialize themselves, set up their priorities,
and then sleep while waiting for a VI to be scheduled on their run queue.
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Exercise 4-1

Students will open and run the Thread Exercise VI to
see the effect of enabling multithreading.

Time to complete: 20 min.
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Defining and Allocating Threads in LabVIEW

Although LabVIEW automatically handles the multithreading of VI execution,
expert users who want to have specific control over threads can do so from a
straightforward dialog box option. You can seMctSetup from the pop-up
menu on the icon pane and see the settings above frdaxeleation Options
window. ThePriority andPreferred Execution Systensettings allow you to
control which threads are allocated to a VI.

LabVIEW launches with a default set of execution systems and threads. The idea
behind this set of execution systems is to set up a framework of threads onto
which your VIs can be mapped. This eliminates any need on your part to directly
create, start, or stop threads and still leaves a large amount of flexibility.

The set of priorities and execution systems shown in the options window in the

slide above define the different threads available:

* One user interface thread is used for screen drawing, keyboard, and mouse
input. This thread is also used for certain types of VI execution, such as
attribute nodes, thread-unsafe CINs and DLLs, debugging, and editing
operations.

* The “same as caller” execution system is the default setting for all VIs. This
will allow a VI to run in any execution system and is the most efficient
method.

* Two timer threads are used internally by LabVIEW. (Windows 95/NT/98
allocate one additional thread used internally.)
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» Twenty execution threads are allocated per CPU in your system—one thread
for each of the four middle priorities shown above mixed with each of the five
middle execution systems listed above. Subroutine priority VIs always use
the execution system of their calling VI, because staying in the same
execution thread is the most efficient method. Background priority VIs do not
have a thread allocated to them and use the next higher priority threads when
nothing else is available to run.

In a multiprocessor environment, 20 threads per processor will be available to the
LabVIEW execution system. Because thread allocation is dynamic and depends
on which operating system you are using, there is no easy, straightforward way to
see exactly which threads are running at any specific instant.
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Exercise 4-2

Students will open, run, and compare the Single Thread
and Multiple Threads Vis.

Time to complete: 15 min.
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Benefits of Multithreaded A pplications

* More efficient CPU use
* Performance increased; more deterministic
* Better s ystem reliabilit y

* Other threads in an a pplication can run while
one is waitin g (EX: DAQ, File I/O, user in put)

* Multi processor environments full vy utilized
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C. What are the Benefits of Multithreading?

There are many advantages for a multithreaded environment. You have already
seen a few advantages from the exercises you have done. In exercise 4-1, you saw
that multithreading can improve performance, because operations such as
acquiring or generating data are separated from slower tasks such as panel
updates. In exercise 4-2, you saw that a multithreaded environment is more
deterministic than a single threaded environment. The CPU can be used more
efficiently because other tasks can run if one thread is waiting for an event.

Another example where multithreading provides better system reliability is
performing high-speed data acquisition and display. Screen updates are often
slow related to other operations such as continuous high-speed data acquisition. If
you attempt to acquire very large amounts of data at high speed in a single-
threaded application and display all of that data in a graph on the panel, your data
buffer may overflow because the processor is forced to spend too much time on
the screen update and data is lost. However, in a multithreaded application, the
data acquisition can reside on a different, higher priority thread than the user
interface. The acquisition can continuously run and send data into memory
without interruption while the data is displayed as quickly as possible. The data
acquisition thread will preempt the display thread so you will not lose data.

One of the most promising benefits of multithreaded applications is that it can
harness the power of a multiprocessor environment. Single-threaded applications
will not be able to use multiple processors, but maximum performance can be
achieved in a multithreaded operating system with a multithreaded application in
a multiprocessor machine.
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Exercise 4-3

Students will build the Multiple Tasks VI to
examine the effects of multithreading.

Time to complete: 25 min.
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When to Avoid Multithreading

» Tasks are sequential
e Thread swaps are costly

» High-priority threads are starving other
threads

» Limited resources in system

» Heavy use of thread-unsafe CINs and DLLs
» Most tasks access the user interface thread
» Deadlocked threads need to share data

e Memory is limited

D. When You Should Avoid Multithreadin g

Many advantages exist for multithreaded applications. Increased performance and
more efficient CPU use are just two of them. LabVIEW makes it extremely easy to
write multithreaded VIs and to assign those threads different priorities. However,
there are some situations where multithreading can decrease performance. This
section will show you how to optimize the VI performance with regard to
multithreading issues.

Reasons Not to Use Multithreading in Your VI

If your application is written so that everything happens sequentially. For
example, if your application consists of open file -> read file -> close file,
multithreading will not help. Multithreading can help performance only when
the tasks run in parallel and can operate independently.

When your application does excessive thread swaps. Thread swaps are costly,
especially on a single-CPU system, because multiple threads still must share
time on the CPU. Therefore, several CPU-intensive threads running in parallel
will not perform their computations faster just because they are threaded.
Those threads may run slower because extra time is spent by the operating
system switching between threads. Another example is of one or more subVIs
that are all set to run in separate threads than the calling VI. The CPU could
spend more time switching between threads than running the application if the
subVls are called many times and continually transfer data back and forth with
each other and the main VI.
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» High-priority threads can starve other threads from CPU time. Use
priorities cautiously, because lower priority tasks easily get starved
for time by higher priority tasks. If the higher priority tasks are
designed to run for long periods, lower priority tasks are not going to
execute unless the higher priority task periodically waits or performs
I/0O so it is taken off the execution queue. When using priorities,
consider adding waits to the less time-critical sections of your
diagrams to free up time. In most cases, do not change the priority
of a VI from the default in VI Setup.

» System resources limit the number of threads that can be allocated.
Threads use system resources, so there is a limit to the number of
threads you can create depending upon the system configuration.
Also, running with multiple threads can affect other applications.
Each thread is scheduled independently by the operating system, so
applications with more threads will tend to get more CPU time.
Therefore, other applications may appear to run more slowly if
LabVIEW is running several VIs in different threads simultaneously.

* LabVIEW 3.x and 4.x VIs may run slower on a multithreaded
system if they call Code Interface Nodes (CINs) or Dynamic Link
Libraries (DLLs). By default, when a LabVIEW 3.x/4.x CIN or
DLL is loaded into LabVIEW 5.0, the external code is considered
thread-unsafe and is colored orange. Thread-unsafe CINs and DLLs
are always run in the user interface thread to ensure that those nodes
can be called only from one thread at a time and thus protect data
integrity. Therefore, when a VI is running, the execution system
must switch between the normal execution system and the user
interface thread and back again each time that CIN or DLL is called.
This can add a large amount of overhead to the execution speed.
Module 3: Calling External Functiorsf this course describes how
you can make a CIN or DLL thread safe.

LabVIEW Advanced 1 Course Manual 104 © National Instruments Corporation



Operations that Require the User
Interface Thread

« Attribute nodes
*« Menu control VIs

» VI Server--Property Node and Invoke
Node

* Thread-unsafe CINs and DLLs

* Debugging code (probes, sin gle
steppin g, execution hi ghlightin g)

» Dialog boxes
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The LabVIEW functions, Vs, and operations listed above must run in the user
interface node. If the main VI repeatedly calls any of these nodes, performance
might suffer if the main VI is running in another execution thread and must
constantly switch back and forth to the user interface thread. What can you do
about these operations that need the user interface execution system?

The VI Server functions allow you to open, run, close, and operate LabVIEW
VIs dynamically. Sedodule 2: Connectivityn this course for more
information about the VI Server.

Attribute nodes, menu control VIs, and dialog boxes perform user interface-
oriented work. There is little advantage to separating them from the user
interface, so any subVI that uses these nodes extensively should be configured
to run in the user interface execution system in VI Setup to minimize the
transition overhead. Try to use single attribute nodes with several inputs and
outputs rather than multiple attribute nodes with only one input/output each.

Thread-unsafe CINs and DLLs also add overhead, which you can avoid by
either making that external code thread-safe as described in Module 3 of this
course or setting the VI that calls them to run in the user interface execution
system in VI Setup.

Multithreaded applications can be debugged using the LabVIEW debugging
tools. However, because the debugging tools themselves exist in the user
interface thread, the multithreaded state of the VI is not reflected accurately
when the debugging tools are used.
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When Threads Need to Share Data

Diagram 1 Diagram 2
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How to share and protect data between multiple threads is one problem that is
unique to a multithreaded environment. In the previous lesson, you learned that
race conditions with global and local variables can lead to unexpected data values.
Multithreading can lead to race conditions as well when different threads
manipulate the same data.

Consider the top diagrams in the slide above. The first diagram reads a global
numeric, adds five to it, and writes the value back to the global numeric. The
second diagram reads the global numeric, multiplies it by two, and writes the value
back to the global. If these two operations are running in different threads
simultaneously, what value will the global numeric contain when both diagrams

are finished executing? You cannot be sure unless you protect access to that global
variable.

A Semaphore is used in the bottom diagrams to limit access to the global variable.
If you remember from the last lesson, a semaphore is useful for protecting two or
more critical sections of code that should not be called concurrently. Semaphores
are located in thA&dvanced » Synchronizationpalette. Before entering a critical
section of code—such as reading and writing to the global numeric—the thread
must acquire a semaphore. If no thread is already in the critical section, the thread
proceeds to enter that part of the diagram immediately. This thread must release
the semaphore once the critical section is complete. Other threads that want to
enter the critical section must wait until the first thread releases the semaphore.

You can use the other Synchronization VIs to protect global data as well. Refer to
the previous lesson and to the examples in LabVIEW for more information.
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Memory Use in a Multithreaded Application

» Transfer buffers are required to pass data from
the execution thread to the user interface thread

[devicelft [&1 &cquire ‘W aveform, vi
5 | oo
number of samples |2IJDD|_| [sat]

Loop 1 counter
[]—Im==a A2+ [E]

* The chart history acts as the transfer buffer

LV Adv | 107

How does multithreaded execution affect memory use?

Multithreaded execution of VIs can cause extra copies of data buffers that
are not needed when the VIs run in a single thread. For example, you
already know that the diagram can execute independently from the user
interface. However, what happens when the diagram needs to send data to
the user interface or a user changes a control that affects the user interface?
Every control and indicator on the panel will have an extra transfer buffer so
the different threads can pass data back and forth.

In the second lesson of this module, you learned that you should avoid
displaying large strings and arrays on the front panel of a VI to avoid the
extra copy of that string or array in memory. Now you will get two copies
of those objects when LabVIEW is configured to run in multiple threads, so
you should be extra careful about displaying large data sets on the panel.

The only exception to the transfer buffers are waveform charts. Charts have
a history buffer of data that is always available, and LabVIEW uses this
history buffer as the transfer buffer between threads. Therefore, you will not
miss data or make extra copies when you use a chart instead of a graph.
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Troubleshooting Performance Problems

» Disable multithreadin g to determine if there
Is a thread problem

» Look for oran ge CINs and DLLs

» Look for Vis with different priorities and
execution systems

» Enable synchronous display on indicators

* Be aware of the “waitin g for reset”
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Troubleshooting Performance Problems

If you have tried all the methods described in previous lessons and you still have
a problem with VI performance, here are some things you can try:

Disable the “Run in multiple threads” optionkidlit » Preferences »
Performance and Disk Restart LabVIEW and run the VI to see if the
performance changes to determine if the problem is related to threads.

Look for thread-unsafe CINs and DLLs. They will appear as orange instead
of the regular yellow color. Multiple calls to thread-unsafe CINs and DLLs
can cause a large performance hit.

Look for VIs that are running with different priorities and execution systems.
You might have the situation where a higher-priority thread is getting all the
CPU time and the other threads are starving for resources.

If the indicators on the panel are not displaying data, you should enable the
“Synchronous Display” option from their pop-up menu. The user interface
thread might not be able to keep up with the execution thread of the diagram
and the indicators will not update.

If you press the red abort button while a VI is executing, you could see a
dialog box that says “Waiting for reset...” and the VI will appear to hang in
this state. This means that one of the executing threads was unable to
complete immediately and you should wait for functions to timeout.
Sometimes the VI will be hung and you will need to kill the LabVIEW
process. This can happen if you abort while the VI is running a DLL.
Aborting threads can be a complicated internal process, and you should
avoid pressing the abort button while running in multiple threads.
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Exercise 4-4

Students will observe and optimize the
Thread Performance VI.

Time to complete: 30 min.
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Summary

« Multitaskin g is when different applications are run
simultaneousl y. Multithreadin g is when different tasks
within the same application can run simultaneousl y.

» LabVIEW 5.0 and later is capable of multithreaded
execution on the Windows 95/NT/98, Solaris 2, and
Concurrent PowerMAX operatin g systems.

* You do not need to rewrite an y code to make your Vis
multithreaded. That option is enabled by default in Edit »
Preferences » Performance and Disk.

* You can confi gure VIs to run with different priorities and
different execution s ystems from VI Setup » Execution
Options.

» Multithreaded execution in  general offers man y benefits for
VI performance and s ystem resource mana gement.

» Multithreaded execution mi  ght decrease performance if it is
used incorrectl .
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Best Way to Improve Memory Usa ge
Is to Use Good Style

The LabVIEW User Manual

The G Programmin g Reference Manual

The LabVIEW with Style document

LabVIEW Application Notes

LabVIEW Technical Resource (LTR) Newsletter
LabVIEW Graphical Pro grammin g and

LabVIEW Power Pro grammin g by Gary W. Johnson

LabVIEW for Everyone by Lisa K. Wells and
Jeffrey Travis
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Performance Issues—Where to Go from Here

The best way to improve memory management and multithreaded performance
issues is to use good programming style. The books listed above describe how
LabVIEW works and how to program with good style. All of these references
can be found in the National Instruments catalog and on the web site at
www.natinst.com
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Where to Get More Information

* Presentations by LabVIEW software en gineers at
LabVIEW user group meetin gs, NI User
Symposia, and NI Developers’ Conferences

* Info-LabVIEW user-sponsored Internet mailin ¢
list

- To subscribe, send your email address to
info-labview-request@pica.army.mil

- Specify whether you want individual
messages or a daily di gest

« Info-LabVIEW FTP Site at ftp.pica.army.mil
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Another good resource for LabVIEW information is the info-labview user-
sponsored Internet forum.

» Info-labview is an Internet mailing list where LabVIEW users around the
world post questions, trade VIs, describe their applications, and discuss all
aspects of LabVIEW programming.

* To subscribe to info-labview, just send an email to
info-labview-request@pica.army.mil

* Include in your message what your email address is and if you want to
subscribe to a daily digest or individual messages (~30/day). If you want to
post a question to the group, send your email to:
info-labview@pica.army.mil
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(512) 683-0100
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Introduction

Connectivity between multiple applications allows one or more applications to use the
services of another application. For example, a data collection application such as
LabVIEW, running on a dedicated computer, can provide information to a database or
spreadsheet program directly. The applications can run on the same computer, or on
separate computers connected over a hardware network such as Ethernet.

For two processes to communicate, they must use a common protocol. A connection
protocol lets you specify the data you want to send or receive and the location of the
destination or source, without worrying about how the data gets there. This module
describes the different protocols and methods that LabVIEW supports for transferring
data to and from other applications.

Course Description

The LabVIEW Connectivity module teaches you to use the different protocols that
LabVIEW supports for interapplication communication. The course is divided into
lessons, each covering a topic or a set of topics. Each lesson consists of:

* An introduction that describes the lesson’s purpose and what you will learn.
* A discussion of the topics

* A set of exercises to reinforce the topics presented in the discussion.

» A set of additional exercises to be done if time permits.

* A summary that outlines important concepts and skills taught in the lesson.
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National Instruments Technical Support Options

Internet Su pport:
Web Support - searchable Knowled gebase, su pport

documents, and files e htt p://www.natinst.com
Emall ....................................................... su pp Ort@natlnst_com
FTP - contains su pport files and documents to download
FTP Site: ft p.natinst.com
login: anon ymous
password: your Internet address
Fax-on-Demand: 24-hour information retrieval s  ystem with
a librar y of documents - (512) 683-1111
Telephone Su pport (USA):
FaX ............................................................. (512) 683_5678
Telephone ........................................... (512) 683_8248
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Listed above are the various ways you can contact National Instruments for technical support.
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Course Goals

+ Use TCP/IP functions and Vls in LabVIEW to
communicate with other applications and over a
network.

« Use UDP Vis in LabVIEW to transfer data to another
computer.

« Use the VI Server functions to load and operate a VI or
LabVIEW programmatically.

« Understand the importance of strictly-typed VI Refnums.
» Understand LabVIEW'’s ActiveX automation capabilities.
« Understand LabVIEW's ActiveX container capabilities.

» Use ActiveX automation client VIs to access an
automation server like Excel.

» Understand how automation clients access LabVIEW's

automation servers.
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This course prepares you for the items listed above.
Additional optional exercises at the end of the lessons challenge you to enhance the basic

application features. Specific details regarding the program capabilities are in the relevant
exercises.
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Course Non-Goals

* To teach LabVIEW basics

* To teach programming theory

* To discuss every built-in LabVIEW object,
function, or library VI

* The development of a complete
application for any student in the class

* To discuss every aspect of ActiveX
and OLE.
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It is not the purpose of this course to discuss any of the items listed above.

LabVIEW Advanced 1 Course Manual 116 © National Instruments Corporation



Course Outline

TCP/IP Communications

VI Server

7

ActiveX Automation Server
ActiveX Automation
Client and Container

The LabVIEW Connectivity module is a one-day course. Here is a rough timeframe for the
material covered:
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Lesson 1: TCP/IP Communications

Break

Lesson 2: VI Server

Lunch

Lesson 3: ActiveX Automation Server

Break

Lesson 4: ActiveX Automation Client and Container
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Equipment Needed for this Module

LabVIEW for Windows
ver. 5.0 or later

LabVIEW Advanced |
Course Manual

LabVIEW Advanced |
Course Disks

B Microsoft Excel 97

=)

Computer runnin g Windows 95/NT/98

e
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Items You Will Need for this Course Module:

e Computer running Windows 95/NT/98

¢ One null-modem Ethernet cable connecting your computer to another

* Networking support software to support the protocols covered in this module for the
operating system you are using

* LabVIEW for Windows Full Development System, ver. 5.0 or later

* LabVIEW Advanced | Course Manwald Disks

» Optional—A word processing application such as Notepad or Wordpad

e Optional—Microsoft Visual C++ 5.0

e Microsoft Excel 97

« AT-MIO-16E-2 DAQ board configured as Board ID 1 using the NI-DAQ configuration
utility (used for only two exercises)

* DAQ Signal Accessory (used for only two exercises)

Install the course software by inserting the first course disk and double-clicking on the file
Module2.exe. Extract the contents of this self-extracting archive into y&iur directory.
All of the files you need will be installed into tke\Exercises\LV_Advl directory. The
solutions to all the exercises will be installed into@Solutions\LV_Advl directory.
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Hands-On Exercises

* Exercises reinforce the topics presented

* Save exercises into the VI library shown here:

=
(C:)
A

0

Erercizes
\4

=

L _Adwl

™ Acquire.exe
/\ Acquire.xls
'b Acquire.c pp
Vccalc.exe
vecalc.tib
vecalc.re g
wave.xle
sin.xls

comclass.llb
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Lesson 1
TCP/IP

You Will Learn:
» About the history and requirements of TCP/IP

» About the TCP/IP VIs and functions
o About UDP and LabVIEW
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Several communication protocols are built into LabVIEW. This lesson discusses TCP/IP and
how you can use the LabVIEW TCP and UDP VIs to communicate with applications on
other computers connected across a network.
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Introduction and History of TCP/IP

* Transmission Control Protocol/Internet Protocol

» 1960s—Developed by DOD to communicate between
different manufacturer’'s computers

» 1970s—ARPA has a network that linked major research
universities .

» UC Berkeley incorporated TCP/IP into UNIX

» TCP/IP becomes widely accepted and universities
distribute TCP/IP applications for free

» TCP/IP is the communications protocol supported on all
LabVIEW platforms .
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For two processes to communicate, a common communications language—or protocol—must
be used. A communications protocol lets you specify the data that you want to send or receive
and the location of the destination or source, without worrying about how the data gets there.
The protocol and network drivers take care of transferring data across the network.

Several networking protocols have emerged as acceptable standards for communications. In
general, one protocol is not compatible with another. Thus, one of the first things you must do is
decide which protocol to use. To communicate with an existing, off-the-shelf application, you
must work within the protocols supported by that application.

TCP/IP is a suite of communication protocols originally developed in the 1960s by the U.S.
Department of Defense as a means for different manufacturer’'s computers to communicate
information. By the early 1970s, the Advanced Research Projects Agency (ARPA) had
ARPAnet, a network that linked major research universities. ARPA developed the TCP/IP
protocols and implemented them on interconnected networks. This allowed communication
between a number of computer systems, including VAX, IBM mainframes, and others. Since its
development, TCP/IP has become widely accepted and is available on a number of computer
systems. It is also the LabVIEW networking protocol that is available on all the platforms that
LabVIEW supports.

TCP/IP enables communication over single networks or multiple inter-connected
networks(known as an internetwork or Internet). The individual networks can be separated by
great geographical distances. TCP/IP routes data from one network or Internet computer to
another. Because TCP/IP is available on most computers, it can transfer information between
diverse systems.
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Protocol Layers

Layer Protocol
Application, SMTP (Simple Mail Transfer Protocol)
Presentation, FTP (File Transfer Protocol)
or Session Telnet
Transport TCP, UDP
Network IP, ARP (Address Resolution Protocol)
Datalink (HW) | Ethernet
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The name TCP/IP comes from two of the best known protocols in the suite, the Transmission
Control Protocol (TCP) and the Internet Protocol (IP). TCP, IP, and the User Datagram Protocol
(UDP) are the basic tools for network communication. Four layers of the TCP/IP protocol are
shown in the table on the slide above.

The Address Resolution Protocol (ARP) maps Ethernet to TCP/IP internet addresses and was
incorporated into TCP/IP in 1982. The Internet Protocol (IP) transmits data across the network.
This low-level protocol takes data of a limited size and sends ilatagramacross the

network. IP is rarely used directly by applications, because it does not guarantee that the data
will arrive at the other end. Also, when you send several datagrams, they sometimes arrive out
of order, or are delivered multiple times, depending on how the network transfer occurs.

TCP is a higher level protocol that uses IP to transfer data. TCP is connection oriented. It
establishes a session between the user processes, breaks data into components that IP can
manage, encapsulates the information, transmits the datagrams, and tracks the datagram
progress. Lost datagrams are retransmitted and data will arrive in order and without duplication.
For these reasons, TCP is usually the best choice for network applications.

UDP is for applications that do not need all the power of TCP. UDP is built on IP, but does not
have as much overhead and does not track datagrams the way that TCP does.

The IP protocol, on which both TCP and UDP are based, is responsible for error checking.
Hence, both the protocols support error checking, and a data packet is not delivered unless it
passes error checks.
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Internet Addresses and Ports

32-bit Address
10000100 00001101 00000010 00011110
= 132.13.2.30
or hostname resolution (Domain Name System)
Port
Numbers between 0 and 65535
Specifies a service at the address
Numbers less than 1024 are reserved under
UNIX for privileged applications.
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Each host on an IP network has a unique 32-bit Internet address. This address identifies the
network on the Internet to which the host is attached, and the specific computer on that network.
You use this address to identify the sender or receiver of the data. IP places the address in the
datagram headers so that each datagram is routed correctly. One way of describing this 32-bit
address is in IP dotted decimal notation. This divides the 32-bit address into four 8-bit numbers.
The address is written as the four integers, separated by decimal points. An example is shown in
the slide above.

Another way of using the 32-bit address is by using names that are mapped to the IP address.
Network drivers usually perform this mapping by consulting a local host’s file that contains
name-to-address mappings, or by consulting a larger database using the Domain Name System
to query other computer systems for the address of a given name. Your network configuration
dictates the exact mechanism for this process, which is knotoséisgame resolution

In establishing TCP connections, you must specify both the address and a port at that address. A
port is represented by a number between 0 and 65535. With UNIX, port numbers less than 1024
are reserved for privileged applications. Different ports at a given address identify different
services at that address, making it easier to manage multiple simultaneous connections.
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TCP/IP System Requirements

* Windows 95/NT/98, Sun, and HP-UX : All the TCP/IP
software support is built into the operating system. Need
Ethernet hardware connection.

* Windows 3.x . Must install TCP/IP software that includes a
Windows Sockets DLL conforming to standard 1.1. Also,

must have Ethernet hardware

* Macintosh and PowerMac : TCP/IP software is built into
the MacOS version 7.5 and later. Earlier versions of MacOS
can get MacTCP from APDA. Must have Ethernet hardware

connection .
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Before you can use TCP/IP, you need to make sure that you have the correct hardware and software. The
setup varies, depending on the computer you use.

Windows 95/NT/98

TCP support is built into these operating systems, although you must install a network board and its low-
level driver in your machine.

Windows 3.x

To use TCP/IP, you must install an Ethernet board along with its low-level driver. In addition, you must
purchase and install TCP/IP software that includes a Windows Sockets (WinSock) DLL conforming to
standard 1.1. WinSock is a standard interface that enables application communication with a variety of
network drivers. Several vendors provide network software that includes the WinSock DLL. Install the
Ethernet board, the board drivers, and the WinSock DLL according to the software vendor instructions.

SUN and HP-UX

TCP/IP support is built in. No additional setup for communicating through LabVIEW is necessary,
assuming your network is configured properly.

Macintosh and Power Macintosh

TCP/IP is built into the Macintosh operating system version 7.5 and later. To use TCP/IP with an earlier
system, you need to install the MacTCP driver software, available from the Apple Programmer
Developer Association(APDA).
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Client Model
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The client/server model is a common model for networked applications. In this model, one set
of processes (clients) requests services from another set of processes (servers).

Another way to think about clients and servers is to compare them to a restaurant. The waiter is
a server and you are a client. You ask for the menu, order a meal, and make requests of the

waiter similar to the way a client communicates with a server on a network. Your computer acts
as a server when it provides data to other computers or applications on request, and it acts as a

client when it requests another application—such as a database program—to record acquired
data.

The diagram on the slide above shows the simplified model for a client in LabVIEW. These are
not the TCP/IP Vls in LabVIEW. They represent the major steps in the flow chart model for
TCP/IP communication.

1. LabVIEW opens a connection to a server.
2. It sends commands to the server.

3. It receives responses from the server.

4

Finally, it closes the connection and reports any errors that occurred during the
communication process.

For higher performance, you can process multiple commands once the connection is open. After
the commands are executed, you can close the connection. This basic block diagram structure
serves as a model and is used elsewhere in this course to demonstrate how to implement a given
protocol in LabVIEW. The next section applies to TCP/IP communication using LabVIEW.
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The flow chart in the diagram above shows a simplified model for a server in LabVIEW. Again,
these are not the TCP/IP Vls, just the major steps that should be performed.

LabVIEW first initializes the server.

If the initialization is successful, LabVIEW goes into a loop, where it waits for a connection.
Once the connection is made, LabVIEW waits to receive a command.

LabVIEW executes the command and returns the results.

The connection is then closed.

agkrwnPE

LabVIEW repeats this entire process until it is shut down remotely by sending a command to
end the VI. This VI does not report errors. It may send back a response indicating that a
command is invalid, but it does not display a dialog when an error occurs. Because a server
might be unattended, consider carefully how the server should handle errors. You probably will
not want a dialog box to be displayed, because that requires user interaction at the server
(someone would need to press the OK button). However, you might want LabVIEW to write a
log of transactions and errors to a file or a string.
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if emor, don't continue

[tstify 'wiork Loop that listener has halted

Ooooooooooooooon

[T {lten haked]

[ i N R w s s W

N
cuast
CONM g OWT

o,

LVAdvI 127

You can increase performance by allowing the connection to stay open. You can receive
multiple commands this way, but it also blocks other clients from connecting until the current
client disconnects. You can restructure the block diagram to handle multiple clients
simultaneously as shown in the slide above.

The diagram above uses the LabVIEW multitasking capabilities to run two loops
simultaneously. The top loop continuously waits for a connection and then adds the connection
to a synchronized queue. The bottom loop checks each of the open connections and executes
any commands that have been received. If an error occurs on one of the connections, the
connection is disconnected. When the user aborts the server, all open connections are closed.
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Exercise 1-1

Students will determine the IP address
for their computers.

Time to complete: 10 min.
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The TCP/IP Functions

Located in - Functions » Communication » TCP

address connection [0
remote port
timeaut mz [E0000]
error in (o eror]
local port

TCP Open Connection

error out
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The previous slides discussed the background information about TCP and IP, discussed basic
terminology, and described the client and server models of network communication. This
section describes the TCP/IP Vs and functions in LabVIEW and how you can use LabVIEW as
a client or server application.

The TCP VIs and functions are located~imctions » Communication

The TCP Open Connectionfunction is used on the client machine to open a connection to a
server using the specified Interrreldressandport for the server. If the connection is not
established in the specifidéidheout period, the function completes and returns an error.
connection IDis a network connection refnum that uniquely identifies the TCP connection.
error in anderror out clusters describe any error conditions.

Theaddressidentifies a computer on the network and can be expressed in IP dot notation or as
the hostname. Thaort is an additional number that identifies a communication channel on the
computer that the server uses to listen for communication requests. When you create a TCP
server, you specify the port that you want the server to use for communication. If the connection
is successful, theCP Open ConnectionVI returns aconnection IDthat uniquely identifies

that connection. You will use the®nnection IDto refer to the connection in subsequent

VI calls.
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The TCP Listen VI
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TCP Listen VI

TheTCP Listen VI is on the server machine and waits for an accepted TCP connection at the specified
port. If the connection is not established in the specifie@out period, the VI returns an error.

connection IDis a network connection refnum that uniquely identifies the TCP conneionte
addressandremote port describe the remote machine associated with the TCP conné&gationin

anderror out clusters describe any error conditions.

You can use two methods to wait for an incoming connection. With the first method, you Ti€#the
Listen VI (as shown above) to create a listener and wait for an accepted TCP connection at a specified
port. If the connection is successful, the VI retures@nection IDand the address and port of the

remote TCP.

The second method is used in the exarbyalite Server.vilocated iINEXAMPLES »

COMM » TCPEX.LLB. First, use thdCP Create ListenerVI to create a listener on a computer that

will act as a server. Then use WhMait on Listener function to listen for and accept new connections.

Wait on Listener returns the same listener ID that was passed to the VI, as well as the connection ID for
a connection. When you are finished waiting for new connectiong,@iBeCloseto close a listener.

You cannot read from or write to a closed listener.

The advantage of using this second method is that you can cancel a listen operation bi/@&lling

Close This is useful when you want to listen for a connection without using a timeout, but you want to
cancel the listen when some other condition becomes true (for example, when the user presses a button).
The TCP Listen VI is a combination of th@ CP Create ListenerandTCP Wait on Listener

primitives.

When a connection is established, you can read and write data to the remote application using the
functions explained in the following slides.
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The TCP/IP Functions

TCP Read Function
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TCP Read Function

The TCP Readfunction receives up to the number of bytes specifiebybgs to readfrom the
specified TCRonnection IDand returns the results @ata out. If the operation is not

complete in the specifidimeout period, the function completes and returns an eeroor in
anderror out clusters describe any error conditions. Ti&de input specifies the behavior of
the read operation for the four different options: Standard, Buffered, CRLF, and Immediate.
These are described below:

Standard: If you use the standard mode, the function returns the number of bytes received so
far. If less than the requested number of bytes arrive, it reports a timeout error.

Buffered: If you use the buffered mode, the function returns the number of bytes requested or
none. If less than the requested number of bytes arrive, it reports a timeout error.

CRLF: If you use the CRLF mode, the function returns the bytes read up to and including the
CR (carriage return) and LF (line feed) or nothing. If a CR or LF are not found, it reports a
timeout error.

Immediate: If you use the Immediate mode, the function will wait until any bytes are received.
This function will wait the full timeout if no bytes have been received.
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TCP Write Function

TheTCP Write function writes the strindata in to the specified TCP
connection ID. If the operation is not complete in the specitietkeout
period, the function returns an errbytes written identifies the number of
bytes transferrecerror in anderror out clusters describe any error
conditions.

Notice that all the data written or read is in a string data type. The TCP/IP
protocol does not state the type or format of the data transferred, so a string
type is the most flexible method. You can use the type cast and flatten to string
functions to send binary or complicated data types.

However, the receiver of this information must be informed of the exact type
and representation of the data to reconstruct the original information. Also,
when you use thECP Readfunction, you must specify the number of bytes

to read. A common method of handling this is to send a 32-bit integer first to
specify the length of the data string that follows. The TCP Examples provided
with LabVIEW and the exercises in this lesson will provide more information
on these topics and on how the data typically is formatted for TCP/IP
communications.
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The TCP/IP Functions

TCP Close Connection
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TCP Close Connection Function

The TCP Close Connectiorfunction closes the connection associated withnection ID. abort
determines whether LabVIEW closes the connection normally or aborts the conrexctiom and
error out clusters describe any error conditions.

The TCP Close Connectiorfunction closes the connection to the remote application. Note that if there

is unread data and the connection closes, the unread data may be lost. This behavior is dependent on
your operating system. For example, the Sun operating system implementation will keep unread data
even after the remote application closes the connection. However, Windows NT immediately will delete
any unread data when a close connection is received. Connected parties should use a higher level
protocol to determine when to close the connection. Once a connection is closed, you may not read or
write from it again.

TCP Errors
The TCP functions and VI report errors in clusters in the same manner as the VIs for file I/O, data
acquisition, GPIB, and VISA, as shown below.

The error cluster contains the following:
» status: a Boolean that has a value of TRUE if an error occurred
* code: a numeric that is the error code returned
e source: a string that gives one of the following:
- the name of the TCP function or VI where the error occurred followed by the error message, or
- the name of the last TCP function or VI to execute followed by the no error message.
If a TCP function or VI receives an error cluster with a TRUE status flag, the function passes the error
cluster out without changing it or attempting any TCP commands. If you do nagnaran , it
defaults tano error
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Exercise 1-2

Students will examine a TCP Client VI
and TCP Server VI.

Time to complete: 10 min.
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Exercise 1-3

Students will build TCP client and server Vis
that pass information back and forth.

Time to complete: 20 min.
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User Datagram Protocol(UDP)

» UDP does not have as much overhead, does not
perform data tracking, and uses shorter headers
than TCP.

« UDP communicates with specific processes; it is not
connection based like TCP.

» Data delivery is not guaranteed.

» The LabVIEW UDP Vis are located in the Functions »
Communication » UDP subpalette.

= =]

R
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Another protocol that sits on top of IP is the User Datagram Protocol (UDP). You can use UDP
when you do not need all the power of TCP. Consider different methods of sending a package to
a friend. TCP is like using an overnight courier service to send the package, while UDP is like
mailing the package through the regular postal service. TCP has special tracking information
that assures that all data is sent and in the correct order, while UDP just sends the information as
is. UDP does not have as much overhead, does not perform data tracking, and uses shorter
header than TCP. UDP can communicate to specific processes on a computer. When a process
opens a network connection to a particular port, it receives only datagrams that are addressed to
that port on that computer. When a process sends a datagram, it must specify the computer
through its IP address and port as the destination. UDP is not a connection-based protocol like
TCP. This means that a connection does not need to be established with a destination before
sending or receiving data. Instead, the destination for the data is specified when each datagram is
sent. The system does not report transmission errors.There are several reasons why UDP is
rarely used directly. UDP does not guarantee data delivery. Each datagram is routed separately,
so datagrams may arrive out of order, or may be delivered more than once or not at all.

Typically, UDP is used in applications where reliability is not critical. For example, an

application might transmit informative data to a destination frequently enough that a few lost
segments of data are not problematic.
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You can use thelDP OpenVI to create a connection. A port must be associated with a

connection when it is created, so that incoming data can be sent to the appropriate application.
The number of simultaneously open UDP connections depends on the system. Similar to the TCP
Vis, theUDP OpenVI returns a Network Connection refnuognnection ID, which is used in

all subsequent operations pertaining to that connection.

You can use th&lDP Write VI to send data to a destination and tHeP ReadVI to read data.

Each write requires a destination address and port. Each read contains the source address and port.
Packet boundaries are preserved. That is, a single read never contains data sent in two separate
write operations. In theory, you should be able to send data packets of any size. If necessary, a
packet is disassembled into smaller pieces and sent on its way. At their destination, the pieces are
reassembled and the packet is presented to the requesting process. In practice, systems allocate
only a certain amount of memory to reassemble packets. A packet that cannot be reassembled is
thrown away. The largest size packet that can be sent without disassembly depends on the

network hardware.When LabVIEW finishes all communications, calling)ibé CloseVI frees

system resources.
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Exercise 1-4

Students will use UDP to transfer data
between Vls on different computers.

Time to complete: 15 mins.
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Summary Lesson 1

e TCP/IP and UDP are a set of communication
protocols, where IP(Internet Protocol) is the bottom
layer and TCP(Transmission Control Protocol) or UDP
(User Datagram Protocol) is the method of
communication between two computers.

« TCP is usually the best choice for network
communications between applications, because it
makes sure that all data is delivered to its destination.
TCP and UDP also are the protocols supported by all
the different operating systems on which LabVIEW
runs.

« Each computer on an IP network has a unique 32-bit
address called the IP address. You also must specify
a communication port number between 0 and 65535.

« Make sure your computer has the correct hardware
and software installed for TCP/IP communications.
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Summary Lesson 1 cont.

» The client and server models are commonly used for
networked communication.

» A client application initiates the connection and
instructs the server to read and/or write data. A server
application waits for a connection and then reads or
writes data as instructed by the client.

e The UDP Vls in LabVIEW are lower level than the TCP

VIs and used when you do not need all the features
of TCP.
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Lesson 2
VI Server

You Will Learn:
» About VI Server capabilities
« About application objects
» About virtual instrument objects

» About strictly typed and non-strictly
typed refnums

* About remote communication
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Introduction

This lesson describes a mechanism for controlling LabVIEW VIs and
applications programmatically. It also allows you to control VIs and
applications remotely over a TCP/IP network. This powerful mechanism is
called the VI server.
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Introduction
What is a VI Server?

Provides programmatic access to LabVIEW
objects and functionality

* LabVIEW application and LabVIEW Vs

» Previously only available interactively, via
dialogs, menu items, etc.

Supercedes VI Control Vs

* Were name based, not available from outside
of LV

* Now is refNum based, has external interfaces
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The new concept of the VI server in G allows programmatic access to many of its features. This
provides a mechanism for controlling VIs and applications programmatically. In previous
versions of LabVIEW, you could control LabVIEW functionality mostly interactively. The VI
Control VIs were used in previous versions of LabVIEW to control certain features in

LabVIEW, such as when a VI is loaded into memory and when it is released. You could also
control other properties of a VI such as opening, closing, and resizing panels, etc. These Vls
were name based and not available outside of LabVIEW. The new VI server functionality is
refnum based. This new interface provides a powerful but simple mechanism for controlling the
properties of LabVIEW Vls and LabVIEW itself, as well as invoking methods on them. This
extends the flexibility of the language. Now, the VI Server can be controlled programmatically
from LabVIEW, as well as externally from a client application.
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Usin g the VI Server
Some tasks using the LabVIEW VI Server
» Dynamically load VIs
» Programmatically control a VI's user interface

* Create server and client applications

* Create plug-in architecture
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You can use the VI Server capabilities to accomplish various enhancements to your
applications. Some tasks you can implement are described below.

You can load Vls into memory dynamically, rather than having them statically linked into your
application, and call them just like a normal subVI call using VI server functions. This can be
useful if you have a large application and want to save memory or startup time.

You can also control aspects of the user interface of a VI programmatically. For example, you
might want to determine the location of a VI window dynamically, or scroll a panel so that a
particular part of the panel is visible, or close or open the panel window. All these properties of
a VI front panel can be controlled programmatically through the VI Server.

You can easily create a server application that exports functions that can be called from
LabVIEW on the Internet.

You can change properties of a VI programmatically and save those changes to disk. For
example, during development of your application, you might want VIs configured so that
debugging is available, run-time pop-up menus are available, scroll bars are visible, and
windows are resizable. However, when you distribute your application, you may want to turn
off these features, as well as ensure that certain other properties are correctly set, such as
whether a VI is reentrant, what execution system the VI is set to run within, and the path to the
help file of a VI. All these properties can be programmatically set and queried via the VI Server,
enabling you to write applications that edit VIs, rather than going through the VI Setup dialog
box for each and every VI.
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You can create a plug-in architecture for your application to add functionality to your
application after it is distributed to customers. For example, you might have a set of data
filtering VIs, all of which take the same parameters. By designing your application to
dynamically load these filters from a plug-in directory, you can ship your application with a
partial set of these filters and make more filtering options available to users by simply placing
the new filtering VIs in the plug-in directory.
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Glossary of Terms
Object-Oriented Terminology
» Objects are self-contained software components.

« Class defines the type of data contained in the
object.

» Methods are functions that can be performed on
the object.

» Properties are functions that manipulate the state
of an object.
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Object-oriented programming is based on objects. An object is a self-contained software
component. Some examples of objects are windows, buttons, files, etc. An object is defined in
terms of the data it contains and the functions it provides for using and manipulating this data.

Most object-oriented programming languages support a class-based approach to develop
objects. A class defines the type of data contained in an object and the methods and properties to
be used to manipulate the data.

LabVIEW Advanced 1 Course Manual 145 © National Instruments Corporation



Objects

Example of an Object

Person Object

Data
name: Mark Doe

address: 102, West Street,
ete...

Methods & Properties
get_name()
set_name()
get_Address()
set_address()

etc...
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An object in this case is th&ersonobject. The data stored by the object is all the attributes of

the object, such as name, address, etc. The functions that can be performed on the object are its
methods and properties. In the case of the Person object, they are get_name, set_name,
get_address, set_address, etc.
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VI Server Clients

ActiveX Aytomation TCP/IP
Client Client

ActiveX Interface

Diagram Functions

TCP/IP
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The LabVIEW VI Server is made up of a core set of services. These services are accessible
through the different clients as show in the figure on the slide above. The different client
interfaces like ActiveX Automation client, TCP/IP client, and G language functions allow
access to the LabVIEW VI Server.

Diagram Access LabVIEW diagram functions enable you to control the VI server from any
platform to another.

Network Access An instance of LabVIEW can be controlled from another LabVIEW across
the network using TCP/IP.

ActiveX Interface: Automation clients like a Visual Basic script or a Visual C++ program can
control the VI server.

You can program the VI server through either LabVIEW diagram functions or an ActiveX

client. In this lesson, you will study the diagram and network access functions. The ActiveX
interface is discussed in later lessons in this module.
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VI Server Capabilities

» Two classes of objects
- Application—just one per G/LabVIEW application

* Each class offers:
- Properties—single valued attributes of the object:
read/write, read only, write only
- Methods - functions that operate on the object
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The VI Server functionality is exposed through references to two main classes of objects: the
Applicationobject and th&/I object. Each of these classes exposes the operations on the object
through methods and properties.

An application class reference refers to a local or remote LabVIEW environment (object). The
properties and methods of the LabVIEW application object can, for example, change LabVIEW
preferences and return system information.

A virtual instrument class reference refers to a specific VI in LabVIEW. The properties and

methods of the VI object can, for example, change the VI's execution and window options. The
LabVIEW diagram functions for manipulating these properties and methods are discussed next.
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Programmin g Model

- Follows file I/0, VISA model

Open Reference

4

Invoke Methods
Get/Set Properties

Close Reference
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The VI server programming model follows the convention similar to File 1/0O and network
references. First, you create a reference to either the Application object or the VI object. When
you create a reference to an object, it holds on to an object. You can pass the reference to a
function that operates on the object. When you are finished with it, you close the reference as
shown in the flowchart in the slide above. When you close a reference, you release the object.

In the next two slides, we will discuss the various LabVIEW functions to reference the
Application and Virtual Instrument objects.
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VI Server Functions

{3 Functions

All VI Server functions accessed
Bl by selecting Functions »
Application Control
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You can access all the VI Server related functions by choésingtions » Application
Control.
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Application Object - Openin ¢

maching name [ open loc... applization reference
port rummber [3363] | e
Efmar in [ho error] === eror aut

Open Application Reference

If machine name is
« Unwired or empty string

— A “local” reference to the LabVIEW application is
generated

« Otherwise, an IP address to a LabVIEW server

— Upon completion: a TCP connection has been
established and LabVIEW servers are ready to talk

— A “remote” reference is generated
Port number
« Allows multiple servers on a single machine
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Open Application Reference

When you open a reference to the Application object usin@Qpie® Application Reference
function, the reference is either to the current LabVIEW or a LabVIEW across the network. If
the machine name is left unwired or empty, the function creates a reference to the current
application. Otherwise, the machine name is treated as a TCP/IP address and can be in dotted
notation or domain name notation.

The port number input allows you to specify multiple servers on a single machine.
You can use thapplication referenceoutput as an input to the Property and Invoke nodes to
get or set properties and invoke methods on the application. You can alke apelication

referenceas the input to th®pen VI Referencefunction to get references to Vls in that
application.
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Properties: mostly read only

Application Object - Operations

Environment: OS name, version, CPU type
Application name, version, directory

VIs in memory

Printing attributes: supports custom
printing

o All read/write

Methods
» Few currently exported

The operations that can be performed on the Application object are through its properties and methods.
For operations on a remote object, the VI server takes care of sending the information across the network
and sending the results back. Your program looks virtually identical, regardless of whether the operation
is remote or local. However, for remote (or external) clients, information is filtered for security.

The properties and methods of the Application object are shown below.

= Application E
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| Propertu

L]
Online Help
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Show
Replace

[Chanme o wiite

Properties
Add Elemnent
Eremowve Element

[Ereate Canstarnt
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Select Wl Server Class
Select VISA Clazs
Select Activer Class
Select W Clazs
[Nowncast bo Class

M ame Format
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Server
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Usin g Functions

dup reference
ST auk

W — returm value
— output 1
i optiokal autputd

. reference
errar in (no errar)

input1

Invoke Hode

referanca & & dup reference
error in [no error ) === A class Bl cror out
narne 1 y——Froparty 1
Property 2 —  name 2 i
...... D A Py

Property Hode
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Invoke Node and Property Node

Many of the operations on Application and VI objects are available throughraperty and
Invoke node functions. Both of these nodes have two inputs and two outputs at the top of the
node, and a variable list of inputs and outputs below that.

Referenceis an Application or VI reference, addp referenceis a copy of the reference used
to pass the value to other functions.

When you wire an Application or VI refnum to the reference input, the node automatically
adapts to that data type and makes available only those operations applicable to that type.

You can use thBroperty nodeto get and set properties of an application or a VI. You can get

or set multiple properties using a single node, as shown below. VI Description, VI Name, and
VI Path properties have been selected on a single node. You choose to read or write properties
by selectingChange to Reador Change to writein the pop-up menu.

5 == Wirtual Instrument '!:_;
' Description
M arme v
Path '
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The property node executes from the top to the bottom. If an error occurs midway down the
node, the remaining properties are ignored and an error is returned.

You can use thénvoke Nodeto perform actions, or methods, on an application or a VI. A
single node can execute only aiegle methodn an application or VI.

5 ¥ Virtual Instrument

Get Control Walue  »
v Control Mame
Type Descriptar ¥
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Example of Accessin g an
Application Property

Property Mode
'!h_, = A pplication ﬂ

D$ ::I“ App.Name 'ng

[Dpen Application Reference]

lpp.Hame|
trnmnnnnni [abe |

Open a local reference

Property Mode,
CEy B mc Application B
[ mﬂ App.Mame L

[Dpen Application Reference]

lpp. Mame
tnnnnnnnni [abe |

Open a remote reference
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Before accessing properties or methods of the application, you must create an application
reference by executing ti@pen Application Referencefunction. The examples on the slide
above demonstrate how you can access the filename of the application executable on a local
machine and a remote machine.

The first example shows that a local reference is opened and the name of the application is
displayed in App.Name. The second example demonstrates the same functionality over the
network. A remote reference is opened to the sgmerdel.natinst.com , and then the
name of the remote application is displayed.

Next, we will discuss the VI object functions.
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VI Object Functions

type specifier ¥l Refrum [f.. ———

application reference [local % i reference
¥i path
options f 0 efrar oLt
enar in [no errar] !
pazzward [

Open ¥l Reference

Open VI Reference

» vi path: by path: loads VI into memory (if
necessary)

« Will use VI of same name if already in memory
 Relative path: relative to directory of caller

« vi path: by name (string): VI must already be in
memory

» application reference (optional input)
» Specifies the LV where the VI resides

« If remote, specifies the remote LV where the VI
LVAdvI 156 resides

TheOpen VI Referencefunction returns a reference to a VI specified by a name string or path
to the VI's location on disk.

VI path control ornameis polymorphic and can accept a string containing the name of the
desired VI, or a path containing the complete path (including the name) to the desired VI. If you
wire a name string, the VI must already be in memory. If you wire a path and the VI is already
in memory, you get the one in memory, whether its path is the same as the input or not.

application referenceis a reference to a LabVIEW application to which the specified VI
belongs. It is obtained from tl@pen Application Referencefunction. This input is optional. If

you do not wire anything to the application reference, it will assume that you would like to refer
to the local application.
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VI Object Functions

Open VI Reference (cont.)
e Options: bitset of flag
» Advanced feature
» 0x1: record modifications
» 0x2: open templates for editing
« Password:
« If valid, allows editing of VI via this reference

LV Adv I 157

TheOptions input to theOpen VI reference function is an advanced feature. It may be a
combination of the following values: 0x01: Record Modifications

0x02: Open Templates for Editing
If Options is set to 0x01, it starts recording modifications and if it is set to 0x02, it acts as if the
File » Edit Template menu item is selected.

Thepasswordinput is needed when you would like to modify password protected VI through
the VI reference. If the VI is password protected and you enter an incorrect password, the
function returns an error and an invalid VI reference. If you provide no password when opening
a reference to a VI that is password protected, you can still get the reference, but you can
perform only operations that do not edit the VI. If the VI is not password protected, this input is
ignored.

We will discuss the type specifier input later in this lesson.
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VI Object - Operations

Many of the functions “edit” the VI

» Require that the VI be in an editable state
To be editable, a VI can not be

» Active (running as a top level VI)

» Reserved for running - some caller is
active

» Locked
» Password protected
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The operations that can be performed on a VI object are through its properties and methods (that
is, through the Property and Invoke nodes). Most of these functions edit the specified VI.

If you intend to perform editing operations on a VI, the VI should be in an editable state.

For a password protected VI, you must provide the password pasise/ordstring input of the

Open VI Referencefunction. Also, a VI that needs to be edited should not be executing or
reserved for execution. Any time you have a strictly-typed reference to a VI, your VI is reserved

for running. This reference must be closed before you can invoke editing methods or editing
properties.
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VI Object - Properties

== Yirtual Instrument E

Dirmmmrbin

b——  Online Help

Description. .
Show »
Replace 3

Change To'wnte

Properties Auto Logging b
Add Element Callees' Mames
Femove Element Callers' Mames

Connectar Pane
[Create Constant Edit Mode On Open
Create Eaontral Execution »
[Create | ndicaton Front Panel Window  »
Select V| Server Class  p Help »
Select WISA Class 3 Histary 3
Select Activex Clazz  p etics 3
Select Iyl Class k Madifications »
Downeast fo Class Tool Bar »
Mame Format » Y| Description

Wl MName

% Path

Yl Type
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You can access the Property Node function fronftngctions » Application Control

menu. Once you wire the VI reference to the Property Node, you can access all the VI
class properties. The properties of the VI object are shown in the slide above.

Many of the properties of the VI that are exposed correspond to the properties available
in the VI Setup... dialog box. Most of the properties are read and write. Properties such
as name, path, type, metrics, etc. are read-only. Some properties are transient (for
example, window position, title, etc.).

Once you select a property, you can get help information about it by popping up and
selecting “Help for Property Name”.

In the next slide, you shall examine a simple VI that demonstrates how to access a
property of a specific VI.
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VI Object - Properties- Example

o abrvietadd. vi

Property Node
B B mc Virtuallnstument S i
0 rm v Front Panel. Open Lﬂ ce |
Dpen ¥ Reference Cloze Application

or V| R eference
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The above example shows how to access a property of class Virtual Instrument.

This VI opens a reference to the specified &dd.vi), and opens its front panel.
Wiring a TRUE to itd~ront Panel.Openproperty opens the front panel of the VI.

Note: In this example, the Open Application Reference function is not required to
generate a reference to a local version of LabVIEW, because the Open VI

Reference function assumes local application if nothing is wired to its reference
input.
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Fathod )
Online Help
Dezcription..
Show
Feplace

I ethods

[Create Constatt
Create Cortnal

Create [ndizatar
Select Wl Server Class
Select WISA Class
Select Activer Clazs
Select v Class
Downeast bo Class
Mame Format
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VI Object - Methods

Abart W]

Export ¥ Strings

Get All Control ¥ alues
Get Contral ¥ alue

Get Lock State

Get Panel Image

Import 4 Strings

Make Current Values Default
Pritt Panel To Printer
Print ¥l Ta HTML

Frint %1 Ta Printer

Frint ¥l To RTF

Pritt 1 T Text
Reinitislize Al Ta Default
Revert ¥

Run %I

Save Instrument

Set Contral % alue

Set Lock State

When you wire the VI reference to the Invoke Node function, you can access all the VI

class methods.

Some of the important methods exported by the VI Server are Export VI strings, Set Lock
State, Run VI, Save Instrument, etc. The Export VI Strings method exports strings
pertaining to VI and front panel objects to a tagged text file. The Set Lock State method
sets the lock state of a VI. The Run VI method starts VI execution. The Save Instrument

method saves a VI.

Once you select a method, you can get help information about it by popping up and

selecting “Help for Method Name.”
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VI Object - Methods - Example

%o labviewhadd, v Cloze Application
L Vabviewtadd vi | rrvoke Mode ar | Reference

Ed ™ Wituallnstrument

/0
0T LI Rieinitialize A To Default La CR
Dﬂen | Reference
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The above example uses fReinitialize All To Default method to change the
current values of all controls on the front panehad.vi to their defaults. First, the VI
opens a reference &mld.vi, which belongs to the local version of LabVIEW. This VI
Reference is used to accessRanitialize All To Default method.
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VI Object - Closin g Function

application or vi reference 35
o

&frar it [ho emar) frar ot

Cloze Application or ¥l Reference

Close Application or VI Reference

» Used for both application references and
VI references

e VI may be unloaded from memory
» Does NOT prompt to save changes!
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TheClose Application or VI Referencefunction releases the application or VI
reference. If you close a reference to a specified VI, and there are no other references to
that VI, the VI maybe unloaded from memory.

This function does not prompt you to save changes to the VI. By design, VI Server
actions should avoid causing user interaction. You must use the Save Instrument
method to save the VI programmatically.

Note: If you do not close the application or VI reference with this function, the
reference closes automatically when the top-level VI associated with this function
finishes execution. However, it is a good programming practice to conserve the
resources involved in maintaining the connection by closing the reference when you
finish using it.
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Exercise 2-1

Students will build and run a VI to call another VI
pro grammatically throu gh the VI Server Interface.

Time to complete: 10 min.
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Exercise 2-2

Students will complete and run a VI to set/reset
properties of another VI throu gh the VI Server Interface.

Time to complete: 10 min.
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Strictly-Typed VI Refnums

» A data type that encodes the connector pane type
information or (LV calling conventions)

- Open VI Reference function
Uses only type info at edit/compile/run time;
value is ignored at run time

- Call By Reference

Uses type info at edit/compile time to
determine the VI to call
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A strictly-typed VI refnum is a data type that contains the connector pane information
of a VI.

Applications of strictly-typed refnums

Strictly-typed refnums are used in applications where you need to call a VI
dynamically. In these applications, there are two different situations in which they are
used. The first situation is when you want to pass a strictly-typed VI reference into a
subVI as a parameter. To implement this, connect the strictly-typed VI refnum control
to the connector pane of the VI and wire the refnum terminal to the input of a Call By
Reference node. The value of the refnum is used to determine the VI to call.

In the second situation, you can determine whether the VI that is opened has the same
connector pane as that of the strictly-typed VI. For this, you can use a strictly-typed
refnum control as the type specifier for thpen VI Referencefunction. This function
ignores the value of the control. Only the type information is used Qpba VI
Referencefunction to check whether the VI that is opened has the same connector
pane as that of the strictly-typed VI refnum. This type specifier determines the type of
the Open VI Reference’s output VI reference, and this type information flows wherever
that wire goes.

We will discuss the Call By Reference Node later in this lesson.
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Creatin g a Strictly-typed
Refnum
[5 Contioe__EX|

a Stricty-typed Fefrum|

Tm
Fing lﬂ 2l 12
'~ bl ak
o i Path & Refnum %]

Application or ¥l Refnum

0 e =) o) =) )

@ * Pop-up

o » Drag and drop

=5
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To create a strictly-typed refnum, sel€ntrols » Path&Refnum » Application or

VI Refnum from the front panel of a new VI. Pop up on the refnum and clidelset

VI Server Class » Browse...Next, the Choose VI to open dialog box will appear and
prompt you for a VI. Choose a VI. The refnum stores the connector pane information
of the VI (takes a snapshot of the connector pane of the VI). Its connector pane is
displayed in the type specifier. This means that you are opening a reference to a VI

that has a connector pane of the type you have just chosen. It does not store any link to
the VI you select.

You can also create a strictly-typed refnum by using Drag and Drop. Wherever you
find a VI icon, you can drag it on to the refnum.
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Confi gurin g a Strictly-typed
Refnum

» Configure the data type of the refnum
control

e The value of the refnum control is
determined at run time
» from the Open VI Reference function

Note: Configuring a strictly-typed refnum does not open
a reference to the selected VI.
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Once you configure a strictly-typed refnum, you establish its type (or connector
pane). There is no permanent association between the reference and the selected VI.
It does not open a reference to a specific VI. You must still usepha VI
Referencefunction to obtain a valid VI Reference. The value of the strictly-typed
reference is determined at run time by @mmen VI Referencefunction.

After you select connector panes for strictly-typed refnums, the connector pane is
retained in the VI refnum. Sele¢t Server Class » Strictly-typed VIs If you exit
LabVIEW, these connector pane selections are not retained the next time you launch
the application.

Note: Establishing a refnum’s type does not give you a reference to a selected VI.

You will need to use the Open VI Reference function to get a reference to a
selected VI.
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Advanta ges of Strictly-Typed
Refnums

» Moves type checking up front
- Happens in Open VI Reference at run time

« Allows strong typing at Call By Reference
Node
- At edit time, NOT run time

 Strong typing means...
- No interpretation or type checking at call

* Result: VERY FAST CALL!
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Strictly-typed VI Refnums are used while dynamically calling a VI. They have an
advantage of speed over the virtual instrument references. A strictly typed reference
makes passing data easier and faster. Because all type checking is done at edit time, the
call to the VI is very fast. For a virtual instrument class reference, passing data is more
difficult because you must flatten and unflatten the data.
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Behavior of Strictly-Typed VI
Refnums

* When a refnum is opened, the
referenced VI is reserved for running.
« Makes it non-editable

» Opening a strictly-typed VI refnum may
cause a recompile
« Can happen only at root loop
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When a strictly-typed refnum is opened, the referenced VI is reserved for running. Hence the
VI becomes noneditable.

For example, you can open a VI Reference to a target VI and edit the VI. While this reference
is still open, you can open another reference (for example, a strictly-typed reference) and call
the target VI as a subVI through the Call By Reference node. However, while the strictly-
typed reference is active (that is, until the reference is closed), editing operations through the
Property and Invoke nodes will fail because the VI to which they refer is reserved for running
by the strictly-typed reference.

Because opening a strictly-typed VI refnum puts it in the “reserved for running” state, it

means that the VI has been checked to make sure it is not bad, that it is not currently running
as a top level VI, and that it has been compiled (if necessary), as well as a few other checks. A
VI referenced by a strictly-typed VI Reference can be called using the Call By Reference

node at any moment without having to check all these conditions again. Thus, in this state you
cannot edit the VI or do anything to it that would change the way it would execute.

The next exercise will demonstrate the difference between a strictly-typed VI reference and a
virtual instrument reference.
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Exercise 2-3

Students will complete and run a VI that
demonstrates the difference between strictly typed
and plain refnums.

Time to complete: 10 min.
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Remote Communication

LabVIEW Running LabVIEW Running

on Remote machine on local machine controls
the LV on remote machine

Called VIs must exist programmatically
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LabVIEW allows most VI Server operations in a remote version of LabVIEW across a
TCP/IP network. You can easily create a server application that exports functions that can
be called over the network from LabVIEW. For example, you may have a data acquisition
application that acquires and logs data at a remote site and you may want to sample that
data occasionally from your local machine. Through a simple preference setting, you can
make some VIs callable from across the Internet so that transferring the latest data is as
easy as a subVI call. The VI Server handles all the networking details and makes it work,
no matter what platform the client or the server are running on.

You will use the very same functions and references to access objects on remote machines.

An important aspect of both the Application and VI references is their network
transparency. Thus, you may open references to remote objects the same way you open
references to those objects on your local machines. For operations on remote objects, the
VI Server takes care of sending the information about the operation across the network and
sending results back. For all practical purposes, your program should look virtually
identical regardless of whether the operation is remote or local.

To open an application reference to a remote version of LabVIEW, you must specify the
machine name input to tl@pen Application Referencefunction. Then LabVIEW

attempts to establish a TCP connection with a remote VI Server on that machine on the
specified port.

For security purposes, to access the server, certain configurations must be set. In the next
two slides, we will discuss these configurations and protocols.
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Server Confi guration

Select Edit » Preferences and then Server » Configuration
from the drop down menu.

EE Preferences

I Server, Configuration j

r Protocols

¥ TCRAP Port |3383

[v Achivel

 Server Resources
¥ &llovs v Calls
[ &llows ¥l Methods and Properties
'_Allow Application Methods and Properties|

(0] 4 | Cancel |

*Changes to thig option will take effect when you relaunch
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To configure the VI Server for external applications, sdkelit » Preferenceson the server
machine and then seleseérver:Configuration from the drop-down menu. The screen shown
on the above slide appears.

The options shown on this screen specify through which communication protocols other
applications can access the VI Server: TCP/IP or ActiveX protocols. For a remote machine,
you must enabl@CP/IP and you must enterRort number that client applications can use

to connect to the server. We will discuss the VI Server ActiveX interface in later lessons in
this manual.

Once you have enabled TCP/IP, you should also configure which Internet hosts have access
to the server. We will discuss this in the next slides.

With Server:Configuration selected, you should also specify which server resources are
available to applications that access the VI Server. The server resources are discussed below:

VI Calls allow applications to make calls to VIs on the server. You can also configure which
VIs they have access to. This is discussed in the next slide.

VI Methods and Propertiesallows applications to read and set the properties of VIs on the
server.

Application Methods and Propertiesallows applications to read and set the properties of
the server.

In the slide above, TCP/IP server access has been enabled for port 3363. The server allows
remote clients to call VIs, but does not allow access to VI or application methods and
properties.

LabVIEW Advanced 1 Course Manual 173 © National Instruments Corporation



Exported VIs Confi guration

Select Edit » Preferences and then Server » Exported VIs
from the drop down menu.

e
= Preferences

I Server. Exported vz j

Exported Vs

X Station & -VIServer Example.vi < I
o s
J local_*vi i+ Allow Access

i Denp Access

Ak Remowve

Ok | Cancel |

“Changes to thiz option will take effect when you relaunch
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When you allow remote applications to access VIs on the VI Server, you should specify
which VIs these applications can access. To configure the exported VisFsitect
Preferenceson the server machine and then seBswver:Exported VIs from the drop-
down menu. The screen shown on the slide above appears.

This screen allows you to specify which Vls other applications can access through the VI
Server. The Exported VIs list specifies which VIs are exported. To change an entry, select
it from the list then type into the text box at the right of the Exported VIs list. To specify
whether remote computers can or cannot access that VI, click atidheAccessor

Deny Accesgadio buttons. Click on th&dd button to insert a new entry after the

current selection. Click on the Remove button to delete the current selection. If an entry
allows access to VIs, a check mark appears next to the entry. If an entry denies access to

VIs, X appears next to the entry. If no symbol appears next to the entry, the syntax of the
entry is incorrect.
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Exported VIs Confi guration

“?”  matches exactly one arbitrary character

“*”  matches zero or more arbitrary characters

“x*7 together match zero or more arbitrary
characters including path separator

Examples of Exported VI list entries

* Matches all Vis
Jusr/labview/* Matches all Vls in the directory /usr/labview

Test.vi Matches any VI named "Test.vi"
*export* Matches any VI with name that contains the string "export”
OK? Matches any VI with the name OK?
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Each entry in the Exported ViIs list describes a VI name or a VI path and may contain
wildcard characters. When a remote client tries to access a VI, the server examines the
Exported ViIs list to determine whether to grant access to the requested VI. If an entry in the
list matches the requested VI, the server either allows or denies access to that VI, based on
how that entry is set up. If a subsequent entry also matches the VI, its access permission is
used in place of the previous permission. If there is not a VI in the list that matches the
requested VI, access to the VI is denied.

The wildcard characters you can use in the Exported ViIs list are specified on the slide
above.

You may use the “?”, “*”, and “**” characters. “?” and “*” can be used, but do not include
the path separator. “**” includes the path separator.

The table on the slide above shows some examples of Exported VI list entries using
wildcard characters. The default Exported Vls setting allows access to all Vls.
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TCP/IP Access Confi guration

Select Edit » Preferences and then Server » TCP/IP
Access from the drop-down menu.

EE Preferences

I Server: TCP/IP Access j

TCP/IP Acoess List

S Fnatingt,com - ||

X “lhestcom

4 1300164151328 e Allow Access
S altest.oom 7~ Dery Access

Agi Femove

1 [w Shict Checking

Ok | Cancel

*Changes to this option will take effect when you relaunch
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When you allow remote applications to access the VI Server using the TCP/IP protocol, you
should specify which Internet hosts have access to the server. You can configure the TCP/IP
access permissions in th€P/IP Accessdialog box from théreferencesmenu. This box

is shown on the slide above.

The TCP/IP access List describes clients that either have access to or are denied access to the
LabVIEW server. To change an entry, select it from the list, then type into the text box at the
right of the TCP/IP Access list. To specify whether a client has access to the server, click on
theAllow access obeny access radio buttons. If an address is allowed access, a check mark
appears next to the entry. If an address is denied access, an X appears next to the entry. If no
symbol appears next to the entry, the syntax of the entry is incorrect.

When a client tries to open a connection to the server, the server examines the entries in the
TCP/IP access list to determine whether it grants access to the client. If an entry in the list
matches the client’s address, the server either allows or denies access, based on how you set
up the entry. If a subsequent entry also matches the client’'s address, its access permission is
used in place of the previous permission. For example, in the list above, a.test.com is

allowed access even though the list indicates that all addresses ending in test.com are not
allowed access.

An Internet (IP) address, such as 130.164.15.138, may have more than one domain name
associated with it. The conversion from a domain name to its corresponding IP address is
calledname resolutionThe conversion from an IP address to its domain name is called
name lookupA name lookup or a resolution can fail when the system does not have access
to a DNS server or when the address or name is not valid. A DNS server is a Domain Name
System server.
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The Strict Checking option determines how the server treats access list entries that cannot
be compared to a client’s IP address because of resolution or lookup probleensStrict
Checkingis enabled, a denying access list entry that encounters a resolution problem is
treated as if it matched the client’s IP address. WBtaot Checking is disabled, an access

list entry that encounters a resolution problem is ignored.
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TCP/IP Access Confi guration

Some examples of use of * wildcard in IP addresses

ks Matches all hosts
test.site.com  Matches the host whose domain name is test.site.com

* site.com Matches all hosts whose domain name ends with site.com
130.164.15.138 Matches the host with the IP address 130.164.15.138
130.164.15.* Matches all hosts whose IP address starts with 130.164.15
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To specify an Internet host address, you can specify either its domain address or IP address.
You can also use the * wildcard when specifying Internet host addresses. The table in the
slide above shows the use of the wildcard character in IP addresses.

Note: If the VI Server runs on a system that does not have access to a DNS server, do not
use domain name entries in the TCP/IP access list. Requests to resolve the domain name
or an IP address will fail, slowing down the system. For performance reasons, place
frequently matched entries toward the end of the TCP/IP Access List.

Next, you will work on an exercise that demonstrates the use of the VI server on a remote
machine.

LabVIEW Advanced 1 Course Manual 178 © National Instruments Corporation



Exercise 2-4

Students will study the communication of client
and server VIs usin g the LabVIEW VI server.

Time to complete: 10 min.
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Summary Lesson 2

e The VI Server concept provides programmatic access
to LabVIEW objects and functionality (that is, control a
VI or LabVIEW itself).

< AllVIs and LabVIEW have properties that can be set
or read and methods that can be invoked using these
VI server functions.

e The VI Server functionality is exposed through
references to two main classes of objects: the
Application object and the VI object.

e A strictly-typed VI refnum is a data type that contains
the connector pane information of a VI.

» LabVIEW 5.0 exports two classes of objects:
Application class and Virtual Instrument class.
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Summary Lesson 2

* The LabVIEW VI Server supports its operations on a
local version or a remote version of LabVIEW.

» For operations on a remote object, the VI Server is
responsible for sending information across the
network and returning results.

» To configure the VI server, you must select

communication protocols, a list of exported Vls, and
a list of clients that have access to the server.
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Lesson 3
ActiveX Automation Server

You Will Learn:

» About the history of OLE and emergence of
ActiveX

» About ActiveX Automation
o About LabVIEW and ActiveX Automation

o About LabVIEW as an ActiveX Automation
Server
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Microsoft ActiveX technology provides a standard model for interapplication
communication that different programming languages can implement on
different platforms. LabVIEW supports the ActiveX Automation and container
technologies. This lesson discusses the Automation Server technology, which
enhances the interactions between LabVIEW and other ActiveX-enabled
applications, such as Microsoft Excel.
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OLE Technolo gies

OLE was originally an acronym for Object Linking and
Embedding. Some of the OLE technologies are listed below

— Linking and embedding

— In-place activation

— Automation

— Compound files

— Uniform data transfer

— Drag and drop

— Moniker
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OLE incorporates many different technologies that all work toward the goal of seamless
interaction between applications. With OLE, you can create and edit documents that contain
data of different formats, created by multiple applications. These documents are called
compound documents. OLE objects consist of data and a set of methods for manipulating that
data. Objects created maintain the data and also provide an interface through which other
objects can communicate.

The OLE technologies described below are the actions that objects perform:

Linking and Embedding—These are two methods of storing objects inside a
compound document. For example, embedding is placing a spreadsheet inside a
Word document, while linking is saving a link to the spreadsheet file in the
document.

In-Place Activation—For example, if a table from a spreadsheet is embedded in
your document, you could edit the tables with the container application
document.

Automation—For example, programming MS Word from another application
such as LabVIEW or a “C” program.
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Compound Files—How objects are stored. This technology is useful in implementing a
structured storage technology for creating disk files and improving performance.

Uniform Data Transfer—Data transfer mechanism for objects. For example, an application
can handle clipboard transfers that deal with disk-based storage mediums, such as files,
storage objects, etc.

Drag and Drop—Objects in a Container application respond to mouse clicks. This
technology is useful in moving objects (components) around on pages.

Monikers—An internal object containing information about the link path to a linked

object. A moniker is basically an intelligent name for an object. Monikers are like treasure
maps that know how to follow themselves. All you need to do is say, “Give me treasure,”
and they do everything. Thus, monikers can resolve information to generate an object,
such as loading a file or connecting to a database and sending it a query.

An application that contains these compound documents is called a container application.
A container application can also contain OLE custom controls or OCX, which are now
called ActiveX controls.
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ActiveX Technolo gies

ActiveX is a set of technologies that uses the Component Object
Model (COM).

Some of the ActiveX technologies include

— ActiveX controls in containers
— ActiveX documents

— Automation

— Active scripting controls
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ActiveX is a diverse set of technologies based on the COM (Component Object Model). The
COM standard allows developers to create code and applications from any of a multitude of
different languages, and build a defined interface to that code, making it easily accessible by
other applications. Applications can access other applications’ functionality through the
standard interface.

Several of the common ActiveX technologies are:

ActiveX Controls are interactive objects that can be used in containers such as a Web site.

ActiveX Documentsenables users to view documents, such as Microsoft Word or Excel files,
in an ActiveX container.

Automation enables communication of data and commands between different applications.

Active Scripting controls are the integrated behavior of a lot of ActiveX controls and/or Java
programs from a browser or server.
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OLE

» The OLE 2.0 specification was originally a
technology for embedding and linking
objects between software packages.

» As Microsoft began placing emphasis on
Internet, intranet, and active content
technologies, OLE grew into what we now
call ActiveX .
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OLE vs. ActiveX: The name OLE denotes the technologies associated with linking and
embedding, including OLE containers, OLE servers, OLE items, in-place activation (or visual
editing), trackers, drag and drop, and menu merging. The name ActiveX applies to the
Component Object Model (COM) and COM-based objects such as ActiveX controls. OLE
Automation is now called Automation.
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ActiveX Automation

With ActiveX automation, you can:

» Create applications that expose objects - called
automation servers.

» Create and control objects exposed in one
application from another application - called an
automation client.

An automation object can have:

» Methods - Functions that perform an action on an
object, such as resizing it.

» Properties - Functions that set or return
information about the state of an object.
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ActiveX automation defines the communication protocol between two applications. One
application plays the role of the server, and the other acts as a client.

An automation server exposes methods or actions that can be controlled by a client application.
For example, a spreadsheet application can be an automation server application. Such a server
may expose objects like a spreadsheet, a chart, a range of cells, etc.

An automation client creates and controls objects exposed by a server application. For example,
a LabVIEW program can launch Excel, open an existing spreadsheet, etc.

Recall that we studied that a class defines the type of data contained in an object. An ActiveX
automation object is an instance of a class that exposes properties, methods, and events to
ActiveX clients. An automation object can have both methods or properties. For example, the
methods of a Windows object would be actions you can perform from a Windows control menu,
such as, Restore, Minimize, Maximize, Close, etc. The properties would be functions that
describe the appearance of the window, such as Height, Width, or Window State.
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ActiveX Automation

To create and access objects, automation clients
need information about a server’s objects,
properties, and methods. This information is
available from the following sources:

» Documentation of that server application.

» Type library of that application. Type Libraries
usually have *.tlb or *.olb extensions.
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To create and access objects, automation clients need information about a server’s objects,
properties, and methods. Often, properties have data types, and methods return values and
accept parameters.

A list of exposed objects is provided in the type library of the application. A type
library contains specifications for all objects, methods, or properties exposed by an
automation server.

Also, the documentation of the server application contains information about exposed

objects, properties, and methods. The type library file usually Ad<Ba flename
extension.

LabVIEW Advanced 1 Course Manual 188 © National Instruments Corporation



ActiveX Features in LabVIEW 5.0

» Automation Support

Automation Client

[] - J
Excel.exe labview.exe

SERVER CLIENT

Automation Server

» Container Support
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The ActiveX technologies supported by LabVIEW 5.0 are grouped into two categories:
Automation andContainer functionalities.

ActiveX Automation: For example, LabVIEW acting as a client can launch Excel, open a
Workbook, etc. You can use a Visual Basic script to control LabVIEW acting as a automation
server.

ActiveX Container: The technology that allows an application to contain (embed) components

from some other software packages. For example, a LabVIEW container can contain a
Microsoft Excel worksheet.
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LabVIEW as Automation Server

CLIENT APPLICATION

Possible Actions:
Creates Object Instance
Gets an existing object

Get or Sets Properties

Invokes Methods le
A

Dispatches Action . Maps names to
Gets Properties interface

Sets Properties LabVIEW's Type Library (labview50.tlb)

Y
LabVIEW SERVER

Describes

Defines and exposes Programmable

Automation objects Objects
(Maybe part of DLL or standalone)
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Recall that in an earlier lesson, we discussed that LabVIEW supports an ActiveX interface to the
LabVIEW VI Server. This interface is the Automation server interface that allows client
applications to access LabVIEW functionality programmatically.

The graphic shown on the slide above shows how LabVIEW acting as a server interacts with
client applications . LabVIEW'’s type libratgbview50.tlb provides information about
LabVIEW objects, methods, and properties. Client Applications can access methods and set or
get properties of the LabVIEW automation server.
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ActiveX Automation Server

To activate LabVIEW as an ActiveX server, select
Edit » Preferences » Server: Configuration. Next, select the
ActiveX protocol.

EE Preferences
I Server: Configuration j
r Protocals
[~ TCRAR Port|3383
[ &ctiver

 Server Resources
[ illows VI Calls
v &llows ¥l Methods and Properties
FAIIDW Application Methods and Propelties|

ak Cancel |

“Changes to this option will take effect when you relaunch
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LabVIEW can be used as an ActiveX Automation server, so other ActiveX-enabled automation
clients can request properties and methods from LabVIEW and individual VIs. To configure
LabVIEW as an automation server, follow the steps shown on the slide above.
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ActiveX Automation Server

LabVIEW 5.0 exposes a hierarchy of objects that allow external
applications to control it.

LabVIEW 5.0 server objects

« Application Class
« Creatable or “Coclass” class
» GetVIReference method allows access to
Virtuallnstrument object

« Virtuallnstrument class
« Dispatchable class
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LabVIEW exports a createable claggplication” and a dispatch clas/frtualinstrument ”

to ActiveX. The dispatch class allows automation clients to invoke methods and access the
properties of an ActiveX Automation object. A co-class or a createable class is a component
object class and is the top-level object in the object hierarchy.
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Application Object

» Application object - creatable class
proglD "LabVIEW.Application"

The following example shows a typical Visual Basic
script for creating an application object.

Dim app as LabVIEW.Application
Set app = CreateObject("LabVIEW.Application")
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An application object is created using the progld “LabVIEW.Application” or
“LabVIEW.Application.5”.
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Application Class

Properties - Application Class

AllVIsInMemory PrintSetupCustomDiagram
AppKind

PrintSetupCustomDiagramHidden

ApplicationDirectory

PrintSetupCustomDiagramRepeat

AppName PrintSetupCustomHierarchy
AppTargetCPU PrintSetupCustomHistory
AppTargetOS PrintSetupCustomPanel
AutomaticClose PrintSetupCustomPanelBorder
ExportedVIs PrintSetupCustomSubVIs
OSName PrintSetupCutomControlTypes
OSVersion

PrintSetupFileWrapText

PrintSetupCustomConnector  PrintSetupJPEGQuality
PrintSetupCustomControlDesc PrintSetupPNGCompressLevel
PrintSetupCustomControls UserName
PrintSetupCustomDescription ~ Version

Methods - Application Class

BringToFront
GetVIReference

MassCompile
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The slide above lists all the properties and methods of the Application Class. Detailed information
about these functions can be found in the online reference manual.

For example, to access tB&portedVIs property information, navigate téelp » Online
Reference » Network and Interapplication Communication » Communication Function and
VI Descriptions » ActiveX Server Application Class Property and Method Descriptions »
Exported VIs in LabVIEW. TheExported VIs property returns a list of VIs in memory.
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Virtual Instrument Class

« Virtual Instrument class - dispatchable class.
« A Virtual Instrument object exports properties and
methods that affect a given VI.

To instantiate a Virtual Instrument object for a
“test.vi”:

Dim vi as LabVIEW.Virtuallnstrument

Set vi = app.GetVIReference("c:\myVIs\test.vi")
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The Application method GetVIReference creates and returns a pointer to a VI object. In the slide
above, a typical Visual Basic script is shown to instantiate a virtual instrument objest fair
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Properties

AllowDebugging
BDModificationBitSet
BDSize

Callees

Callers
CloseFPAfterCall
CodeSize

DataSize

Description

EditMode
ExecPriority
ExecState
FPAIllowRTPopup
FPAutoCenter
FPHiliteReturnButton
FPIsDialog
FPModificationBitSet
FPResizable
FPShowMenuBar
FPShowScrollBars
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Virtual Instrument Class

FPWinPanelBounds
FPWinTitle
HelpDocumentPath
HelpDocumentTag
HistAddCommentsAtSave
HistoryText
HistPromptAtClose

HistPromptForCommentsAtSave

HistRecordAppComments
HistUseDefaults
IsReentrant
LogAtFinish
LogFilePath

Name

Path
PreferredExecSystem
PrintLogFileAtFinish
RevisionNumber
RunOnOpen
ShowFPOnNCall

Properties

FPSize
FPSizeToScreen
FPTitleBarVisible
FPWinBounds
FPWinClosable
FPWinCustomTitle
FPWinlsFrontMost
FPWinOpen VIType
FPWinOrigin

Methods

Call

ExportVIStrings
GetControlValue
GetLockState
GetPanellmage
ImportVIStrings
MakeCurValueDefault
PrintPanel
PrintVIToHTML

ShowFPOnLoad
SuspendOnCall
TBShowAbortButton
TBShowFreeRunButton
TBShowRunButton
TBVisible
VIModificationBitSet

PrintVIToPrinter
PrintVIToRTF
PrintVIToText
ReinitializeAllToDefault
Revert

Run

Savelnstrument
SetControlValue
SetLockState
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All the properties and methods of the Virtual Instrument class are listed above. All function
details are available in the online reference.
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Flowchart for Accessin g

Create an Object
LabVIEW.Application
; * :
Get/Set Properties Execute Methods
of Application Object Of Application Object
v

Execute Method
GetVIReference Of
Application object

Get/Set Properties Execute Methods
of Virtual Instrument Class Of Virtual Instrument Class
Close References to
LV Adv| 197 Application Object

The slide above shows the flowchart for programming LabVIEW automation server’s objects,
properties, and methods. The first step for a client application is to create a reference to the
LabVIEW application by accessing the object LabVIEW.Application. Then you get or set
properties or execute methods of the Application object. Next, you should access a specific VI
by getting a reference to it. Once you have a reference or pointer to your VI, you can manipulate
the properties and methods of your VI. Finally, you should release Application and VI
references.

The next three exercises use this programming model.
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Exercise 3-1

Students will observe and run a macro written in
Visual Basic script to run a VI and tabulate results.

Time to complete: 10 min.
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Exercise 3-2

Students will complete and run a macro written in
Visual Basic script to run a VI and tabulate results.

Time to complete: 10 min.
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Exercise 3-3

Students will examine and run a C++
pro gram written in Visual C++ to access
the LabVIEW Automation server.

Time to complete: 10 min.
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Summary Lesson 3

» LabVIEW 5.0 supports ActiveX technologies such as
automation and container functionalities.

» Using ActiveX automation, software components can
communicate using a client/server model.

» An automation client accesses objects that have been
exposed by an automation server.

» An automation server is an application that exposes
objects.

» The LabVIEW 5.0 application can function as an
automation server.

« A user-defined VI can function as an automation
client.

» LabVIEW 5.0 exports two classes of objects:
Application class and Virtual Instrument class.
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Lesson 4

ActiveX Automation Client
and ActiveX Container

You Will Learn:

» About LabVIEW as an ActiveX
Automation Client

» About LabVIEW’s Automation functions

» About LabVIEW as a client to Excel

» About Remote Automation

» About LabVIEW as an ActiveX Container
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Introduction

This lesson continues to discuss the different ActiveX technologies that LabVIEW supports.
First, you will be introduced to the Automation Client capabilities of LabVIEW, followed by
remote automation technology. Finally, Automation Control capabilities will be introduced.
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LabVIEW as an ActiveX
Automation Client

LabVIEW CLIENT

Possible Actions:
Creates object instance
Gets an existing object

Get or sets properties

Invokes methods <_|

A
Dispatches action Maps names to
Gets properties interface

Sets properties Type Library

ACTIVEX AUTOMATION
SERVER

Describes

Programmable
Objects
(Maybe part of DLL or standalone)

Defines and exposes

Automation objects
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LabVIEW allows users to write VIs that function as automation clients. These VlIs access the
exposed objects of automation servers to get and set the properties of those objects and invoke
their methods.

The diagram shown on the slide above shows how LabVIEW, acting as a ActiveX automation
client, interacts with server applications. LabVIEW accesses the server’s type library to obtain
information about its objects, methods, and properties. LabVIEW can perform actions such as
invoking methods, getting or setting properties, etc.
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LabVIEW'’s ActiveX Client
Functions
To communicate with ActiveX
Advanced .
T Automation servers, use the
@ 1z following functions in
’ EI’ LabVIEW:
=T Choose Functions »
L E Communication » ActiveX
IE:r".'_,-—_:f:’-’_‘.—ﬂ:ﬁll::l:tmmuni-:::-Jlirl:m palette-
(2 Sl Sl e
Tnste L - 1
& Fedb o T
=T :@
HH
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You will find the tools for creating ActiveX automation client VIs in thenctions palette
underCommunications » ActiveX
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Automation Function Descriptions

Automation Refnum - [f Autarmation Refrum
*.
u%|

Ermar ik [hio ermar)

error out

Automation Dpen

Automation Befrum

-:i-
enrar in(no eror) C% error out

Automation Closze

LV Adv | 205

Open Automation Refnum

The Open Automation Refnum function opens an automation refnum that refers to a specific
ActiveX Automation object. You can select the class of the object by popping up on the
function and selectin§elect ActiveX class

You should select only createable classes as inputs to this function. This list of createable
objects is generated by accessing the Windows Registry. Once you create a refnum, it can be
passed to other ActiveX functions.

Close Automation Refnum

The Close Automation Refnum function closes an automation refnum. Make sure that you
close every automation refnum when you longer need it.
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Automation Function Descriptions

referatice —J& BF— dup referatice
errar in (no error ) =e=i? ol
frethiog o Feturm valus

autput |
- optiohal outpue?

input1—

Invoke Node

errar in Enff:rf'gﬁﬂﬁ # tlass Em:glflr%tt%ﬁmme

nare 1 —Property 1

Propetty 2 —  narne 2 :
i Hoape PRy R

Property Node
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Invoke Node

Invoke Node function invokes a method or an action on an ActiveX automation object. To choose an
ActiveX class object, pop up and cho@sadect » ActiveX ClassOr wire an automation refnum to the

input. To select a method related to the object, pop up on the second section of the node and select
Methods. Once you select a method, the appropriate parameters appear automatically below it.
Parameters with white backgrounds are required inputs and the parameters with a gray background are
optional inputs.

Property Node

The Property Node function sets or gets ActiveX object property information. To select an ActiveX class
object, pop up and chooSelect » ActiveX classThen to select a property related to that object, pop up
on the second line of the node and sefoperties. To set property information, pop up and select

Change to Write. To get property information, pop up and selglcange to Read

Some properties are read-only or write only, heblsange to write or Change to Readrespectively,
is grayed out in the pop-up menu.

The property node works the same way as Attribute nodes. If you want to add items to the node, pop up
and selecAdd Elementor click and drag the node to expand the number of items in the node.

Note: The Property node and Invoke node functions on the ActiveX subpalette and Application

Control subpalette (VI Server) are the same. The same interface is used to access both ActiveX objects
and references to VIs through the VI Server. The nodes are replicated to be logically near the
subpalette with which they can be used.
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Flowchart for Automation
Functions

Open a Reference
to Automation Server
Using
Automation Open Function

'
A
Get/Set Properties Using _
Property Node Function ¢ »  Invoke Methods Using
Invoke Node Function

v

Close the Reference
to Automation Server
Using
Automation Close Function
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The flow chart in the slide above depicts the order in which automation functions can be used to
communicate with an Automation server.

When writing an automation client VI, you first open a reference to the automation server using
the Automation Open function. You choose which automation server you want to use by
popping up on the Automation Refnum input of this function and satditeX Class...

Choose the server from the list of available automation servers on your system.

Use the returned reference number to get or set property values udiigpkey Node and

invoke methods using thavoke Nodefunction. Finally, you close the reference to the
automation server with thutomation Closefunction.
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Automation Example

- PEaformaton Doz
Excel._Application|  [Property Madd] Automation Close
: = g = _Application {15 w Workbooks B =l 2] [emor out]
I Workbooks Add )| =
] v Template
Irvoke Hode|
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The example shown above adds a Workbook to Microsoft Excel from LabVIEW. In this
example, first you open an Excel refnum with Open Automation Refnum function. This
launches Excel. Then you can access the workbook refnum with the Property Node. After you
add a workbook to Excel, a refnum referring to that Workbook is returned to LabVIEW. When
you no longer need Excel to be open, you must close the Excel and Workbook refnum.
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Data Conversion Function

type
ActiveX Yariant G Data
M1l in E error out
To G Data
PoveerPoint._Application)
Lo

& = _Application |
Wigible:

- -y @
EIMAr I [N ermar, *|
ol

utomation Close

fctiver VW ariant
ToG data
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ActiveX Variant to G data
This is a data conversion function and converts ActiveX Variant data to data that can be displayed
in LabVIEW.

Some applications provide ActiveX data in the form of a self-describing data type called an
ActiveX or OLE Variant To view the data or process it in G, you must convert it to the
corresponding G data type.

The example shown above shows how to convert ActiveX Variant data to G data. In this example,
you open the application object of Microsoft PowerPoint and display the Visible property using
the Property Node.

The Visible Property returns the data in ActiveX Variant format. The G Data Function then
converts the property information to a format supported by LabVIEW, which in this case is a
Boolean.

Note: If you are writing a property of ActiveX variant type, you can wire the LabVIEW/G data

types and they will be automatically converted to variant data types, and this will be indicated by
a coercion dot.
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Table of New and Old
ActiveX Functions

New ActiveX Functions

Old ActiveX Functions

Automation Open

Create Refnum

Automation Close

Release Refnum

Invoke Node

Execute Method

Property Node List Methods or Properties
Get Property

Set Property
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ActiveX support from LabVIEW 5.0 onward has changed from LabVIEW 4.x. LabVIEW
ActiveX client programming has been simplified.

LabVIEW still supports the old OLE Automation functions using compatibility functions. But, all
new applications should be built using the new ActiveX functions. The table above shows how
old functions map to the new functions.
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Automation with LabVIEW
and Excel

» Objects - Every unit of content and functionality in
Excel is an object.
Examples: A Workbook, a Worksheet

» Object Models - Access Excel online help to view
the Excel object Models by selecting Help »
Content » Index » Microsoft Visual Basic Reference.

» Object Models can also be found at
http://www.microsoft.com/officedev/articles/OMG
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Objects are discrete units of related content and functionality in an application. Examples of
objects are Microsoft Excel workbooks, worksheets, cell ranges, etc. An object hierarchy or the
object model is the way in which objects that make up an application are arranged relative to
each other.

The Microsoft Excel object hierarchy can be found in the Microsoft Visual Basic reference in the
Help menu. Excel objects are arranged hierarchically with an object rgppédation at the

top of the hierarchy. All other objects fall undgsplication. To call the properties and methods

of an object in Excel, you must reference all objects that lie on the hierarchical path to that
object. For example, to access the Chart object, you must first access the Application object, the
Workbook object, and then the Chart object.
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Exercise 4-1

Students will examine and run a VI using
ActiveX Automation calls to access
Microsoft Excel to input values.

Time to complete: 10 min.

LV Adv I 212

LabVIEW Advanced 1 Course Manual 212 © National Instruments Corporation



Exercise 4-2

Students will examine and run a VI that
changes the text and font style of an
existing chart in Microsoft Excel using
ActiveX Automation calls from a
LabVIEW VI.

Time to complete: 10 min.
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Exercise 4-3

Students will complete and run an
Automation Client VI that controls an
ActiveX Automation Server.

Time to complete: 10 min.
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Remote Automation

» Automation across the network is implemented
using DCOM.

« DCOM (Distributed C_omponent Q_bject M odel).

« DCOM is a technology for software applications to
communicate across the network.

* DCOM is supported only on Windows 95/NT/98.
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DCOM (the Distributed Component Object Model) is a Microsoft technology that allows
software applications to communicate directly with each other across networks. You will be able
to communicate over the network using ActiveX remote automation to build distributed
applications.

LabVIEW 5.0 supports remote automation by using DCOM. Thus, ActiveX clients can leverage
off DCOM to communicate with LabVIEW running on a remote machine.

Note: DCOM is supported only on the Windows 95/NT/98 operating systems.
Next, we will discuss some of the issues in using DCOM.
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Limitations of Remote
Automation

At present, you cannot communicate between two
copies of LabVIEW on different machines.

 The client LabVIEW will intercept all the calls to
the server.

You cannot do remote activation if the server is on
a Windows 95 machine.

« LabVIEW has to be launched manually on the

server machine.
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DCOM is a very complex technology and it can be very confusing while you are trying to use
it to configure an application. There are several security issues that must be considered.

Note: Before we discuss this further, consider the two limitations of DCOM and LabVIEW:
1. You cannot communicate between two copies of LabVIEW on different machine. The
client LabVIEW will intercept all calls to the server.

2. You cannot do remote activation if the server is on a Windows95/98 machine.
LabVIEW must be launched manually on the server machine.
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Confi guring DCOM

Client 1 on

Windows
95/NT/98

Client 2 on

A

> Windows
95/NT/98

SERVER
On
Windows 95/NT/98

Client 3 on

Windows
95/NT/98
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To use LabVIEW 5.0 and ActiveX remote automation, you need a Windows NT server machine
and one or more client machines running Windows 95 or NT. LabVIEW 5.0 should be installed
on the server machine. You should configure DCOM on both the server and client machines.

DCOM is configured differently on Windows 95 and Windows NT machines.

If you have a Windows NT or Windows 95 machine available to set up as a server or a client,
all the detailed instructions for configuring the server and client are attachedhippdedix

section of this manual.
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ActiveX Container

A container application can:

« Embed controls
- Controls have Automation Interface
- Controls can be programmed from using
that interface

 Embed/link documents

- Documents may or may not have
Automation interface
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An application acting as an ActiveX container can contain objects from other software packages.
An ActiveX container can contain two types of objects: controls and documents.

A control is an ActiveX object that you can act on directly. An example of an ActiveX control
could be the Microsoft Web browser. All controls have an automation interface that allows you
to work with them programmatically.

Documents are objects that you can either link to or embed in a container. When you link to a
document with a container, you establish a “view” to that document. Any changes to that
document are reflected in the container application. When you embed a document, the document
now becomes a part of the container application. If you make any changes to the document
outside of the container application, the container will not see these changes. Some documents,
like Microsoft Excel charts, additionally have an automation interface that allows you to work
programmatically with them. An example of an ActiveX document is a Microsoft Word

document embedded in a PowerPoint application.

A LabVIEW 5.0 VI can act as aixctiveX container
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LabVIEW as an ActiveX Container

To access LabVIEW’s new ActiveX control subpalette,
select Controls » ActiveX

Achives Container
Active Variant|
=k [ILE “anant
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The two new controls in LabVIEW, ActiveX Container and ActiveX Variant, as shown in the slide above
enable you to take advantage of the ActiveX Container capability.

ActiveX Variant Control and Indicator
The ActiveX Variant control and indicator allows you to pass ActiveX Variant data into LabVIEW.
When you place the ActiveX Variant control and indicator on the block diagram, it appears as follows:

Actives Variant
= [1LE Y ariant

Use this front panel object when ActiveX Variant data is converted to data that LabVIEW can display.

ActiveX Container

The ActiveX container manipulates data on ActiveX objects. You can use this container to display
ActiveX controls and embedded documents on the front panel. When you place the ActiveX Container on
the front panel, it appears as:

Activest Container

The ActiveX Container appears as an automation refnum terminal on the block diagram. You can wire
this terminal to Automation functions and control the object embedded in the container.
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LabVIEW as an ActiveX Container

To insert a document in the ActiveX Container:
Pop up, select Insert ActiveX Object , and select
Create Document

i Select ActiveX Object

I Create Document j|

IV "alidate Servers

Adobe Acrobat Document
Bitmap Image

Image Document

MIDI Sequence

Media Clip

Micrazoft Clip Gallen
Microsoft Equation 3.0
Microzoft Excel Chart
Mictosoft Excel Worksheet
Microsoft Graph 97 Chart 4

oK Canecel I
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ActiveX Documents and Controls are the two types of objects that can be contained in the
ActiveX Container (like LabVIEW 5.0).

ActiveX Documents

These objects can be contained by the container object and can be edited by popping up and
selecting thdedit Object option. This brings up a new window to edit the object. Some

documents support automation and can be manipulated by automation functions on the diagram.

ActiveX Controls

These objects can be activated and operated on inside the container. Because they support
automation, they can be controlled by automation functions on the diagram.

In LabVIEW, objects can be dropped in the Container by choosing one of the three ways shown
in the menu selection at the top of Belect ActiveX Objectdialog box.

Create Document—Choose a document registered with your system.

Create Object from File—Choose a document from a file located anywhere on your file
system. This object can either be linked to the file or can be statically copied into the panel.

Create Control—Choose a control registered on your system.
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LabVIEW as an ActiveX Container

To insert an object from file, select
Create Object From File, and the dialog box changes:

i Select ActiveX Dbject [ %]

I Create Object From File j|

™ Link To File Browse... |

oK Cancel
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To insert an existing document or file into an ActiveX Container, s€lexdte Object from
File. Then you can usBrowse...to find the document for insertion

If the Link To File option is selected, the document is updated when the front panel object is
updated. If this option is not selected, a static version of the document is inserted.
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LabVIEW as an ActiveX Container

To insert an existing control, select
Create Control, and the dialog box changes:

! Select ActiveX Object

l Create Control j|

¥ “alidate Servers

ActivebovieControl Object
ActiveSetup. TestCH Object

ActivexPlugin Object

Cwidray Control [Mational Ingtrurments]

Cw/Button Contral [M ational |nstruments)
CwiComples Cantral [Mational Instruments)
CWwWDSF Contral (M ational Instrurnents)

Cw/Graph Control [Mational Instruments)

Cw/Knob Contral [Mational Instruments) ;I

oK Cancel |
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To insert an existing control into an ActiveX Container, seb¥etite Control. All the available
control types are registered with your system.

Once you insert an object in the ActiveX container, because it appears as an automation refnum
terminal on the block diagram, you can wire it to the Automation functions we discussed earlier
and control the object embedded in the container.

Note: If an object does not support an Automation interface, the terminal will have an invalid
refnum and cannot be used with the Automation functions.

You will now work on exercises that demonstrate how you can use the Automation functions to
control the ActiveX container objects.
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Exercise 4-4

Students will create a Web Browser
Object using an ActiveX Control
in LabVIEW.

Time to complete: 10 min.

LV Adv I 223
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Exercise 4-5

Students will complete a VI to control
different ActiveX controls through the
LabVIEW ActiveX Container Control.

Time to complete: 15 min.

LV Adv I 224
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Summary of Lesson 4

« LabVIEW allows users to write VIs that function as
automation clients.

« To create an automation client VI
1. Open a reference to the Automation Server.
2. Use the returned reference to get/set properties.
3. Use the reference to invoke methods.
4. Close the reference to the Automation Server.

« When you receive ActiveX data in G/LabVIEW, that
data format is called an ActiveX Variant .

< The Microsoft Excel object hierarchy defines the way
in which objects are arranged relative to one another.

LV Adv Il 225
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Summary Lesson 4

* ALabVIEW 5.0 VI can act as an ActiveX container.
Hence, it can embed two types of objects: controls
and documents.

» An ActiveX Container appears as an automation
refnum terminal on the LabVIEW block diagram, and it
can be wired to automation functions for
programming.

LV Adv Il 226
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LabVIEW “Advanced | Course

Module 3
Callin g External Functions

National Instruments
11500 N. MoPac Expressway
Austin, Texas 78759
(512) 683-0100
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Introduction

LabVIEW is a graphical programming language rich in data acquisition, data analysis,
and data presentation capabilities. Usually, the VIs included in the LabVIEW
Development System meet the needs of most users. However, if you have existing
applications written in C or if you want to implement a task that is difficult to
accomplish within the block diagram, you can use CINs (Code Interface Nodes) or
DLLs (Dynamic Link Libraries).

This module teaches you to write CINs and simple DLLs. The module discusses CIN
basics first, and then you will learn about the various LabVIEW manager functions,
basic data types, and pointers and handles. You also will learn how parameters are
passed from LabVIEW to CINs and external subroutines, and how to call DLLs from a
CIN. In addition, you will learn about the LabVIEW Call Library Function, which

calls DLLs directly, and how to write DLLs using LabWindows/CVI and Visual C++.
Hands-on exercises reinforce the various concepts.

Course Description

The LabVIEW Calling External Functions module teaches you to write and call CINs
and DLLs. The course is divided into lessons, each covering a topic or a set of topics.
Each lesson consists of:

* An introduction that describes the lesson’s purpose and what you will learn.
* Adiscussion of the topics

* A set of exercises to reinforce the topics presented in the discussion.

* A summary that outlines important concepts and skills taught in the lesson.
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National Instruments Technical Support Options

Internet Support:
Web Support - searchable Knowled gebase, support

documents, and files e http://www.natinst.com
Emall ....................................................... Support@natlnst.com
FTP - contains support files and documents to download
FTP Site: ftp.natinst.com
login: anonymous
password: your Internet address
Fax-on-Demand: 24-hour information retrieval system with
a library of documents e (512) 683-1111
Telephone Support (USA):
FaX ............................................................. (512) 683_5678
Telephone ........................................... (512) 683_8248
LV AdvI 228

Listed above are the various ways you can contact National Instruments for technical support.
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Course Goals

« Learn the basics of writin g Code Interface Node code
» Understand how to pass parameters to LabVIEW

» Understand how to call LabVIEW mana ger functions
* Understand how to write and call external subroutines

» Understand how to call DLLs throu gh CINs

* Understand how to call DLLs throu gh the LabVIEW Call
Librar y Function.

» Understand how to write DLLs usin g the Visual C++
compiler and the LabWindows/CVI compiler

* Understand about multithreadin g with CINs and DLLs
» Understand how to troubleshoot DLLs

LV Adv Il 229

This course prepares you for the items listed above.
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Course Non-Goals

* To teach LabVIEW basics
» To teach programming theory

» To discuss every built-in LabVIEW object,
function, or library VI

* To teach C/C++ programming
* Win95 or Win32 API programming

» The development of a complete application
for any student in the class
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It is not the purpose of this course to discuss any of the items listed above.
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Module Outline

CIN Basics
LabVIEW
Manager Functiong

Passing
Parameters

Advanced Topics

SR

Calling DLLs

A

Writing DLLs
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The LabVIEW Calling External Functions Module covers the following topics.

Lesson 1: CIN Basics

Break

Lesson 2: LabVIEW Manager Functions
Break

Lesson 3: Passing Parameters

Lunch

Lesson 4: Advanced Topics

Break

Lesson 5: Calling DLLs
Break

Lesson 6: Writing DLLs
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Equipment Needed for this Course

LabVIEW for Windows
ver. 5.0 or later

LabVIEW Advanced |
Course Manual

LabVIEW Advanced |
L o Course Disks
--------- S5 \

d

, , Fl 2 Microsoft Visual C++
Computer runnin g Windows 95/NT "l 5.0 (Optional)
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Iltems You Will Need for this Course Module:

e Computer running Windows 95 or Windows NT

* LabVIEW for Windows Full Development System, ver. 5.0 or later

* LabVIEW Advanced | Course Manual and Disks

» Optional—A word processing application such as Notepad or Wordpad
* Optional—Microsoft Visual C++ 5.0

» Optional—LabWindows/CVI compiler

* MIO Series DAQ board

* DAQ Signal Accessory

Install the course software by inserting the third course disk and double-clicking on the file
Module3.exe. Extract the contents of this self-extracting archive into ¥aur directory.

All of the files you need will be installed into tie\Exercises\LV_Advl directory. The
solutions to all the exercises will be installed into@hesolutions\LV_Advl directory.

LabVIEW Advanced 1 Course Manual 232 © National Instruments Corporation



Hands-On Exercises
» Exercises reinforce the topics presented
* Save exercises into the VI libraries shown here:
=
(C:]
v
Exercizes
v
L Adwl
"‘TJ = g(;:LlJLIECSES
' acquire.
b' ‘J" ou?dll.dlldII
cinclass.llb Dilclass.lib ﬁ;ﬁiﬂ“
LV Adv1 233 concat.dil
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Lesson 1
CIN Basics

You Will Learn:
» When to use CINs or DLLs
« What a CIN is
» Advantages and disadvantages of using CINs
» What compilers are supported for WIN32
» How to create a simple CIN
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This lesson discusses basic Code Interface Node (CIN) concepts.
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When to Use CINs and DLLs

There are three common reasons for you to
write CINs or DLLs:

* You have existing C code that you want to
use within a VI.

* You need to talk with hardware that LabVIEW
does not directly support.

* You want to implement something that is
impossible or impractical in the context of a
block diagram.
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LabVIEW is a graphical programming language rich in data acquisition, data analysis, and data
presentation capabilities. It includes VIs to acquire data from plug-in data acquisition boards,
programmable instruments, and other applications. LabVIEW also includes Vis that analyze
data and present results through a graphical user interface.

In most cases, the VIs and functions included in the LabVIEW development system meet the
needs of users. However, if you have existing applications written in a traditional language, you
would like to implement a task that cannot be done directly from the diagram (such as calling
system routines for which no corresponding LabVIEW functions exist), or you would like to
perform a task that is time-critical or requires a great deal of data manipulation, you can use
CINs or DLLs. DLLs are called through the LabVIEW Call Library function.

In summary, there are three common reasons for you to write CINs or DLLS:
* You have existing C code that you want to use within a VI.
* You need to talk with hardware that LabVIEW does not directly support.

* You want to implement a task that is impossible or impractical in the context of a block
diagram.
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When to use CINs or DLLs

» Except on Windows 3.1, DLLs can perform most
tasks that CINs and external subroutines can with
a couple of exceptions.

e DLLs cannot be stored inside VIs or LLBs.

e DLLs do not support CIN-specific procedures
such as CINLoad, etc.
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The call library node in LabVIEW calls a 16-bit Windows 3.1 DLL or a 32-bit Windows
95/NT DLL. In Windows 3.1, there are certain limitations due to which you cannot use
LabVIEW-specific datatypes such as the LabVIEW String Handle or Adapt to Type.
Hence, Windows 3.1 DLLs cannot modify LabVIEW data types.

Unlike CINs, DLLs cannot be stored inside VIs or LLBs, because LLBs are LabVIEW-
specific VI libraries. So, if you use DLLs, you must ship them along with your LLBs.
Also, DLLs cannot support CIN-specific procedures such as CINLoad.

Hence, if you do not need to modify LabVIEW datatypes or do not need to use CIN-
specific procedures, you may choose to write a DLL instead of a CIN.
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Code Interface Nodes

A Code Interface Node (CIN) is a LabVIEW function
that links external code written in a conventional
programming language to LabVIEW.

- {Sl;b()B

[+
\Y| Code Resource

Applications
— Time-critical events
— Large set of data manipulations
— Numerically intensive calculations
— Calls to system routines
— Link to an existent code (that is, Windows DLL)
— Control non-National Instruments hardware
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A Code Interface Node (CIN) is a LabVIEW function that links external code written in a
conventional programming language to LabVIEW.

You compile the source code and link it to form an executable code resource. LabVIEW calls the
executable code when the code interface node executes, passing input data from the block
diagram to the executable code, and returning data from the executable code to the block
diagram.

External Subroutines

An external subroutine is a section of code you can call from other external code, such as
CINs and other shared external subroutines. If you write multiple CINs that call the same
subroutine, you may want to make the shared subroutine an external subroutine. The code
for an external subroutine is a separate file; when LabVIEW loads a section of external code
that references an external subroutine, it also loads the appropriate external subroutine into
memory. Using an external subroutine makes each section of calling code smaller, because
the external subroutine does not require embedded code. Further, you need to make changes
only once if you want to modify the subroutine.
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Issues of Usin g CINs

» CINs execute synchronously (that is, LabVIEW
cannot use the execution thread used by the CIN
for any other purpose).

* When LabVIEW runs in a multithreaded mode,
there is a separate thread for monitoring user
interface tasks.

o If LabVIEW has only a single thread of control, all
of LabVIEW is stopped until the CIN object code
executes.

 In multithreaded operating systems such as
Windows 95/NT/98, only the execution thread

running the CIN is locked up.
LV Adv 1 238

Issues of Using CINs

CINs execute synchronously, which means that LabVIEW cannot use the execution thread
used by the CIN for any other purpose. When a VI executes, LabVIEW monitors menus and
the keyboard. When running multithreaded, there is a separate thread for these tasks. When
running single-threaded, the VI returns to LabVIEW to allow it time to scan menus and the
keyboard, and run other VIs or applications.

When CIN object code executes, it takes control of its execution thread. If LabVIEW is
running in a single-threaded mode, all of LabVIEW is stopped until the CIN object code
executes. On single-threaded operating systems such as Macintosh and Windows 3.1, CINs
even prevent other applications from running. In multithreaded operating systems such as
Windows 95/NT/98, only the execution thread running the CIN is locked up. However, if
there is only one execution thread, other VIs are prevented from running.
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CIN Tools

LabVIEW supplies the header, libraries, objects, and
applications files used for the compiler utilities to create code
resource. The following compilers are supported:

CINTOOLS

!

Windows 95/NT/98

| }

Microsoft Visual C++ || Symantec C Compiler | | Watcom C Compiler
for Win 3.1 under

Windows 95/NT/98
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The interface for CINs and external subroutines supports a variety of compilers, although
not all compilers can create code in the correct executable format. External code must be
compiled as a form of executable appropriate for a specific platform. The code must be
relocatable, because LabVIEW loads external code into the same memory space as the
main application. LabVIEW supplies CIN tools, including the header files, applications,
utilities, and other files you need to develop CINs in the different programming
environments for each platform.

All the compilers supported by LabVIEW on the Windows platform are listed above.
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How to Create a Simple CIN

| LabVIEW

[ Place CIN Function

]

¥

| Add 1/ terminals

Y

[ Wire all I/O terminals

l Create the .c file

N

v

C Compiler

Write the external function
and build the code resource
into .Isb format

Y

| Loadthe isbiile |
Y

[ Run the VI ]

The figure above outlines the basic steps for creating a CIN.
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Creating a CIN

18! Functions x|

1. Place the CIN function
To place a CIN icon on the emf
block diagram, select it from T
the Advanced subpalette of - %..
the Functions palette. i
e
Il sﬂ +—HAdvanced
Kopf NS A Code Interface Nodel
. Hizallf Ll i
2. Add Input and Output Terminals ‘ﬁD : A
L —— .

Resize the node to add parameters,
or select Add Parameters from the
CIN pop-up menu.

LT o1
oo d ol o
T

J
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Input-Output Terminals

By default, a terminal pair is an input-output terminal that accepts and returns data.

Output Only Terminals

The Output Only option from the CIN terminal pop-up menu defines a parameter that
returns only data. If a terminal pair is output only, the input terminal is gray.

When the VI calls the CIN, the only argument that LabVIEW passes to the CIN object
code is a pointer to the value in the input terminal. When the CIN finishes executing,
LabVIEW receives the value that the output terminal references.
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Creating a CIN

3. Wire all the input and output terminals

Connect wires to all the terminal pairs on the CIN to
specify the data that you want to pass to the CIN.

Input-Output
3 The CIN can modify the data

passed

The CIN will not modify the data
passed

The output terminal adapts to
the data type connected to the
left terminal
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Connect wires to all the terminal pairs on the CIN to specify the data you want to pass to
the CIN. The order of terminal pairs on the CIN corresponds to the order of the parameters
in the CIN routine. You can use any LabVIEW data types as CIN parameters.

LabVIEW sets the terminal data type based on what you wire to the terminal. If you are
using numeric controls and indicators, be sure to set the data type for the object by using
the Representationoption from theObject pop-up menu.

If you do not wire an indicator to the output terminal of a terminal pair, LabVIEW assumes
that the CIN will not modify the value you pass to it. If another node uses the input data,
LabVIEW does not make a copy of the data.

Note: If you don’t wire the output terminal, the source code should not modify the value
passed into the input terminal. Nodes connected to the input terminal wire may receive the
modified data.

An output-only terminal, which has an object connected to the left terminal of the terminal
pair, adapts itself to the type of that object. If nothing is wired to the left terminal,
LabVIEW determines the output terminal type by checking the data type of the indicator
wired to the output terminal. If the output terminal is wired to more than one object,
LabVIEW uses the first valid type it finds.

The example above shows the CIN with one output terminal. Assume that the desired output
terminal type is a 32-bit float (SGL). In the top figure, LabVIEW selected the wrong data type
(as the gray dot on the SGL indicator indicates). This problem is corrected in the lower figure by
wiring a 32-bit floating-point (SGL) variable to the left terminal
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Creating a CIN

4, Create the .c File
Create the .c file by selecting
Create .c File... from the CIN
pop-up menu
/*

* CIN source file
*/

=

==

m
=

=B
1=

o
=1 =] e

b

]

-

#include "extcode.h"

CIN MgErr CINRun(float64 *varl, int32 *var2, LVBoolean *var3);

CIN MgErr CINRun(float64 *varl, int32 *var2, LVBoolean *var3) {
/* ENTER YOUR CODE HERE */

return noErr;

}
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When you selecCreate .c file...from the CIN pop-up menu, LabVIEW createsafile in
the style of the C programming language. Thefile describes the routine you must write
and the data types that pass to the CIN.

The code shown on the slide above is the initafile for its node. Eight routines may be
written for a CIN. The CINRun routine is a required routine and hence its function structure
is defined in the initialc file. These eight routines are described in detail later in the
lesson.

Notice thatextcode.h is automatically included; it is a file that defines basic data types
and a number of routines that can be used by CINs and external subroutines. CINRun is the
only routine that deals with input and output parameters. The order of the variables
corresponds to the order given by the CIN terminal pairs. In this example, the first
parameter is the float64 (DBL), the second parameter is an int32 (132), and the third
parameter is an LVBoolean (TF).
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Note:

Creating a CIN

CIN MgErr CINRun(float64 *varl, int32 *var2, LVBoolean

*var3);

LabVIEW Data Types Visual C++
floatExt (EXT) long double*
float64 (DBL) double
float32 (SGL) float
int32 (132) long (int)
intl6 (126) short int
int8 (18) char
uint32 (U32) unsigned long int
uint1l6 (U16) unsigned short int
uint8 (U8) unsigned char
LVBoolean (TIF) unsigned short int
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LabVIEW passes generic data types to create code that works
identically across multiple platforms

* The long double
data type (80-bit,
10-byte precision)
is mapped to
double (64-bit,
8-byte precision)
in Windows NT.

Because thec file is intended for use with C programming languages, the file uses
generic references that make it possible to create a code that works identically across

multiple platforms.
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Creating a CIN

5. Create the CIN Source Code 1 Bat
EYDELH [DBL

E=L=1
=
*
[)

==

=153

The code for CIN consists of eight
routines that LabVIEW calls when

it is time for the CIN to execute * CIN ,
source file

and in response to several other ”

events. When LabVIEW calls

CINRun, it sends the input and #include "extcode.h"
receives the output value

parameters CIN MgErr CINRun(float64 *N);

CIN MgErr CINRun(float64 *N)

[,
{ *N =*N *2.0;
return nokErr;
}

exctoode b hosttype b

Note:
You should always include the  extcode.h header file. The hosttype.h
file resolves platform-dependent issues
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Write the C code for your CIN in the file. LabVIEW supplies two basic header files
to help you build the CIN:

extcode.h You always should includgtcode.h  at the beginning of your
source code, before you include your other header files. It defines basic
data types and a number of routine prototypes that CINs and external
subroutines can usextcode.h  defines some constants and types
whose definitions may conflict with the definitions of system header
files.

hosttype.h If your code needs to make system calls, indladiype.h
immediately afteextcode.h . hosttype.h  resolves the differences
betweerextcode.h and the system header files. It also includes a
subset of header files for a given operating system. Ifith&éle you
need is not included biyosttype.h , you can include it in thee file
for your CIN immediately after you includesttype.h

The code for a CIN consists of eight routines that LabVIEW calls when it is time for the
CIN to execute and in response to several other events. When LabVIEW calls the CIN,
the CINRun routine receives the input and output parameters. The other routines—
CINInit, CINDispose, CINAbort, CINLoad, CINUnload, and CINSave, CINProperties—
are housekeeping routines called at specific times to take care of specialized tasks with
your CIN.

The slide above shows an example CIN for multiplying a number by two.
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Creating a CIN
When does LabVIEW call the CIN routines?

Loading VI |Compiling VI Running VI S:Lving VI Qlosing VI  Aborting VI

CINInit CINDispose | CINRun CINSave [CINDispose CINAbort
CINLoad CINInit CINProperties CINUnload
Note:

The CINInit and the CINDispose functions work as a
pair. You can clean up in CINDispose what you set up in
CINInit.

The CINLoad and the CINUnload functions work as a
pair. You can clean up in CINUnload what you set up in
CINLoad.
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CINInit

CINDispose

CINADbort

CINRun

CINLoad

Called immediately after the block diagram compiles, or each time
LabVIEW loads a VI that contains the CIN into memory. Use this routine
to initialize data, allocate memory for data structures, or perform other
setup procedures.

Called when you close the VI containing a CIN or before calling another
CINInit. You can use this routine to dispose of data structures allocated in
memory with CINInit, and for other cleanup operations.

Called for every reference to a given code resource when the VI is aborted
while the diagram containing a CIN executes. If a VI is aborted, CINAbort
also is called for any active subVIs containing a CIN. This routine is useful
for aborting pending asynchronous 1/0.

Contains the code to perform the task for which the CIN is designed. It
receives the input parameters and returns any output parameters.

Called when you load the VI containing a CIN for the first time or when
the object code is loaded into a VI. LabVIEW passes a parameter of type
RsrcFile (a LabVIEW data type) that you can use to store and retrieve
information along with the VI.
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CINProperties Contains code to make your CIN run in the diagram’s current execution
thread on multithreaded operating systems.

CINUnload Called when you close the VI or when the VI unloads the CIN code. You
can use this routine to free memory for data structures, or perform other
clean-up procedures.

CINSave Called when you save a VI containing the CIN. LabVIEW passes a
parameter of type RsrcFile that you can use to store and retrieve
information along with the VI.

The table on the previous slide summarizes this information.

For example, if you need to accomplish some special task when your VI is first loaded, put
the code for that task in the CINLoad routine. To do this, write your CINLoad routine as
follows:

CIN MgErr CINLoad(RsrcFile reserved){
/* your code goes here */
return nokErr;

}

Note: The CINInit and CINDispose functions work as a pair; For every CINInit call,
there will be a CINDispose call. Generally, CINDispose is called to undo what was
done in CINInit. The CINLoad and CINUnload functions also work as a pair. For
every CINLoad call, there will be a CINUnload. Generally, CINUnload is called to
undo what was done in CINLoad.
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Creating a CIN

6. Compile the CIN source code and modify the CIN
object code

Windows 95 and NT - Visual C++

Create a file with the specifications of the file that you need to create
a CIN (name, directories, external subroutines, etc.). The file should
have the same name of your CIN code, with a .lvm extension. The file
should resemble the following pseudo code:

name = name Name for your code

type = type Code type (CIN or external
subroutines)

objDir = objDir List of additional object files
needed to compile

subrNames = subrNames List of external subroutines
the CIN call

linclude $(cinToolsDir)\ntlvsb.mak
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After creating the source code, you must compile. This step is different for each compiler.
LabVIEW CINs are customized code resources, prepared using separate utilities that
LabVIEW includes in the cintools directory. Additionally, you should keep each CIN in a
separate folder or directory. All associated CIN files suctims andcin.lvm  should

be placed in the same directory.

The CINTOOLS directory includes all the header, libraries, objects, and applications files
used by the nmake or smake utility to create a code resource. The utility follows the steps
and directory settings listed in tinddvsb.mak file for compiling the code and linking

the libraries and object files.

Additionally, ntlvsb.mak  directs nmake (or smake) to use the CIN tools utilities to put
the code in the correct form for LabVIEW. At the end, it producesiémee.lsb file that
you can load into LabVIEW.

Add a CINTOOLSDIR definition to your list of user environment variables. In Windows
NT, you can edit this list with the System control panel accessory. For example, if you
installed LabVIEW for Windows 95/NT/98 io\lv50nt  , the CIN tools directory should
be c:\lv50nt\cintools . Hence, you would add the following line to the user
environment variables using the System control panel:

CINTOOLSDIR= c:\lv50nt\cintools
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Creating a CIN

As an example, the name.lvm file is shown

name = name
type = CIN

linclude $(cinToolsDir)\ntlvsb.mak

At the DOS prompt, run the nmake utility included
with Visual C++

C:\LabVIEW\CINCLASS\NAME> nmake /f name.lvm
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Under Windows 95/98, you will need to modi) TOEXEC.BATio setCINTOOLSDIRto
the correct value.

Note: Under Windows 95, before you use the DOS prompt for CIN compilation with
Visual C++, do the following:

a. Create a batch file with the following lines:
set cinToolsDir=c:\labview\cintoolr your path tolabview\cintool3
c:\msdev\bin\vcvars32.bat x§6ets the Visual C++ environment edit path as
necessary)

b. Edit properties of MS-DOS in Win95/98:
1. Pop up on the MS-DOS icon and select Properties » Program.
2. Add the batch program you created in Part a to the program properties.

c. Ensure that a path is defined (in autoexec.tmatnsdev\bin.
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Creating a CIN
Windows 95/NT/98 - Using the Visual C++ IDE

You can use the Visual C++ IDE for CIN compilation.
Complete the following steps:

Create a new DLL project. Select File » New... and select Win32
Dynamic-Link Library as the project type. You can name your
project whatever you like.

Add CIN objects and libraries to the project. Select Project » Add To
Project » Files... and select cin.obj, labview.lib, Ivsb.lib, and
Ivsbmain.def from the Cintools\Win32 subdirectory. These files

are needed to build a CIN.

Add Cintools to the include path. Select Project » Settings... and
change Settings for: to All Configurations. Select the C/C++ tab
and set the category to Preprocessor. Add the path to your cintools

directory in the Additional include directories: field.
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You can also use the Visual C++ IDE ro CIN compilation. The instructions for CIN
compilation are on this and the next slide.
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Creating a CIN

Windows 95/NT/98 - Using the Visual C++ IDE cont.

Set alignment to 1 byte. Select Project » Settings... and change
Settings For: to All Configurations. Select the C/C++ tab and
set the category to Code Generation. Choose 1 Byte from the
Struct member alignment: tab.

Choose run-time library. Select Project » Settings... and change
Settings for: to All Configurations. Select the C/C++ tab and set
the category to Code Generation. Choose Multithreaded DLL
from the Use run-time library: tab.

Make a custom build command to run Ivsbutil. Select
Project » Settings... and change Settings for: to All
configurations. Select the Custom Build tab and change the
Build commands field to < your path to cintools>\win32\
Ivsbutil $(TargetName) -d $(WkspDir)\$(OutDir) and

the Output file fields to $(OutDir)$(TargetName).Isb.
LV Advl 251
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Creating a CIN
Windows 95/NT/98 - Symantec C
The process for compiling CINs is similar to Visual

C++. The only difference is to use the smake
command as shown below.

C:\LabVIEW\CINCLASS\NAME> smake /f name.lvm

Note:
You cannot currently create external subroutines using Symantec C.
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You can also use the Symantec C compiler for creating CINs. The process is similar to
the process for Visual C++ Command Line. The only difference is that you should use
thesmake instead of thexmake command, as shown on the slide above.
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Creating a CIN

7. Load the CIN Object Code

After modifying the code resource, load it by choosing Load
code resource... from the CIN pop-up menu. Select the
Isb file created in the previous step

Online Help
Diezcription. .. k.
Show 3 ﬂ
Replace 2

name.Isb
Load Code Resource..
Create .c File...
8. Save the VI
9. Run the VI
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ThelLoad Code Resource..command loads your code into LabVIEW memory and links the
code to the current block diagram. After saving your VI, the file containing the object code
need not be resident on the computer running LabVIEW for the VI to execute.
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Exercise 1-1

Students will observe when the CIN routines are called
during the operation of a VI.

Time to complete: 10 min.
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Summary Lesson 1

« A code Interface Node (CIN) is a LabVIEW function

that links external code writtenina  conventional
programming language, such as C, to LabVIEW.

» The basic steps for creating a CIN are
1. Place the CIN on the block diagram.
2. Add the input and output terminals.
3. Wire all the input and output terminals.
4. Create the .c file.
5. Write the code of the external function.
6. Compile the code into a LabVIEW code resource
(.Isb) format.
7. Load the LabVIEW code resource into the CIN.
8. Run the VI.
9. Save the VI.
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Summary Lesson 1

» The CIN code may contain eight interface routines-
CINInit, CINDispose, CINAbort, CINRun,
CINProperties, CINLoad, CINUnload and CINSave. The
only routine that is required is the CINRun routine,
which receives the input parameters and returns the
output parameters.
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Lesson 2
LabVIEW Managers

You Will Learn:
« About the LabVIEW manager functions.
« About the basic data types.
» About how to use pointers and handles.

» About some specific LabVIEW manager
functions.
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Introduction

This lesson gives an overview of function libraries, called managers, that you
can access from a CIN.
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LabVIEW Manager Routines

o LabVIEW offers a set of libraries that can be
called from CINs.

» CINs built on top of the manager functions are
identical across platforms.

» These LabVIEW functions range from low level
byte manipulation to routines for sorting data
and managing memory.

 All LabVIEW manager routines are platform
independent.
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LabVIEW includes a set of functions that you can call from CINs and external
subroutines. These functions, organized into libraries called managers, range
from low-level bit manipulation to routines for sorting data and managing
memory. All LabVIEW manager routines are platform independent. If you use
these routines, you can create external code modules that work on all platforms
that LabVIEW supports. In other words, you can compile the source code for
CINs and external subroutines written with the manager functions without
modifying the source code for all platforms that LabVIEW supports.
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LabVIEW Manager Data Types

Booleans
Type Code Description
Boolean Representation
g LabVIEW Boolean LVBoolean 1/0=T/F
Manager Boolean Bool32 1/0=TIF
Numerics
Type Size Code Description
_— Representation
Heay Integer 8,16,32 bits ulnt8,ulnt16,ulnt32,int8, unsigned and
1= int16, int32 signed
Floating | 32,64,EXT bits | float32,float64,floatEXT
Complex | 32,64,EXT bits | cmplx64,cmplx128,cmpIxEXT | real/imaginary

Chars a Type Size Code Representation  |Description

Uchar | 8 bits us Unsigned Char
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A fundamental component of platform independence is the use of data types that do not
depend on the peculiarities of various compilers. The C language, for example, does not
define the size of an integer. Without an explicit definition of the size of each data type, it is
impossible to create code that works identically across multiple compilers.

Because the LabVIEW manager is intended for use with various C programming languages
on different platforms, it uses generic references to the data types. For example, if a routine
requires a 4-byte integer as a parameter, you define the parameter as an int32. The managers
define data types in terms of the fundamental data types for each compiler. Thus, on one
compiler, the managers might define an int32 as an int, while on another compiler, the
managers might define an int32 as a long int. When writing external code modules, use the
manager data types instead of the host computer data types, because your code will be more
portable and have fewer errors. The data types the manager uses also include specific
LabVIEW data types. In general, the LabVIEW data types are described with the prefix “LV”
as in LVBoolean, or “L” as in LStr, when necessary.

Manager functions return errors coded in the private data type MgErr. The different error
codes are defined in the header élgécode.h . For example, noErr and mFullErr refer to
no error found and memory full error, respectively.

The tables on this and the next slide describe some of the basic data types that LabVIEW and
the manager routines use.
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LabVIEW Manager Data Types
Arrays
Type Code Description
Representation
Anay| Size: Integer typedef struct { Structure with the
@1 |FEer int32 dimsize; size followed by the
elemType argl[l]; |elements.
Buffer: elemType ’
Strings
Type Code Description
Representation
Sting . .
C String CStr Ends with NULL
Helawald | | pascal String PStr 255 maximum
LabVIEW String  |LStr First four bytes
indicates the length
Note : LabVIEW stores strings and Boolean arrays in memory as
one-dimensional arrays of unsigned 8-bit integers.
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CINs work with two kinds of Booleans—those existing in LabVIEW block diagrams
(called LVBooleans) and those passing to and from manager routines (called Bool32).
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Usin g Pointers and Handles

A pointer is a variable that contains an address. A
handle is a pointer to a pointer.

int32 x;  /*x is an int32 value */ Int32 space

int32 *ip; /* ip points to an int32
value */
ip=&x; [*ip pointstox*/

Manager functions may have parameters that are pointers or
handles. The manager can write a value to a preallocated
memory, or the manager routine reads a value from the memory
location, so you do not need to allocate memory for the return
value.
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Pointers reference data stored in a block of memory of a given size. Pointers are
nonrelocatable; this means that the LabVIEW memory manager cannot move the memory
block while that memory is allocated to a pointer.

A handle(a pointer to a pointer) solves this problem. A handle is the address of an address.
The second pointer, or address, is a master pointer, which the memory manager maintains. If
you reallocate a handle and it moves to another address, the memory manager updates the
master pointer to refer to the new address.

Some manager functions have parameters that are pointers or handles. In most cases, this
means that the manager writes a value to a preallocated block of memory. In some cases, the
function reads a value from the memory location, so you don’t need to allocate memory for the
return value.
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Usin g Pointers and Handles

A handle is a pointer to a pointer.

Correct:

foo (UHandle a) {

UHandle h; I*h is a space allocated for a handle*/
h=a; /* h has a value */

AZHandToHand (&h); /*Function copies data into correct new handle h*/

}

Incorrect:

foo (UHandle a) {

UHandle *h;  /* his a pointer to a space allocated for a handle*/
*h = a; /* h is undefined */

AZHandToHand (h) ; /*function writes to the incorrect address */
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The examples on the slide above illustrate correct and incorrect ways to call a routine with a
handle parameter. The AZHandtoHand function copies the data referenced by the handle “h”
into a new handle and returns a pointer to the new handle in “h.” You can use this routine to
copy an existing handle into a new handle. The old handle remains allocated. This routine
writes over the pointer that is passed in, so you should maintain a copy of the original handle.
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LabVIEW Memory Mana ger

Applications use either
« Static Memory Allocation or
» Dynamic Memory Allocation

Memory Zones
* DS (Data Space Zone)
* AZ (Application Zone)

Note: The DS and AZ zones are currentl 'y only one zone,
but this ma y change in future releases of LabVIEW. Hence,
you should write  your pro grams as if the two zones exist.
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Most applications need routines for allocating and deallocating memory on request. The
LabVIEW memory manager functions can be used to allocate, manipulate, and release
memory.

Applications use two types of memory allocation: static and dynamic. With static
allocation, the compiler determines memory requirements when you create a program.
When you launch the program, LabVIEW creates memory for the known global memory
requirements of the applications. This memory remains allocated while the program runs.
However, static memory allocation cannot address the memory management requirements
of most real-world applications because most memory requirements cannot be determined
until run time.

With dynamic memory allocation, you reserve memory when you need it and free memory
when you are no longer using it. The LabVIEW memory manager supports two kinds of
dynamic memory allocation: one that uses pointers and another type that uses handles. In
other words, the LabVIEW memory manager suppdytsamicmemory allocation of both
nonrelocatable and relocatable blocks, using pointers and handles, respectively.

The memory manager defines generic handle and pointer data types as follows:

typedef uChar *UPtr;
typedef uChar *UHandle;
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LabVIEW Memory Mana ger

\
Memory Manager Functions ) Descriptions
UHandle XXNewHandle(int32 size) Creates a handle to a relocatable block afize
bytes
MgErr  XXDisposeHandle(UHandle h) Releases the memory referenced by

MgErr  XXSetHandleSize(UHandle h, int32 size) | Changes the memory referenced bl in size

bytes
int32 XXGetHandleSize(UHandle h) Gets the memory referenced by in bytes
Handle XXHandToHand(UHandle *hp) | Copies the data referenced byp into a newhp

void MoveBlock(UPtr *ps, Uptr * pd, int32 size)| Movessizebytes from
addresspsto addresspd

Ptr XxNewPtr(int32 size) Creates a pointer to a nonrelocatable block of
sizebytes
MgErr  XXDisposePtr(UPtr p) Releases the memory referenced hy
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LabVIEW’s memory manager interface has the ability to distinguish between two distinct
sections, which are callembnes LabVIEW uses the data space (DS) zone to hold VI
execution data, while the application zone (AZ) holds all other data. Most memory manager
functions have two corresponding routines, one for each of the two zones. Routines that
operate on the data space zone begin with DS and routines for the application zone begin
with AZ.

All data passed to and from a CIN are allocated in the DS zone (except for Paths, which use
AZ handles). You should use only file manager routines (not the AZ memory manager
routines) to manipulate Paths. This means that your CINs should use the DS memory
routines when working with parameters passed from the block diagram. The only exceptions
to this rule are handles created using the SizeHandle function, which allocates handles in
the application zone. If you pass one of these handles to a CIN, your CIN should use AZ
routines to work with the handle.

Some of the most common memory manager functions for memory allocation and
deallocation are listed in the table shown above. (XX can be either DS or AZ.)

Note: Currently, the two zones AZ and DS are actually one zone, but this may change in
future releases of LabVIEW. Hence, a CIN programmer should write programs as if the
two zones actually exist.
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LabVIEW Support Mana ger
Functions

Mathematical Operations Descriptions

Double sin(double x) Returns the sineof
double pow(double x, double y) | Returns the valuexdto the power of y
double  Sqrt (double x) Returns the square rootxof

void RandomGen(float64*xp) | Generates a random number between 0 and 14rxp

String Manipulations Descriptions
int32 LStrLen(LStrPtr s) Returns the length of s (s->cnt)
uChar*LStrBuf(LStrPtr s) Returns the address of the data of s (s->str)

Note: You can use the string functions with LabVIEW, Pascal, or C Strings.
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The support manager contains a collection of useful functions, such as string and array
manipulation, mathematical operations, sort functions, search functions, and so on. The
table on the slide above lists some commonly used support manager routines.

LabVIEW also supports a number of other mathematical functions defingueiC
Programming Languagby Brian W. Kernighan and Dennis M. Ritchie. The support
manager also includes routines for complex and extended floating-point operations.
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LabVIEW Support Mana ger
Functions

Utility Functions Descriptions

void QSort (UPtr array, int32 n, int32 elementSize| Sorts elements ofarray of any data type
procPtr CompareProcPtr) with the QuickSort algorithm

int32 CompareProcPtr(UPtr a, UPtr b) Returns a negative, zero, or positive value if
a<ha=h ora>h, respectively

Timing Functions Descriptions

Cstr DateCString(uInt32 secs, int32 fmt) | Returns a pointer to the date string of the secs
according to fmt

CStr TimeCString(uInt32 secs, int32 fmt) | Returns a pointer to the time string of the secs
according to fmt
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You can use the utility functions such as sort or search with arbitrary data types. However,
you must implement the comparison procedure.
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LabVIEW File Mana ger
Functions

Relative Paths: Location of a file or a directory relative to an arbitrary location
in the file system.

Absolute Paths: Location of a file or a directory starting at the top level of the file

system.
Platform Absolute Path Relative Path Empty Path
to the Home Directory |  absolute relative|
l PC C:\HOME\LABVIEW\README l .\LABVIEW\README
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You can use functions in the file manager to create and manipulate files and directories.
This library supports basic file operations such as creating, opening, and closing files;
writing data to files, and reading data from files. You also can use the file manager
functions to create and manipulate directories or folders, including copying files. The file
functions use the LabVIEW data type for paths that create a platform-independent way of
specifying a file or directory path. You can translate the path to and from a specific host
platform’s conventional format for describing a path.

When working with files and directories, you need to identify the target of operation.
Operations such as copying and moving work on closed files; others such as reading and
writing work on open files. If a target is a closed file or a directory, you specify the target
using its pathname. If the target is an open file, you use the file descriptor. The file
descriptor is an identifier that the file manager associates with the file when it is opened.
When you close the file, the file manager disassociates the file descriptor from the file.

There are two types of path®lative pathsandabsolute pathsA relative path describes

the location of a file or directory relative to an arbitrary location in the file system. An

absolute path describes the location of a file or a directory starting at the top level of the file
system. The table on the slide above describes some tags you can use (in place of a name) to
describe the path or its level from the current location. (Note that the “ ” characters indicate

an empty string.)

In LabVIEW, you specify the path using a special path data type. The exact structure of the

file path is private to the file manager. The path is also a dynamic structure (the same as
pointers and handles), and you use file manager routines to allocate and deallocate paths.
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LabVIEW File Mana ger
Functions
File Manager Functions Descriptions
MgErr FCreate(fdp, path, permissions, openMode, Creates a file withPath name
denyMode, group)
MgErr FMOpen(fdp, path, openMode, denyMode) Opens a file withpath name
MgErr FMClose(fd) Closes the file withfd descriptor
MgErr FMRead(fd, inCount, outCountp, buffer) Readsuffer from a file with fd descriptor
MgErr  FMWrite(fd, inCount, outCountp, buffer) Writes buffer to a file with fd descriptor
MgErr FGetEOF(fd, sizep) Returns the size of a file withfd descriptor
Path FMakePath(path, type, [volume, directory, name], Creates a new path
MgErr Egi;;lsepath(path) Disposes of the specified path
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All operations performed on an open file use a file descriptor to identify the file. A file
descriptor has the special LabVIEW manager file data type. LabVIEW block diagrams use
file refnums to identify open files. To pass open file references into or out of a CIN, you
must use the manager functions to convert refnums to file descriptors because there is a
one-to-one correspondence.

LabVIEW Advanced 1 Course Manual 268 © National Instruments Corporation



Exercise 2-1

Students will examine the syntax of
some memory mana ger functions.

Time to complete: 10 min.
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Exercise 2-2

Students will examine the syntax of
some support mana ger functions.

Time to complete: 10 min.

LV Adv I 270

LabVIEW Advanced 1 Course Manual 270 © National Instruments Corporation



LV AdvI 271

Exercise 2-3

Students will examine the syntax of
some file mana ger functions.

Time to complete: 10 min.
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Summary Lesson 2

» The LabVIEW manager contains functions to manipulate data
within your CIN.

» You can use the memory manager to dynamically allocate,
manipulate, and release memory.

» The support manager contains generally useful functions for
mathematical operations and string or array manipulations.
You should use them instead of the routines that the C
compilers supply.

» You can use the functions in the file manager to manipulate
files, such as creating, opening, and writing to files.

» All manager routines are platform independent.
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Lesson 3
Passing Parameters

You Will Learn:
« About numerics and Booleans.
« About how to pass arrays and strings.
» About how to resize arrays and strings.
« About how to pass paths.
» About how to pass clusters.
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Introduction

This lesson discusses passing parameters between LabVIEW diagrams
and CINs.
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Numerics and Booleans

Pointers to the data  /* Equal.c */

#include "extcode.h"

CIN MgErr CINRun(float64 *Numberl,
float64 *Number2, LVBoolean *Equal);
CIN MgErr CINRun(float64 *Number1,
float64 *Number2, LVBoolean * equal){
if *Numberl == *Number2)
*equal = LVTRUE;
else
*equal = LVFALSE;
return noErr;

}
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Scalar parameters, such as numerics and Booleans, are passed by reference. The CINRun
routine receives pointers to the scalar input parameters and returns pointers to the scalar
output parameters.

LabVIEW stores Booleans in memory as 8-bit integers. If any bit of the integer is 1, the
Boolean is TRUE; otherwise, the Boolean is FALSE.

In LabVIEW 4.x and earlier, Booleans were stored as 16-bit integers. If the high bit of the
integer was 1, the Boolean was TRUE; otherwise the Boolean was FALSE.

For example, consider a CIN that compares two LabVIEW double-precision (DBL)
numbers, returning a LabVIEW Boolean TRUE if they are equal and a FALSE otherwise.
The block diagram and the file are shown on the slide above.
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Exercise 3-1

Students will pass numeric and Boolean ar
between a CIN and a code resource.

Time to complete: 20 min.

guments
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One-Dimensional Arrays

* 1D Numeric Arrays
Structures containing both the size and the data of the array.

typedef struct { dimSize = 3
int32 dimsize; buf[0] = 1.23
ﬂ23t32 bUf[l](,:“ buf[1] = 4.56
} **LVArrayHdI; buf[2] = 7.89

- 1D Boolean Arrays
Structures containing both the size and the data of the array.
Boolean arrays are stored as one-dimensional array of 8-bit integers.
typedef struct {
int32 dimsize;

LVBoolean buf[1];
} **LVBooleanArrayHdI;
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A 1D numeric array in LabVIEW is a structure containing both the data and the size of the
array. The size of the array is stored first in a 32-bit integer, followed by the data. The
figure above shows an example of a LabVIEW array of three numeric double-precision
(DBL) numbers with the corresponding array structure and memory offset.
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Strin gs
Structures containing both the size and the data of
the string.
typedef struct {
String | int32 cnt; /* number of bytes that follow */
Hello uChar str[1]; /* cnt bytes */
} LStr, *LStrPtr, **LStrHandle;
00 cnt=5
04 str[0] = H
05 str[1] = e
06 [ str2] =1
07 'str[3] =1
08 str[4] = o
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Like arrays, LabVIEW strings are structures pointed by handles. The handle to the string is
passed as the argument between the block diagram and the code resource. The string
structure contains both the data and the string length. The string length is stored first in a
32-bit integer, followed by the data.

The header filextcode.h  defines the following structure for LabVIEW strings:

typedef struct {
int32 cnt; /* number of bytes that follow */
uChar str[1]; /* cnt bytes */
} LStr, *LStrPtr, **LStrHandle;

The support manager has functions to access both components. To find the string length or
number of characters in the buffer, you use the LStrLen function. To find the buffer
address, you can call the LStrBuf function.

The example on the slide above shows a LabVIEW string with five characters and its
memory offset representation.
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Multidimensional Arrays
Structures containing both the sizes (elements
per dimension) and the data of the array.

L | 00 [ dimsizes[o] = 2
do |B B fals
B0 ,i—J:,z—,z—‘ 04| dimsizes[1] = 3
08 [ ata [0][0]
101 data [o][1]
typedef struct { 12
int32 dimSizes[2]; /* 2 dimensions */ data [0][2]
int16 data[1]; * elements */ 14 1 qata [1][0]
} LV2DArray; 16
typedef LV2DArray **LV2DArrayHdl; data [1][1]
181 data [1][2]
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LabVIEW stores N-dimensional arrays much like 1D arrays. However, the handle begins with N
4-byte values that describe the number of values stored in a given dimension. The example
above shows a two-dimensional (2D) array of integers with two rows and three columns. The
code fragment that defines the structure is also shown.
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Exercise 3-2

Students will observe how LabVIEW passes a
1D numeric array to a code resource.

Time to complete: 10 min.
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Exercise 3-3

Students will observe and/or write code that shows
how LabVIEW passes a Boolean array to a CIN.

Time to complete: 15 min.
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Exercise 3-4

Students will observe and/or write code that shows
how LabVIEW passes a strin g to a CIN.

Time to complete: 15 min.
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Exercise 3-5

Students will observe or write code that shows how
LabVIEW passes a multidimensional array to a CIN.

Time to complete: 10 min.
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Resizin g Arrays and Strin gs

» SetCINArraySize(UHandle dataH, int32 paramNum,
int32 newNumElements)

» NumericArrayResize(int32 typeCode, int32 dimension,
(UHandle *) dataH, int32 newNumElements)

typeCode| LabVIEW Data Typg Note: Resizing the
B | Unsgned 8o Us | (e oo b
uw Unsigned Word  U16 ber of el ¢
uL Unsigned Long ~ U32 | (number of elements
iB Integer Byte 18 per dlmensmn) of array
iw Integer Word 116 and string handles.
iL Integer Long 132 .
fS Floating Single ~ SGL NO‘ne] ; OAr;I'ry ”;{e .
fD Floating Double  DBL | . UMEriCATayResize
fX Floating Extended EXT| function can be used to
cS Complex Single  CGL | resize LabVIEW strings
cD Complex Double CBL | because they are
cX Complex Extended CXT| considered 1D arrays of

characters (bytes).
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Sometimes output variables require you to modify the size of the block of memory needed
by the array or the string within the CIN code.

The SetCINArrayResize and the NumericArrayResize functions resize arrays and strings.

Note: The paramNum is the position of the handle parameter in the CIN argument list, where
the left parameter has the position 0. For example, in the code: CINRun(int32 varl,
LVArrayHdl var2, LVBoolean var3, LVArrayHdl var4); the parameter number for the first
array, var2, is 1. For the second array, var4, the parameter number is 3.

Both the SetCINArraySize and NumericArrayResize functions define the exact amount of
memory required for the new array structure, but the new array size is undefined. If you
successfully resize the array, either with the SetCINArraySize or NumericArrayResize, you
need to update the dimension field with the number of elements in the array.

Use the SetCINArraySize function to resize arrays returned by the CIN. The function
resizes a data handle based on the data structure of an argument that you pass to the CIN.
Although you specify the new number of elements and the parameter number, the function
doesnot update the dimension field in the array; you must do that separately.

You can resize numeric arrays more easily with NumericArrayResize. This function resizes
a data handle that refers to a numeric array. Although you specify the total new number of
elements, the type of numeric elements, and dimension(s), the function does not set the
dimension field in the array; you must set that field in your code. DimSize contains the
number of elements in the array.

LabVIEW Advanced 1 Course Manual 283 © National Instruments Corporation



Resizin g Arrays and Strin gs
#include "extcode.h"

typedef struct { Array
int32 dimSizes[2]; "l:ll;ﬂlﬂl ETIATE New_Array
float64 arg1[1]; o o ]|
} TD1;

typedef TD1 **TD1HdI;

#define ParamNum 1
CIN MgErr CINRun(TD1HdI Array, TD1HdI New_Array);

CIN MgErr CINRun(TD1HdI Array, TD1HdI New_Array) {

int32 i, j, nrows, ncols;

float64 *fEImnt, *rEImnt;

MgErr mgError = noErr;

nrows = (*Array)->dimSizes|[0];

ncols = (*Array)->dimSizes[1];

if(/(FEImnt = (*Array)->argl)){
mgError = mFullErr;
goto out;
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Now consider a CIN similar to the example where the 2D array is transposed. The result is
passed in a new array with the same characteristics as the input array. The block diagram
and the source file for this transpose CIN is shown on this and the next slide.

Notice that LabVIEW passes the handle that points to the input array. The code resource
dynamically defines a new array structure and its size, based on information from the input
array handle. Then the source code performs the transposition.
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Resizin g Arrays and Strin gs

/* Allocate memory for transposed array */
if (mgError = SetCINArraySize((UHandle) New_Array, ParamNum, (nrows
*ncols)))
goto out;
rEImnt = (*New_Array)->arg1;
/* Perform the transposition */
for (i=0; i< nrows ; i++)
for (j=0; j < ncols ; j++)
rEImnt[i + nrows * j] = fEImnt[i * ncols + j];
/* Transposed array has rows and columns interchanged */
(*New_Array)->dimSizes[0] = ncols;
(*New_Array)->dimSizes[1] = nrows;

out:
return mgError;
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Exercise 3-6

Students will examine and write code that
shows how to resize an array handle
within a code resource.

Time to complete: 15 min.
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Exercise 3-7

Students will examine and write code that shows how to
resize an string handle within a code resource.

Time to complete: 15 min.
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Paths

 Paths - Dynamic data structures
S trirg Dt

typedef Private *Path;

/* PathStr.c -> Converts a Path into a LabVIEW string
* parameters: input: pathin-> handle to a path
* stringOut-> handle to a LabVIEW string */

#include "extcode.h"
CIN MgErr CINRun(Path pathin, LStrHandle stringOut);

CIN MgErr CINRun(Path pathin, LStrHandle stringOut) {
MgErr  cinErr = noErr;

cinErr = FPathToDSString(pathin,&stringOut) /* path to a string */
return cinErr;

}
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Paths are dynamic data structures that LabVIEW passes the same way it passes arrays. The
data for paths belong to the application zone handle.

Usually, you do not need to know the exact structure of a path. As an example, consider a CIN

that uses one of the file manager functions to convert a LabVIEW path into a LabVIEW string,
as shown on the slide above.
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Clusters

* Clusters - Structures containing different elements.
Numerics and Booleans are stored directly in the
cluster structure. Arrays and strings are stored
indirectly.

Cluster
Number] [Boolean typedef struct {

dlioo | E float32 sgINumber;

String | LVBoolean booleanSw;
r | LVStrHdI IvString;

) w LVArrayHd intArray
=205l | } Cluster;

LV Adv |l 289

A cluster stores elements of different data types according to cluster order. Numerics and
Booleans are stored directly in the cluster structure, while arrays and strings are stored

indirectly. The cluster structure contains the handle that points to the memory block that the
arrays or strings use.

For example, consider a cluster containing a double-precision (DBL) number, a Boolean, a
string, and an array of integer numbers. The diagram above shows the cluster with its order.
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Clusters

Cluster W
] T N s
Array of Mumeics|
Unbundle CIN Unbundles Cluster
LV Adv 1 290

The slide above shows the Unbundle function with the cluster order. If a CIN unbundles the
elements of the cluster, the block diagram may resemble the diagram shown above.
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Clusters

#include "extcode.h”
#define DIMENSION 1L

typedef struct {
int32 dimSize;
int16 buf[1];
} LVArray;
typedef LVArray **LVArrayHdl;
typedef struct {
float64 dbINumber;
LVBoolean booleanSw;
LStrHandle IvString;
LVArrayHdl intArray;
} Cluster;

CIN MgErr CINRun(Cluster *clusterln, float64 *numberOut, LVBoolean
*booleanOut, LStrHandle stringOut, LVArrayHd| arrayOut);
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The source code for a CIN that unbundles the elements of the cluster is shown on this and
the next slide.

Notice that the LabVIEW manager functions allocate memory for the string and array
outputs (NumericArrayResize) to get the length of the string in the cluster and to set the
length of the string output (LstrLden). The functions also get the data buffer address of the
strings (LstrBuf) and copy bytes from the cluster elements to the array and string outputs
(MoveBlock).
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Clusters

CIN MgErr CINRun(Cluster *clusterin, float64 *numberOut, LVBoolean
*booleanOut, LStrHandle stringOut, LVArrayHd| arrayOut) {
int32 arraySize, stringLength;

MgErr err = noErr;
*numberOut = clusterln ->dbINumber; /* get/set the number */
*booleanOut = clusterin ->booleanSw; /* get/set the boolean */

stringLength = LStrLen(*(clusterIn ->lvString)); /* get the length */

arraySize = (*(clusterin ->intArray))->dimSize;

/* get the size */

/* set StringOut memory */

if(err = NumericArrayResize(uB,DIMENSION,(UHandle *)&stringOut,
stringLength)) goto out;

/* set ArrayOut memory */

if(err = NumericArrayResize(iW, DIMENSION, (UHandle *)&arrayOut,
arraySize)) goto out;

LStrLen(*stringOut) = stringLength;

/* update the string length */

(*arrayOut)->dimSize = arraySize;

/* update the array size */

/* copy the string buffer */

MoveBlock(LStrBuf(*(clusterin->lvString)), LStrBuf(*stringOut),

stringLength);
/* copy the array buffer */
MoveBlock((*(clusterIn->intArray))->buf, (*arrayOut)->buf, arraySize * sizeof(int16));

out: return err;
LV Adv | 292 )
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Summary Lesson 3

» LabVIEW passes numeric and Boolean arguments
and clusters with numeric or Boolean data types to
the code resource by reference.

 Arrays and strings are stored as relocatable objects
pointed by handles, and the handle structure is
passed as an argument.

« Whenever you output an array, string, or cluster
handle, be sure to first allocate the memory for the
handle. Also, remember to update the dimension
field in every output array or string structure.
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Lesson 4
Advanced CIN Topics

You Will Learn:
» About shared external subroutines.

» About the advantages of using external
subroutines.

* About how to create and call external
subroutines.

» About multithreading and CINSs.
» About how globals work within CINSs.
» About how to call WIN32 DLLs from CINSs.
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Introduction

This lesson discusses topics that are needed only in advanced applications using
CINs in LabVIEW.
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External Subroutines

An external subroutine is a function that you can call
from CINs and other external subroutines. External
subroutines are stored in their own separate files.

Y
— CIM 1
jrra AT M '&
e o 1o 13!
[set] ] e (S6L] [561]
code 1.Isb External code 2.1sb

Subroutine
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An external subroutine is a function you can call from CINs or other external subroutines.
External subroutines differ from CINs in that LabVIEW diagrams do not call them directly.
Instead, an external subroutine iuactionthat CINs or other external subroutines call.

External subroutines are stored in separate files, not in VIs. When you load a VI that contains a
CIN, LabVIEW determines whether the CIN references external subroutines. If it does,
LabVIEW loads the subroutine into memory and modifies the calling code so that it can call the
subroutine. When you close a VI containing a CIN with an external subroutine reference,
LabVIEW unloads the external subroutine.
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Advanta ges of Usin g
External Subroutines

» Easier to maintain
Reduce memory requirements
Shared code between CINs

Ready-to-use analysis external
subroutines

It is your responsibility to handle
error checking and pass
parameters correctly when
calling an analysis or any other
external subroutine
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There are several advantages to external subroutines.

* Asingle subroutine is easier to maintain, because you modify only a single file to affect all
calls on the subroutine.

* A ssingle subroutine can reduce memory requirements. Only a single instance of the code is
in memory, regardless of the number of calls to the subroutine.

» An external subroutine can maintain information that several external code modules use.
The external subroutine can store data in global variables that multiple code resources can
access.

External analysis subroutines do not check for errors. It is your responsibility to handle error

checking and pass parameters correctly. Failure to do so may result in erroneous results or

system crashes. Typically, a VI passes parameters to a CIN, which checks for errors. If the code
detects any invalid parameters, the CIN returns the proper error code to the calling VI. If there
are no errors, the CIN invokes the external subroutine.

External subroutines are separate pieces of code needed each time you load a CIN that calls the

subroutine. When LabVIEW loads the VI containing a CIN that calls a given external

subroutine, it searches for the subroutine as a separate file, loads its code, and modifies the
calling CIN to point to the memory location of the external subroutine code. When you close the
VI, LabVIEW unloads the external routine as a different file.

Note: One way to ensure that LabVIEW can find the external subroutines is to place them in
directories that you defined in the search path section of the LabVIEW Preferences window
(Edit Menu). If you are using the Application Builder to build the executable, be sure that the
external subroutine is in thesame directory as the application executable.
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Creatin g an External Subroutine

The external subroutine code must have an entry
point LVSBMain(). The type of the subroutine is
LVSB (LabVIEW subroutine).

Fact.c
#include "extcode.h"

/* prototype */
int32 LVSBMain(int32 *n);

/* subroutine */
int32 LVSBMain(int32 *n) {
int32 i, fact;

fact = 1L;

for (i=1; i<*n+1; i++)
fact *=i;

return fact;
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External subroutines differ from standard CINs in that LabVIEW calls CINs and only your code calls
external subroutines. An external subroutine is a code that doesn’t need the eight CIN subroutines
(CINInit, CINDispose, CINAbort, CINRun, CINLoad, CINUnload, CINProperties). For an external
subroutine, you need only one entry point—LVSBMain. It is similar to the CINRun routine.

For example, consider a shared external subroutine that calculates the factorial number of an integer. The
shared external subroutine source code is shown in the slide above.

Note: The external subroutine can have an arbitrary number of parameters, and each parameter can
be of arbitrary data type. Notice that you can declare any return data type because only your code calls
the subroutine.

You call external subroutines the same way that you call standard C subroutines. However, you do not
compile the code for the external subroutine with the code of the calling subroutine. Instead, you compile
the code resource without the subroutine code.

For example,
int32 Fact(int32 *N);

defines the prototype of the previous factorial external subroutine. Any CIN can call this external
subroutine with the statement:

varl = Fact(*var2);
wherevarl is an integer andar2 is a pointer to an integer value.

However, the external subroutine code is not compiled with the CIN code. Instead, the CIN code is
prepared for LabVIEW with the reference to an external subroutine. When LabVIEW loads the CIN,
LabVIEW also loads the external subroutine based on the information that indicates the calling code
references to a given external subroutine. LabVIEW also modifies the calling code to ensure that it
correctly passes control to the subroutine.
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Compilin g an External Subroutine

Fact.lvm

name = Fact
type = LVSB

linclude $(CINTOOLSDIR)\ntlvsb.mak
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You compile an external subroutine in almost the same way you compile a CIN. The external
subroutine should use the extensigb  (for examplefact.lsb ). The following
descriptions show how to compile a shared external subroutine using the Visual C++ compiler.

Windows 95/NT/98—Visual C++
Create one makefile with the same characteristics as a standard CIN. However, specify a code
type of LVSB (external subroutine) instead of the CIN type used for code resources.

type = LVSB

You build the external routine the same way you build a CIN (see Les&tN Basic$. For
this example, the makefile for the Visual C++ compiler is:

name = Fact
type = LVSB
linclude $(CINTOOLSDIR)\ntlvsb.mak
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Callin g an External Subroutine
Notice that the directive subrNames is used to
identify the subroutine the CIN references.

Fact calling code Calling code .lvm file
#include “extcode.h”

name = FactCall

extern int32 Fact(int32 *n); type = CIN

CIN MgErr CINRun(int32 *n); | | SubrNames = Fact
gErr CINRUn(NtS2 "M | | include $(CINTOOLSDIR)\ntivsb.mak

CIN MgErr CINRun(int32 *n) {
*n = Fact(*n); * .
external call */ To use Visual C++ IDE

return noErr; add lvsb.obj instead of cin.obj
}
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Consider a CIN that calls the external subroutine defined earlier that calculates the factorial number of an
integer variable. The source code of the calling CIN is shown in the slide above.

When you call the external subroutine, you do not use the function name LVSBMain to call the function,
but you use the name you gave the external subroutine. In this case, the name of the flaztion is

You should also declare the function prototype with the keywgtern  so that the compiler will

compile the CIN, even though the subroutine is not present.

Windows 95/NT/98—Visual C++ Compiler

Create one makefile with the same characteristics as a standard CIN. The only difference is that you use
the optionakubrNames directive to identify the subroutines that the CIN references. Specifically, if

your code calls two external subroutindsandB, you must add the directiwibrNames = A B

prior to thelinclude statement. For example, consider the makefile that links your calling code with
the shared external subroutiRact.Isb . The file list for the Visual C++ compiler is shown below.

name=FactCall

type=CIN

subrNames = Fact

linclude <$(CINTOOLSDIR)\ntlvsb.mak>

You can create thEactCall.Isb CIN using the following command for Visual C++:
C:A\LABVIEW\CINCLASS\FACTCALL>nmake /f factcall.lvm

After you create the code resource, you can load it with the CIN using the pop-up menu.
Note: If you are using the Visual C IDE, follow the steps described in Steps for Creating a CIN

section of Lesson 1, CIN Basics, with the exception of adding lvsb.obj instead of cin.obj to your
project.
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Exercise 4-1

Students will examine code that creates
and calls an external routine.

Time to complete: 15 min.
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Using Global Variables

LabVIEW offers two methods to maintain global
variables within CINs.

VI Front Panel

» Code globals
» Data space globals

VI Diagram
Call 1 Call 2

TG00 o0 [ Tan
LT Ry B e | Qo) 1o

cafrca cafca
B EY 5 LYS =L
X1 EXT 5 LY L

global storage

(code globals)
4-bytes CIN <_/
Data Space

4-pytes CIN

Data Space \ E

VI Data Space code resource
(data space globals)
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When you declare global or static local data within a CIN code resource, LabVIEW allocates
storage for that data and maintains your globals across calls to various routines. LabVIEW
features two methods to maintain the global variablesdeglobals ordata spacelobals.

When you design your code, decide which method is appropriate to use. (If you have only
one CIN and the VI is not reentrant, it doesn’t matter which method you choose.)

When using code globals, calling the same code resource from multiple nodes or different
reentrant VIs affects the same set of globals. On the other hand, if you use CIN data space
globals, each CIN that calls the same code resource and each VI (if the VI is reentrant) can
have its own set of globals. When you allocate a code global in a CIN, LabVIEW creates
storage for only one instance of the global, regardless of the number of references to the
same code resource or external subroutine in memory.
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Using Code Globals

* When you use code globals, calling the same code
resource from multiple nodes or different reentrant
Vls affects the same set of globals.

» The variables can be initialized in CINLoad. If the
variables are pointers or handles, you can allocate
the memory in CINLoad and deallocate it in
CINUnload.
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Code Globals

When you use code global variables, the variables are initialized in CINLoad. This is because
LabVIEW calls the CINLoad routine only once when the resource is first loaded into memory,
regardless of the number of data spaces and the number of references to that code resource. After the
last reference for that code resource is removed from memory (when closing the VI), LabVIEW calls
the CINUnload allocated in CINLoad. If the variables are pointers or handles, you can allocate the
memory in CINLoad and deallocate it in CINUnload.
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Data Space Globals

* When you use CIN data space globals, each CIN that
calls the same code resource and each VI (if the VI
IS reentrant) can have its own set of globals.

» The variables can be initialized in CINInit. If the
variables are pointers or handles, you can allocate
the memory in CINInit and deallocate it in
CINDispose.
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In some cases, such as when the VI that contains the CIN is reentrant, you may want a separate
reference to the CIN global variables for each use of the VI. LabVIEW allocates a CIN data
space for each instance of this type of global (called a CIN data space global). You should
initialize the CIN data space globals in CINInit because LabVIEW calls the CINInit function for
each use of the CIN or the surrounding VI (if the VI is reentrant). Remember that LabVIEW

also calls CINDispose for each CINInit call. Within CINInit, CINDispose, CINAbort, and

CINRun, you can retrieve or set the value of the CIN data space for the current instance of the
global with the following functions:

int32 GetDSStorage(void);
This routine returns the value of the 4-byte quantity in the CIN data space that LabVIEW
allocates for each use of the CIN or the surrounding VI (if the VI is reentrant).

int32 SetDSStorage(int32 NewVal);

This routine sets the value of the 4-byte quantity in the CIN data space that LabVIEW allocates
for each use of the CIN or the surrounding VI (if the VI is reentrant). It also returns the old value
of the 4-byte quantity in that CIN data space.
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Exercise 4-2

Students will examine code that shows
how a CIN uses code global variables.

Time to complete: 10 min.
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Exercise 4-3

Students will examine code that shows how
LabVIEW uses a CIN data space global variable.

Time to complete: 10 min.

LV Adv I 305

LabVIEW Advanced 1 Course Manual 305 © National Instruments Corporation



Multithreadin g in LV 5.0
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In Module 1, we discussed how LabVIEW handles multithreading and the various
execution systems. In this section, we will discuss how multithreading affect CINs and their
execution. It is important to know that CINs are synchronous. So, in a multithreaded
environment, this means that they execute to completion, and the thread in which they run
is monopolized by that task until it completes. If your CIN is thread unsafe, the execution
of your multithreaded VI is interrupted to switch to the user interface thread, run the CIN or
shared library, then switch back. This context switch time can be significant, especially if
the CIN or DLL is called often.

By default, CINs written before LabVIEW 5.0 run in a single thread, the user interface
thread. A CIN node that is orange in color indicates that the CIN is thread-unsafe, and
hence will not be able to take advantage of LabVIEW’s multithreaded capabilities. After
making certain changes to your source code, you can mark the CIN as thread-safe. The CIN
node then appears pale yellow in color. Now your CIN is safe to run in multiple threads.
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Multithreadin g in LV 5.0

To mark your CIN source file thread-safe:

Add this function to your “C” file:

CIN MgErr CINProperties(int32 prop, void *data)

switch (prop) {
case kCINIsReentrant:
*(Bool32 *) data = TRUE;
return nokErr;
break;

return mgNotSupoorted;

}
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The inclusion of the CINProperties function allows you to set whether LabVIEW treats
your CIN as thread-safe or not. When you open a new CIN node froRutiations »

Advanced menu, it appears orange in color as discussed in the earlier slide. If you specify
the above function in the source file, compile the CIN, and loadghe file, the CIN

node is converted to pale yellow, indicating that your CIN is thread-safe. If your CIN is
thread-safe or reentrant (execute in multiple threads), more than one execution thread can
call the CIN at the same time. Whether the CIN is actually thread-safe depends entirely on
your code. Next, we will discuss some of the guidelines for deciding whether a CIN or a
DLL is thread-safe.
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Writin g Thread-Safe CINs

CINs are thread-safe if:

Your CIN /shared library

* Does not have any global storage data (global variables, files

on disk, etc).

« AND it does not access any hardware (register-level programming)
*AND it does not call any functions/shared libraries/drivers that are thread-

unsafe
OR

Your CIN/shared library protects
» Access to global resources with semaphores or mutexes

OR

Your CIN

« Is only called from one nonreentrant VI.

* AND it does not have access to any global resources from
CINInit, CINAbort, etc., procedures
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For detailed implementation on how to write thread-safe CINs, please refer to your favorite C
programming reference. Some of the guidelines for writing thread-safe CINs are mentioned on
the slide above. If you read or write a global or static variable or call a nonreentrant function
within your CINs, keep the execution of those CINs in a single thread. Even though a CIN is
marked reentrant, the CIN functions other than CINRun are called from the user interface
thread. Thus, for example, CINInit and CINDispose are never called from two different threads
at the same time, but CINRun may be running when the user interface thread is calling CINInit,
CINADbort, or any of the other functions.

To be reentrant, the CIN must be safe to call CINRun from multiple threads, and safe to call any
of the other CIN... procedures and CINRun functions at the same time. Other than CINRun, you
do not need to protect any of the CIN... procedures from each other, because calls to them are
always in one thread.
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Callin g WIN32 DLLs from CINs

» A 32-bit dynamic link library (DLL) is a code that a
program can call at any point during its code
execution. There are many DLLs that allow you to
link code to a system task or a specific hardware
function. No special techniques are necessary to
call a Windows 95/NT/98 DLL.

Calling a 32-bit DLL

Load the DLL

he function addre

Call the function
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To call a Windows 95/NT/98 32-bit DLL, no special techniques are required. You would use the
same technique that you would use ordinarily in a “C” program. Dynamic Link Libraries can either
be implicitly loaded by Windows or must be explicitly loaded by the calling application using the
LoadLibrary function. To call your DLL implicitly through your CIN, you should generate an import
library (lib ) for your DLL. Then in youtlvm file, place the name of that import library in the
expression that defines the symbol CinLibraries. (for examplkibraries = libc.lib

yourDLL.lib ). You need not specify the full path to the import library if it is in one of the paths
defined by the compiler. Also, prototype the function in a header file.

Note: If you are using the Visual C++ IDE, you can just add the .lib file to your project.

The three steps in explicitly calling a DLL are to first load the DLL, get the address of the function in
the DLL you would like to call, and then call the function.
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Calling WIN32 DLLs

1. Load the DLL

HINSTANCE hinstLib;
hinstLib = LoadLibrary("library name");

2. Get the address of the desired function

MYPROC ProcAdd;
ProcAdd=(MYPROC)GetProcAddress(hinstLib,
"function name");

3. Call the function

*ret_value=(ProcAdd)
(paraml, param2, ..... );
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The functions used for loading a Dynamic Link Library are explained in the slide above. The
first function is the_oadLibrary  function, which is used to load the DLL by its name. For
example, the code in the slide above returns a handle to the library specifldxtdry “

name’. The GetProcAddress  function returns the address of the function whose name is
specified infunction name . Finally, you can call the function using its address as shown
above. Next, you will work on an exercise that uses these functions to call a Windows DLL.

LabVIEW Advanced 1 Course Manual 310 © National Instruments Corporation



LV AdvI 311

Exercise 4-4

Students will examine code that shows how to call a
WIN32 system DLL from a CIN.

Time to complete: 15 min.
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Summary

» The shared external routine is a LabVIEW
subroutine that you call from your CIN, but only
LabVIEW loads and then links to your code
resource. Your CIN code does not include the
subroutine code.

» The external subroutine code has only the
LVSBMain main entry, and the calling code
resource references the shared external routine by
its name.

« You must prepare the calling code for LabVIEW
with new or different directives that tell LabVIEW to

load the external resources when the CIN is loaded.
LV Adv | 312
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Summary cont....

» When you design your code, decide whether it is
appropriate to use code globals or data space
globals. If you have only one CIN and the VI is not
reentrant, it doesn’t matter which method you
choose.

» Code globals affect the same set of global variables
for any number of references to the CIN in memory.
CIN data space globals affect a different set of
globals for each CIN reference call in memory when
a VIl is reentrant.

LV AdvI 313
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Summary cont....

» A CIN node that is orange in color is marked as
thread-unsafe. A CIN node that is pale yellow is
marked as thread-safe.

» The inclusion of the CINProperties function allows
you to set whether LabVIEW treats the CIN as
thread-safe or not.

» No special techniques are necessary to call a
Windows 95/NT/98 DLL. You can call DLLs the way
you ordinarily would in a Windows 95/NT/98
program.

LV AdvI 314
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Lesson 5
Calling DLLs

You Will Learn:
» About DLLs.
« About WIN16 DLLs.
» About WIN16 DLLs versus Win32 DLLs.
» About LabVIEW’s Call Library Function.
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Introduction
This lesson discusses basic Dynamic Link Library (DLL) concepts.
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What is a DLL?

» Dynamic linking is a mechanism that links
applications to libraries at run time. These
libraries are called Dynamic Link Libraries
(DLLs) to emphasize the fact that DLLs link to
an application when it is run, rather than when it
is created.

* A DLL consists of:
— A special function(DIIMain)
— Several programmer-defined functions to
accomplish common tasks.
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Dynamic linking is a mechanism for linking applications to libraries at run time. The libraries
remain in their own files and are not copied into the executable files of the applications. These
libraries are called Dynamic Link Libraries (DLLS) to emphasize the fact that DLLs link to an
application when it is run, rather that when it is created.

DLLs consist of a few special functions and a number of programmer-defined functions to
accomplish common tasks, such as computing the square root of a number or allocating
memory.

When an application uses a DLL, the operating system automatically loads the DLL into
memory. The DLL linkage is specified in the IMPORTS section of the module definition file as
part of the compile, or you can explicitly load the DLL using the loadLibrary() function.

Note: DLLs can be placed in files with different extensions such.&XE,.DRV or .DLL .
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WIN16 DLLs

LabVIEW calls
¢ 16-bit DLLs under Windows 3.1
» 32-bit DLLs under Windows 95/NT/98

Note: If you have a 16-bit DLL that you would like
to call from LabVIEW for Windows 95/NT/98, you

must either recompile the DLL as a 32-bit DLL or

create a “thunking” DLL.
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LabVIEW can call only 16-bit DLLs under Windows 3.1; under Windows 95/NT/98, DLLs must be
32-bit. If you want to call a 16-bit DLL from LabVIEW for Windows 95/NT/98, you must either
recompile the DLL as a 32-bit DLL or create a “thunking” DLL.

The way in which WIN32 DLLs call 16-bit DLLs is calledtaunk The main difference between the

32-bit world and the 16-bit world is the way in which memory is addressed. In the 16-bit world,
Windows 3.1 uses a segmented memory architecture in which a segment:offset addressing scheme is
used to access up to 4 GB of memory. To specify an address in memory, you must specify a segment
and the offset within that segment. A pointer that includes information on both segment and offset is
called a FAR pointer. A pointer that specifies only the offset is called a NEAR pointer. LabVIEW
passes FAR pointers to DLLs. If you are passing more than 64 KB of data to a DLL, you must use

the HUGE pointer type, which is selectable from LabVIEW. In the 32-bit world, 4 GB can be

accessed using a flat pointer rather than the segment:offset style. The process of thunking allows
code from one side of the 16-32 process boundary to call into the other side of the boundary.
Windows 95 supports a thunk compiler, which enables a WIN32-based application to load and call a
16-bit DLL.

For more information on thunking, please refer to the Microsoft documentation.
Note: For information on using 16-bit DLLs with LabVIEW, refer to Application Notes 057 and
072, How to Call Windows 3.X 16-Bit Dynamic Link Libraries (DLLs) from LabVIEW, and

Writing Windows 3.X 16-Bit Dynamic Link Libraries (DLLs) and Calling Them from LabVIEW.
These application notes are available from www.natinst.com.
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WIN16 DLLs Vs. WIN32 DLLs

DLLs can use either C or DLLs can use either C or the

Pascal calling convention. Default (stdcall) calling
convention.

LabVIEW provides the HUGE You do not need to be concerned

pointer type for arrays and about HUGE, NEAR, or FAR

strings larger than 64 KB. pointer types.

LabVIEW arrays can be passed LabVIEW arrays can be passed
only as an Array Data Pointer.  as an Array Data Pointer or as a
LabVIEW Array Handle.

You can use both the void and  You can use void, integer, and
integer return types. float return types.

LabVIEW strings can be passed LabVIEW strings can be passed
as C or Pascal-style strings, as C or Pascal string pointers, or
depending on the DLL called. as a LabVIEW string handle,

depending upon the DLL called.
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Some of the differences between calling WIN16 and WIN32 DLLs from LabVIEW are
specified in the table above.

The default calling convention for C and C++ programs is C calling convention. It passes
arguments in reverse order, right to left. The stack is cleaned up by the caller. The “C”
calling convention creates a larger executable than _stdcall, because it requires each
function call to include stack cleanup code. The stdcall calling convention also passes
arguments from right to left. The callee is responsible for cleaning up the stack.
Functions that use this calling convention require a function prototype.
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The Call Library Function and
Win32 DLLs

LabVIEW features the Call Library Function node to
access your DLLs.

@ 123 1 ’

3 3 Note: LabVIEW for
B El} WINO5/NT/98 calls
e {5 El Windows 32-bit DLLs.
||1_E!_|, L_E_rl,b = 3

e ¥ 3 B Advanced X
| =B
l'nstrl;;h) m lb
|2 [men
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The Call Library Function is located in tAelvancedsubpalette of thEunctions palette.
To configure the Call Library Function to call a specific function within a DLL, pop up on the
icon and select th€onfigure... option, as shown below:

Online Help

D& scnplicn. .
Show r
Replace 3

Canstant

Lo

Configure...
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The Call Library Function and
Win32 DLLs

In the configuration window, you specify the DLL
function to call and the function parameters.

{§8! Call Library Function

Library Mame ar Path

Browse...

Function Name  [funchame [Runin Ul Thread =]

Calling Conventions 3 Default [stdcall)

[] 1

Parameler'}felum type

Tupe “Woid -

Function Prototype:

vaid funcHame[void);

Cancel
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To call a function in a DLL, you need to know the following information:

The data type returned by the function. You can use LabVIEW to call functions that return
void, numeric, or string data types (signed or unsigned 8, 16, and 32-bit integers, or 32-bit
and 64-bit floating point data types).

The calling convention used. Both C and Default (stdcall) conventions are available. The
Win32 API uses the Default (stdcall) convention, whereas most user-written DLLsS use the C
convention.

The parameters to be sent to the function, their types, and the order in which they must be
passed. The parameters can be of void, numeric, arrays, strings or Adapt to type.

The location of the DLL on your computer.

Whether the DLL can be called safely by multiple threads simultaneously.

The above information can be obtained from the documentation of the DLL, or, if it is a system
DLL, from the appropriate Win32 include filevindows.h , winuser.h , and so on).
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The Call Library Function and
Win32 DLLs

The function parameters can be of the following

types:
00 . . —
- 20 Aray | dimSizes[0] = 2
fo B Tl ok —
o s ?:l_s Dl ‘ 04 dimSizes[1] = 3
08
« Void Lo data [0][0]
* Numerics
- Signed and unsigned versions of 8-bit, 12 data [O][l]
16-bit, and 32-bit integers.
- 4-byte, single-precision numbers data [O][Z]
- 8-byte, double-precision numbers 14
« Arrays data [1][0]
- Array Data Pointer 16
- Array Handle data [1][1]
* Strings 18
- C, Pascal, or G. data [1][2]

*Adapt to Type
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The Call Library Function allows you to select the following return types and parameters for
your DLL.

Void—The type void is accepted only for the return value. This is not available for parameters.
You should use this return value if your function does not return any values.

Numerics—For numeric data types, you must specify the exact numeric type out of the
following items:

» Signed and unsigned versions of 8-bit, 16-bit, and 32-bit integers.

» Four-byte, single-precision numbers.

» Eight-byte, double-precision numbers.

You must use the format ring to indicate if you want to pass the value or a pointer to the value.
Arrays—You can indicate the data type of arrays (using the same items as for numeric data
types), the number of dimensions, and the format to use in passing the array. Use the Format

item to select if you want to pass Array Data Pointer or anArray Handle. If you use the
Array Data Pointer, pass the array dimension as separate parameter(s).

Strings—You should specify the format for strings. The items can be C, Pascal, or G
(LabVIEW). Choose the string format that the DLL function expects. If the library function you
are calling is written specifically for G, you might want to use the String Handle format, which
is a pointer to a pointer to four bytes for length information, followed by string data.
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MessageBoxA function

function name

int MessageBoxA (hWnd, IpText, IpCaption, uType)

I | i

return type parameters
Return Type: Parameters:
int  32-bit signed integer HWND  hWnd 32-bit unsigned

integer. ldentifies the parent
window. In this case, it is
NULL.

LPCSTR pText C-style string
LPCSTR IpCaption C-style string

UINT uType unsigned 32-bit

LV Adv1 322 integer value.

In the next exercise, you will call the MessageBoxA function from the user32.dll via the Call
Library Function node. We have already called this function through a CIN in Lesson 4.
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Multithreadin g and
the Call Library Function

BHH . BH.
Thread-Unsafe Thread-Safe
Call Library Node Call Library Node
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From LabVIEW 5.0 onwards, the Call Library Node, by default, runs in the user interface
thread or a single thread. Hence, when you first select the Call Library Node function, it
appears orange in color. To mark your DLL thread safe or reentrant, choose the Reentrant
option in the Configuration window, as shown on the next slide.

When you mark your DLL as thread safe, the Call Library node changes to a yellow colored
icon, indicating that the function in the DLL is thread safe. A DLL is defined to be thread
safe if it can be reliably called from two or more separate threads.

For a DLL to be truly thread safe, regardless of how it is identified, you should follow some
guidelines. These are discussed in the next lesson. Lesson 4 has already discussed the
guidelines for creating a thread-safe CIN.
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LV Adv |

{i! Call Library Function

Thread-Safe Call Library Node

Library Mame ar Path I

Function Mame  [funchame

Calling Conventions |

Drefault [ztdcall]

F‘arameteriletum tupe

Type I Woid k3 I

Function Pratatype:

]
Browse... |
| Reentrant =]

Add a Parameter After |

[void funcM ame[wvoid);

Cancel |
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Exercise 5-1 (Windows 95/NT/98 only)

Students will call the Messa geBoxA
function in user32.dll.

Time to complete: 20 min.
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Exercise 5-2

Students will call the FindWindowA and
FlashWindow functions in user32.dll

Time to complete: 15 min.

LV Adv I 326
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Debugging Call Library
Function Errors

If you see a Broken Run arrow in LabVIEW or if your VI crashes,
check the following:

* Make sure that the path to the DLL file is correct.

< If you get the error message Function not found in library, check
the spelling, syntax, and case sensitivity of the function name
you want to call.

« Make sure that all the parameters passed to a DLL function
have data wired to all of the input terminals of the Call Library
Function icon. Be sure to properly configure the function for all
input parameters.

« Make sure you use the proper calling convention (C or
Default(stdcall)). The Win32 API uses the Default(stdcall)
convention.
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After configuring the Call Library Function dialog box, if you still see a broken run arrow in
LabVIEW or if your VI crashes, check the following points. Some of the points have already
been mentioned on the slide above.

* Make sure the path to the DLL file is correct.

» If you get the error message “function not found in library,” check the spelling, syntax, and
case sensitivity of the function name you want to call.

* Make sure that all the parameters passed to a DLL function have data wired to all of the
input terminals of the Call Library Function icon. Be sure to properly configure the function
for all input parameters.

» Check that the return types and data types of arguments for your functions exactly match the
data types your function uses. Failure to do so may result in crashes.

» Make sure you use the proper calling convention (C or Default (stdcall)). The Win32 API
uses the Default (_stdcall) convention.

» Make sure that you pass the correct order of the arguments to the function.

* When passing strings to a function, select the correct type of string to pass—C or Pascal
string pointers, or LabVIEW string handle. The Win32 API uses the C-style string pointer.

Note: Calling shared libraries written and compiled in C++ has not been tested and might not
work.
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Summary Lesson 5

» Dynamic linking is a mechanism that links applications to libraries at
run time. These libraries are called Dynamic Link Libraries (or DLLS) to
emphasize the fact that DLLs link to an application when it is run,
rather that when it is created.

e LabVIEW can call only 16-bit DLLs under Windows 3.1. Under
Windows 95/NT/98, DLLs must be 32-bit. If you have a 16-bit DLL that
you like to call from LabVIEW for Windows 95/NT/98, you must either
recompile the DLL as a 32-bit DLL or create a “thunking” DLL.

» LabVIEW features the Call Library Function node to offer easy access
to your 16-bit and 32-bit Dynamic Link Libraries.

« In Windows 3.1, you can view function names with utilities such as
exemap.exe and exehdr.exe, which come with your compiler.

» In Windows 95, you can use QuickView to view the exported function
names within a 32-bit DLL. If you have the Visual C++ compiler
installed on your machine, you can also use the dumpbin utility to
view exported function names.

LV Adv I 328
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Summary Lesson 5

» To call a function in a DLL, you need to know the data type
returned by the function, the calling convention used, the
parameters to be sent to the function, their types and the order
in which they must be passed, the location of the DLL on your
computer, and if the function can be called safely by multiple
threads simultaneously.

LV Adv I 329
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Lesson 6
Writing DLLs

You Will Learn:
» About the anatomy of a DLL.
» About writing a DLL in LabWindows/CVI.
« About writing a DLL in Microsoft Visual C++.
« About array and string options.
 Troubleshooting the Call Library Function.
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This lesson discusses how you can create simple 32-bit DLLs and call them in LabVIEW.
Because a DLL uses a format that is standard among several development environments,

you should be able to use almost any development environment to create a DLL that
LabVIEW can call.
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Anatomy of a DLL

The following code shows the basic structure of a DLL:
BOOL WINAPI DIIMain(HINSTANCE hinstDLL, DWORD fdwReason, LPVOID
IpvReserved {
switch (fdwReason){
case DLL_PROCESS_ATTACH:
/* Init Code here */
break;
case DLL_THREAD_ATTACH: /* Thread-specific init code here */
break;
case DLL_THREAD_DETACH: /* Thread-specific cleanup code
here. */

break;
case DLL_PROCESS_DETACH: /* Cleanup code here */
break;
}

/* The return value is used for successful DLL_PROCESS_ATTACH */
return TRUE;

}

/* One or more functions */

__declspec (dllexport) DWORD Functionl(....){}

__declspec (dllexport) DWORD Function2(....){}
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As shown in the example code above, in Win32, the DIIMain function is called when a DLL is
loaded or unloaded. The DlIMain function is also called when a new thread is being created in a
process already attached to the DLL, or when a thread has exited cleanly. Finally, a DLL also
contains functions that perform the activities the DLL expects to accomplish. These functions
are exported by using the _declspec (dllexport) keyword when prototyping and declaring
functions. The _declspec (dllexport) keyword is a Microsoft-specific extension to the C or C++
language. Other compilers will have different keywords. Check the documentation for your
compiler for the correct keywords.

Alternately, the EXPORTS section in module definition files can be used to export functions.
For more information about module definition files, please refer t&xiaenple-Writing a DLL
in Microsoft Visual C++ 5.Gsection.

TheDlIMain function has th&/INAPI keyword before itWINAPI is typedefed to
_stdcall  inthewindef.h  header file. This defines the calling convention for the function.
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Writin g a DLL in LabWindows/CVI

* If you do not explicitly define a DIIMain,
LabWindows/CVI will create a default one that
does nothing.

* In addition to the source code, you should
create a header file containing the prototypes
of the functions you want exported from
the DLL.
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In some cases, you may want to write your own DLL (for example, to communicate with your
own custom-built hardware). In this section, you will find sample code that illustrates how to
create a simple DLL using the LabWindows/CVI compiler. Creating DLLS is no more

difficult than creating a static C library or object. Although they behave differently (DLLs are
linked at run time, while static libraries are linked when the build occurs), the source code can
be identical. For example, you should be able to take an existing source file, change the target
in LabWindows/CVI to Dynamic Link Library, and build the DLL.

One difference in source code is that a DLL contains a DIIMain function. The DIIMain
function is called when an application loads and unloads the DLL. This gives you a
mechanism to do initializations when the DLL is first loaded and to free system resources
when the DLL is unloaded. If you do not explicitly define a DIIMain, LabWindows/CVI will
create a default one that does nothing.

In addition to the source code, you should create a header file containing the prototypes of the
functions you want exported from the DLL. You need to let the compiler know which

functions to export, because DLLs can have many functions, some of which are used
internally by the DLL and not exposed to any calling program. All exported functions can be
called by external modules.
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Exercise 6-1

Students will create a simple DLL usin
LabWindows/CVI compiler.

Time to complete: 15 min.

g the
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Writin g a DLL in Microsoft
Visual C++ 5.0

To create a DLL, you need the following four files:
» A C Language source file (required)

» A custom header file (optional - may be part of
the source code)

* A module definition file (optional - may be
required if using _stdcall calling convention - or
functions can be exported by  using the keyword
dllexport)

» A make file, or set compiler options to generate a
DLL (required - except when some development
environments create and execute the make file)
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In this section, you will learn to write a DLL using the Visual C++ 5.0

compiler. To create a DLL, you will need the following four files:

* A C language source file (required)

* A custom header file (optional—may be part of the source code)

* A module definition file (optional—may be required if using the _stdcall calling
convention—or functions can be exported by using the keyword dllexport)

* A make file, or set compiler options to generate a DLL (required—except when some
development environments create and execute the make file)
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C Language Source File

When writing “C” source files, you must decide the following:
» Which calling convention to use: the C or _stdcall.
» Exporting functions in the DLL by using the _declspec

(dllexport) keyword or exporting functions using the
module definition file.

If you use the standard calling convention:

¢ You may need to export the correct function names using
the module definition file.

» _stdcall calling convention may put an “_" (underscore) in
front of a function name.

If your source file has a .cpp extension:

« Visual C++ mangles or changes the function names. Visual
C++ refers to “mangling” as “name decoration.” You can
use QuickView in Windows 95 to determine how a name
was decorated.

LV Adv 1 335

When you write the C language source file for the DLL, you need to decide which calling
convention to use: the C or _stdcall calling convention. Functions can be exported by using the
declspec (dllexport) keyword. Declaring the dllexport keyword eliminates the need for exporting
a function via the module definition file. If you would like to use the standard calling

convention using the stdcall keyword in your code, you may need to export the correct function
names in your DLL using the module definition file. You may need to do this because stdcall
may put arf_” (underscore) in front of your function name. If your source code haspa
extension, the Visual C++ compiler will always mangle names. To prevent name decoration,
you must declare the functions with extern “c.” However, if you do not declare your functions
with extern “c,” you still may be able to call your functions if you can find the mangled names.
Visual C++ refers to mangling as “name decoration.” You can use QuickView in Windows 95
(or Dumpbin.exe from themsdev\bin  directory of your Visual C++ compiler) to

determine how a name was decorated.
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The Module Definition File

A Module Definition File (.def) contains the statements for
defining a DLL.

e The LINK option in Project Setting of the Visual C++
compiler provides equivalent command line options for
most module-definition statements, and hence a typical
program for Win32 does not require a .def file.

» The only mandatory statements are the LIBRARY statement
and the EXPORT statement.

* The LIBRARY statement is the first statement and identifies
the name of the DLL.

* The EXPORTS statement lists the names of the functions
exported by the DLL.
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A module definition file (def ) can be associated with a DLL file. Thikef file contains the
statements for defining a DLL (for example, the name of the DLL and the functions it exports).
The LINK option in Project Settings of the Visual C++ compiler provides equivalent command-
line options for most module-definition statements, and hence a typical program for Win32 does
not usually require alef file. The only mandatory entries in ttaef files are the LIBRARY
statement and the EXPORT statement. The LIBRARY statement must be the first statement in
the file. The name specified in the LIBRARY statement identifies the library in the DLL’s

import library. The EXPORT statement lists the names of the functions exported by the DLL.

If you were using the _stdcall calling convention in your DLL, you would need to use the
module definition file to export the functions that the DLL exposes. This must be done because
the compiler decorates the function names.
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The Module Definition File

If you were using the _stdcall calling convention in
your DLL, you would have to use the module
definition file to export the  correct function names.

An Example Module Definition File

LIBRARY ourDLL

EXPORTS
avg_num
add_num
numintegers
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A module definition file (def ) can be associated with a DLL file. Tlkef file contains the
statements for defining a DLL (for example, the name of the DLL and the functions it exports).
The LINK option in Project Settings of the Visual C++ compiler provides equivalent command-
line options for most module-definition statements, and hence a typical program for Win32 does
not usually require alef file. The only mandatory entries in ttaef files are the LIBRARY
statement and the EXPORT statement. The LIBRARY statement must be the first statement in
the file. The name specified in the LIBRARY statement identifies the library in the DLL’s
import library. The EXPORT statement lists the names of the functions exported by the DLL.

If you were using the _stdcall calling convention in your DLL, you would need to use the
module definition file to export the functions that the DLL exposes. If you use a source file with
the.cpp extension, the compiler decorates function names. You can either declare the
functions as extern “c” or use a module definition file.
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Exercise 6-2A

Students will create a simple DLL
usin g the Visual C++ compiler.

Time to complete: 15 min.

LV Adv I 338

LabVIEW Advanced 1 Course Manual 338 © National Instruments Corporation



Exercise 6-2B

Students will create a simple DLL
usin g the LabWindows/CVI compiler.

Time to complete: 15 min.
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Writin g Thread-Safe DLLS
DLLs are thread-safe if:

Your shared librar y

» Does not have any global storage data( global variables,files on
disk, etc).

» AND it does not access any hardware (register-level programming)

* AND it does not call any functions/shared libraries/drivers that are
thread-unsafe

OR

Your shared library protects
» With semaphores or mutexes access to those global resources

OR

Your shared library
* |s called from one nonreentrant VI
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We have reviewed some of the guidelines for writing thread-safe CINs in Lesson 4. Most of the
guidelines for writing thread-safe DLLs are similar and are listed on the slide above. For
detailed information on programming thread-safe DLLs, please consult your favorite book on C
programming.
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Arrays Options

Arrays of numeric data can be:

« Any integer type

» Single (4-byte) precision floating-point numbers
» Double (8-byte) precision floating-point numbers
If you pass an array data pointer:

» Do not resize the array within the DLL, because the
array pointer refers to LabVIEW data.

» If you need to return an array of data, allocate an array
of sufficient size in LabVIEW, pass it to your function,
and have it act as the buffer

If you pass a LabVIEW Array Handle:

* You can use the LabVIEW CIN functions (such as
Numeric Array Resize) to resize the array within
the DLL.
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Arrays of numeric data can be of any integer type, or single-precision (4-byte) or double-
precision (8-byte) floating-point numbers. When you pass an array of data to a DLL function,

you will see that you have the option to pass the data as an Array data pointer or as a LabVIEW
Array Handle. When you pass an Array Data Pointer, you can also set the number of dimensions
in the array, but you do not include information about the size of the array dimendgih(s).

functions either assume the data is of a specific size or expect the size to be passed as a separate
input. Also, because the array pointer refers to LabVIEW data, do not resize the array within

the DLL using system functions, such as reallming this may cause your computer to crash.

If you need to return an array of data, allocate an array of sufficient size in LabVIEW, pass it to
your function, and have it act as the buffer. If the data takes less space, you can return the
correct size as a separate parameter and then, on the calling diagram, use array subset to extract
the valid data.

Alternately, if you pass the array data as a LabVIEW Array Handle, you can use the LabVIEW
CIN functions (such as NumericArrayResize) to resize the array within the DLL. To call
LabVIEW CIN functions from your DLL while using the Visual C++ compiler, you must

include thdabview.lib library in theLabVIEW/cintools/Win32 directory. Also, to
access these CIN functions using the Symantec compiler, you must link to the

labview.sym.lib library in theLabVIEW/cintools/win32 directory.
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Strin g Options
The Call Library function works with:
» C String Pointers

» Pascal String Pointers
« LabVIEW String Handles

The LabVIEW String Format

lioofsoo]soofwa] « [e [ x|
‘ string length | string data
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Recall that LabVIEW stores strings as arrays (that is, structures pointed to by handles). The Call
Library Function works with C and Pascal-style string pointers or LabVIEW String Handles.

You already have studied the structure of LabVIEW string handles. You now will review the
difference between these three formats, as explained below.

You can think of a string as an array of characters; assembling the characters in order forms a
string. LabVIEW stores a string in a special format in which the first four bytes of the array of
characters form a signed 32-bit integer that stores how many characters appear in the string.
Thus, a string with n characters will require n + 4 bytes to store in memory. For example, the
stringtextcontains four characters. When LabVIEW stores the string, the first four bytes contain
the value 4 as a signed 32-bit number, and each of the following four bytes contains a character
of the string. The advantage of this type of string storage is that NULL characters are allowed in
the string. Strings are virtually unlimited in length (up tocRaracters). This method of string
storage is shown above.

The Pascal string format is nearly identical to the LabVIEW string format, but instead of storing
the length of the string as a signed 32-bit integer, it is stored as an unsigned 8-bit integer. This
limits the length of a Pascal style string to 255 characters. A graphical representation of a Pascal
string appears on the next slide. A Pascal string that is n characters long will require n + 1 bytes
of memory to store.

LabVIEW Advanced 1 Course Manual 342 © National Instruments Corporation



Strin g Options

The Pascal String Format

hoal t Je [ x ]t
| string data
string
length

The C String Format

t e |x]t]wo
string data

NULL

Character
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C strings are probably the type of strings you will deal with most often. The similarities between the C-
style string and normal numeric arrays in C becomes much clearer when one observes that C strings are
declared as char *. C strings do not contain any information that directly gives the length of the string, as
do the LabVIEW and Pascal strings. Instead, C strings use a special character, called the NULL
character, to indicate the end of the string. NULL is defined to have a value of zero in the ASCII
character set. Note that this is the number zero and not the character “0”.

Thus, in C, a string containing n characters requires n + 1 bytes of memory to store: n bytes for the
characters in the string and one additional byte for the NULL termination character. The advantage of C-
style strings is that they are limited in size only by available memory. However, if you are acquiring data
from an instrument that returns numeric data as a binary string, as is common with serial or GPIB
instruments, values of zero in the string are possible. For binary data where NULLs may be present, you
probably should use an array of unsigned 8-bit integers. If you treat the string as a C-style string, your
program will assume incorrectly that the end of the string has been reached, when in fact your instrument
is returning a numeric value of zero. The way a C-style string is stored in memory is shown above.

When you pass a C string pointer or a Pascal string pointer from LabVIEW to a DLL, you must follow

the same guidelines as for arrays. Specifically, never resize a string, concatenate strings, or perform
operations that may increase the length of string data passed from LabVIEW. If you must return data as a
string, you first should allocate a string of the appropriate length in LabVIEW and pass this string into

the DLL to act as a buffer.

If you pass a LabVIEW String Handle from the Call Library function to the DLL, you can use the
LabVIEW CIN functions such as DSSetHandleSize to resize the LabVIEW string handle. Also, you will

need to addabview.lib to your project if you are using Visual C++ datlview.sym.lib if
you are using the Symantec compiler fromltaeVIEW/cintools/Win32 directory while building
your DLL.
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Strin g Options

If you pass a C or Pascal string pointer:

» Do not resize the string within the DLL, because
the string pointer refers to LabVIEW data.

« If you need to return an array of data, allocate a
string of appropriate length in LabVIEW, pass this
string to your function, and have it act as the
buffer

If you pass a LabVIEW String Handle:

* You can use the LabVIEW CIN functions (such as
DSSetHandleSize) to resize the LabVIEW String
Handle within the DLL.
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Array and Strin g Options

The LabVIEW CIN function calls can be made only
by adding labview.lib , located in the LabVIEW
/cintools/Win32 directory (for Visual C++ compiler)
and labview.sym.lib , located in the
LabVIEW/cintools/Win32 directory (for Symantec
compiler) to your project while building your DLL.

LV Adv |l 345

LabVIEW Advanced 1 Course Manual 345 © National Instruments Corporation



Exercise 6-3A

Students will create a 32-bit DLL with two exported
functions usin g the Visual C++ compiler
and callin g them from LabVIEW.

Time to complete: 15 min.
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Exercise 6-3B

Students will create a 32-bit DLL with two
exported functions usin g the CVI compiler
and callin g them from LabVIEW.

Time to complete: 15 min.
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Exercise 6-4

Students will create a 32-bit DLL with one exported
function containin g a CIN function to resize an array
usin g the Visual C++ compiler.

Time to complete: 15 min.

LV Adv | 348
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Troubleshootin g the
Call Library Function

» Make sure you use the proper calling convention (C or
stdcall).

» NEVER resize arrays or concatenate strings using the
arguments passed directly to a function. Remember, the
parameters you pass are LabVIEW data. Changing array or
string sizes may result in a crash by overwriting other data
stored in LabVIEW memory. You MAY resize arrays or
concatenate strings if you pass in LabVIEW Array Handle or
LabVIEW String Handle and are using the Microsoft Visual
C++ compiler or Symantec compiler to compile your DLL.

» When passing strings to a function, remember to select the
correct type of string to pass C or Pascal or LabVIEW string
Handle.

» Pascal strings are limited to 255 characters in length.

LV Adv | 349

If, after configuring the Call Library Function dialog, you still have a Broken Run arrow in
LabVIEW, check to be sure that the path to the DLL file is correct. If LabVIEW gives you an
error message saying the function was not found in the library, double-check the spelling of the
name of the function you want to call. Remember that function names are case sensitive. Also,
recall that you need to declare the function with the _declspec (dllexport) keyword in the header
file and the source code or define it in the EXPORTS section of the module definition file. Even
if you have used the _declspec (dllexport) keyword and are using the _stdcall calling
convention, then you must declare the DLL function name in the EXPORTS section of the
module definition file. If this is not done, a process known as hame mangling may have altered
the function names for C++ programs. The function will be exported with the mangled name,
and the actual function name will be unavailable to applications that call the DLL.
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Troubleshootin g the
Call Library Function

 C strings are NULL terminated. If your DLL function returns
numeric data in a binary string format (for example, via GPIB
or the serial port), it may return NULL values as part of the
data string. In such cases, passing arrays of short (8-bit)
integers is most reliable.

« If you are working with arrays or strings of data, ALWAYS
pass a buffer or array that is large enough to hold any results
placed in the buffer by the function unless you are passing
them as LabVIEW handles, in which case you can resize them
using CIN functions under Visual C++ or Symantec compiler.

« If you are using the _stdcall calling convention, you should
list DLL functions in the EXPORTS section of the module
definition file, as the compiler may add an underscore to the
function names.
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If you already have double-checked the name of the function and have properly exported the function,
find out whether you have used the C or C++ compiler on the code. You can do this by checking whether
you saved the source file with thgop  extension. If you have used tlopp  extension, the names of

the functions in the DLL will be mangled (or decorated). The easiest way to correct this problem is to
enclose the declarations of the functions you want to export in your header file with the extern “C”
statement:

extern “C”

[* your function prototypes here */

}

After properly configuring the Call Library Function, run the VI. If it does not run successfully, you

might get errors or a General Protection Fault. If you get a General Protection Fault, there are several
possible causes. First, make sure that you are passing exactly the parameters that the function in the DLL
expects. For example, make sure that you are passing an int16 and not an int32 when the function
expects intl6. Also, confirm that you are using the correct calling convention—_stdcall or C.

Another troubleshooting option is to try to debug your DLL by using the source level debugger provided
with your compiler. In thé€roject » Settings» Debugsection of Microsoft Visual C++, you can set
Executable for Debug sessionlalsview.exe  to debug your DLL. Specify the working directory and

the Program argument to be the VI that calls your DLL. Using your compiler’s debugger, you can set
breakpoints, step through your code, watch the values of the variables, etc. Debugging using
conventional tools can be extremely beneficial.

For more information about debugging, please refer to the appropriate manual for your compiler.

LabVIEW Advanced 1 Course Manual 350 © National Instruments Corporation



Troubleshootin g the
Call Library Function

* You should list DLL functions that other applications call in
the module definition file EXPORTS section or include the
_declspec (dllexport) keyword in the function declaration.

« If you save the source code with the .cpp extension, you must
export functions with the extern “C” { } statement in your
header file to prevent name mangling (decoration).

« If you are writing your own DLL, you should not recompile a
DLL while the DLL is loaded into memory by another
application (for example, your VI). Before recompiling a DLL,
make sure that all applications making use of the DLL are
unloaded from memory. This ensures that the DLL itself is not
loaded into memory. You may fail to rebuild correctly if you
forget this and your compiler does not warn you.

LV Adv | 351

If the function has not been properly exported, you will need to recompile the DLL. Before
recompiling, be sure to close all applications and VIs that may make use of the DLL. If the DLL
is still in memory, the recompile will fail. Most compilers will warn you if the DLL is in use by
an application.
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Troubleshootin g the
Call Library Function

» Test your DLLs with another program to ensure that the
function (and the DLL) behave correctly. Your compiler’s
debugger or a simple C program that allows you to call a
function in a DLL will help you identify whether possible
difficulties are inherent to the DLL, or LabVIEW related.

LV Adv |l 352

Calling the DLL from another C program is also an excellent way to debug your DLL. By
doing this, you have a means of testing your DLL independently of LabVIEW, thus helping
identify possible problems more quickly.
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Summary Lesson 6

* In Win32, the DIIMain function is called when a DLL
is loaded or unloaded. Besides the DIIMain
function, a DLL also contains functions that
perform the activities it expects to accomplish.

» LabWindows/CVI and Visual C++ are just some of
the compilers you can use to build DLLs.

» The LabVIEW CIN function calls can be made only if
you are using the Visual C++ compiler by adding
labview.lib to your project and if you are using the
Symantec compiler by adding labview.sym.lib to
your project.

LV Adv I 353
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Exercise 1-1
Objective: To use the memory monitoring tools in LabVIEW to examine a VI.

You will open a LabVIEW example called tlhemperature System Demo
VI and monitor its memory usage with each of the methods described.

Instructor’s Note Make sure multithreading is disabled and the number of undo steps is
set to zero before beginning any exercises. These settings can greatly
affect memory use in LabVIEW.

1. Launch LabVIEW. Sele@earch Exampledrom the opening window.

If LabVIEW is already running, seleSearch Exampledrom theHelp
menu.

2. OpenTemperature System Demo.virom theDemonstrations »
Analysis window.

© National Instruments Corporation 1-1-1 LabVIEW Advanced | Course Manual



Module 1 Lesson 1 Exercises

Front Panel
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3. SelectAbout LabVIEW... from theHelp menu and note the memory
size here:

4. Examine the diagram for tiemperature System DemoVI.

5. Return to the panel and run themperature System DemovI.
Observe the operation of the VI for a few seconds and then stop the VI
by clicking off the Acquisition switch.

6. SelectShow VI Info... from theWindows menu. Write down the
memory usage for:

Front Panel

Block Diagram
Code
Data

VI Total Memory
Close théshow VI Info window by pressing the OK button.

8. Now you will use the Profile Window to display the memory statistics
for theTemperature System Demd/I. SelectShow Profile Window
from theProject menu.

9. Check thé rofile Memory Usagebox in the Profile window. Press the
Start button, and check tHdemory Usagebox. Do not close the
Profile window.
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Module 1 Lesson 1 Exercises

10. Run thélfemperature System Demd/I.

11. While theTemperature System Demd/I is running, press the
Snapshotbutton in the Profile window. Notice that the data memory for
each subVI is recorded but not for the main VI.

12. Record which subVI is using the most memory:
uses KB

13. Stop th@emperature System Demd/I by clicking off the Acquisition
switch.

14. Return to the Profile window and press3n@pshotbutton. The Profile
window should resemble the following:

Stop | Snapshot Save [™ Timing Statistics | Time in miliseconds _=|
[~ Timing Cetails
B P Mo L v Memony Usage I Size in kilobytes —TI
¥l Time SubWlz Time | Total Time Awg Bytes kir Byt
Temperature Systern Demo.wi 106E2.0 169.0 10837.0 53,70k, ]
Digital Thermometer.wi A0.0 400 90.0 1.7k |
Demo Yoltage Fead.wi 40.0 0.0 40.0 279k,
Array To Bar Graph.wi 39.0 0.0 39.0 3,78k,
Temperature Status.vi 22.0 0.0 22.0 2,00k, J
higtogram-+. vi 13.0 0.0 13.0 4,50k, L
Standard Deviation. vi 2.0 0.0 2.0 1.57k ]
|lpdate Statistics. vi 20 a0 A0 2,09k J

i

15. Scroll to the memory statistics in the Profile window. Observe the
memory used by each VI in memory.

16. Record how much memory tlhemperature System DemoV/I used
here: . Compare this value with the value
for data space memory shown in 8igow VI Info window. The
numbers should be similar.

17. Stop the memory profiling by pressing the Stop button. Close the Profile
window and théfemperature System Dema/I.

18. Close th&earch Examplesvindow.

End of Exercise 1-1
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Additional Exercises

1-2

1-3

LabVIEW Advanced | Course Manual

Open th&wo Channel Oscilloscope/l from Help » Search
Examples » Demonstrations » Instrument I/OUse the Show VI
Info window to determine the size of the VI components and write
them here:

Front Panel

Block Diagram

Code

Data

VI Total Memory

Use the Profile Window to get more memory information. Run the
Two Channel Oscilloscope/I with different settings. Then look at
the memory statistics in the Profile Window. Which subVI used the
most memory? Close ti@avo Channel Oscilloscopé/l when you

are finished.

Open thé-requency Responsé&/I from Help » Search

Examples » Demonstrations » Instrument I/OUse the Show VI
Info window to determine the size of the VI components and write
them here:

Front Panel

Block Diagram

Code

Data

VI Total Memory

Use the Profile Window to get more memory information. Run the
Frequency Respons#&/| with different numbers of steps and other
settings. Then look at the memory statistics in the Profile Window.
Which Vls used different amounts of memory when you changed the
parameters? Close theequency Respons&/| when you are
finished.
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Exercise 2-1
Objective: To examine how the front panel and block diagram use memory.

You will create a VI that demonstrates how the front panel and block
diagram use memory as described in the previous section.

Part 1: Observing Front Panel Operate Data

Block Diagram

# of points &, coine wWavebarm, vil
1000 Ay waveform ara
i

WAEE

%

wavefarm pe

1. Open anew VIin LabVIEW and build the block diagram shown above.

Fioq Acquire Waveform VI (Select a VI... » C:\Exercises\
S48 LV_AdvI\Mod1l_mem.lb) generates a waveform of the type,
wavel length, and scaling factor specified.

Numeric Constant (pop up on thé of points[top left]
1000 input of theAcquire Waveform VI with the wiring tool

and selecCreate Constantfrom the menu) specifies how
many data points to generate for the waveform. Type the
value of 1000 into the constant.

Enumerated Control (pop up on thevaveformtype

input [middle left] of theAcquire Waveform VI and
selectCreate Control from the menu) specifies the

type of waveform to generate.

# of points

waveform type

© National Instruments Corporation 1-2-1 LabVIEW Advanced | Course Manual



Module 1 Lesson 2 Exercises

[eeavetarm anay] Numeric Array Indicator (pop up on thevaveform
output [right side] of thécquire Waveform VI and

selectCreate Indicator from the menu) contains the

waveform array that the subVI generates.

Go to the front panel, select a waveform type of a Sine wave, and run
the VI.

SelecShow VI Info... from theWindows menu to see the memory use
of each component.

The data space for the top-level VI will use approximately 16 KB of
memory. This is because the array has the representation of DBL
(double precision floating point), or 8 bytes per value. Abguire
Waveform VI generates 1000 values or 8 KB of data. Another 8 KB is
used to display the data in the numeric array indicator on the front panel.

& Note If you are using a version of LabVIEW later than 5.0, the memory use might
be less than reported in the next few steps. LabVIEW memory use continues
to be more efficient with each new version.

Front Panel

1.

LabVIEW Advanced | Course Manual

wavefarm type waveform aray
ﬂ Sine wave | gﬂ 0.00
wavefarm graEh|
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1
1]

* Legend hidden
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Go to the front panel of the VI and add the waveform graph as shown
above. Return to the block diagram and wire the waveform data to the
waveform graph.

Run the VI and sele&how VI Info... from theWindows menu to see

the memory use again. Adding the graph made another copy of the 8 KB
buffer, and the data space reports over 24 KB. The extra memory used
is part of the graph indicator.
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Module 1 Lesson 2 Exercises

Front Panel

waveform type wavetarm array
ﬂlSine WaVE | ﬂ[l 000

wavetormn graph wavefarm -:hart|

1.0-pg

500 400 £00 500 1000

]
]

* Legend hidden * Legend hidden
Palette hidden * Palette hidden

AutoScale # enabled
AutoScale Y enabled *

3. Go to the front panel and add the waveform chart as shown above.

Block Diagram

# aof points

pOIE [ couire Wavelorm. i
Toq waveform arns

1000
i
e

g

wavefarm chart

4. Return to the diagram and modify it as shown above.

5. Run the VI. Again choosghow VI Info... from theWindows menu
and now see how much memory each component uses. The data space
iIs now more than 40 KB. Here are where the data buffers are being
allocated:

8 KB - waveform array generated by the Acquire Waveform VI
8 KB - waveform array indicator on the front panel

8 KB - waveform graph on the front panel

8 KB - waveform array displayed on the waveform chart

+ 8 KB - waveform chart stores 1024 x 8 (DBL) bytes in the chart
40 KB history
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Module 1 Lesson 2 Exercises

A total of 40 KB memory is used for all the data in the top-level VI. The
8 KB generated by th&cquire Waveform VI is execute data; the rest
IS operate data.

The point of this part of the exercise is that you should not display large
data sets (particularly arrays, graphs, charts, and strings) on the front
panel unless you need to see that information. Otherwise, extra copies
of that data will use memory.

Part 2: Removing the Diagram

6.

9.

Save the VI into th€:\Exercises\LV_AdvI\Mod1_mem.llb
library and name itysing Panel Memory.vi

The block diagram usually is one of the larger components of memory
use. You will now take the block diagram out of memory.

Close the diagram window. Under tBperate menu, choos€hange

to Run Mode. SelectShow VI Info... from theWindows menu. The
diagram component should have a dash for memory use, indicating that
it no longer resides in memory.

Close the VI and any other open windows.

End of Exercise 2-1

LabVIEW Advanced | Course Manual
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Exercise 2-2

Module 1 Lesson 2 Exercises

Objective: To understand how the data space memory is allocated and buffers are reused.

1.
2.

Build each of the diagrams shown in this section of the lesson.

Run the VIs and check the memory use of each. Verify that the slides
give the correct values.

List two things that the LabVIEW application does to conserve
memory use.

List three basic rules of how a data buffer in memory is reused.

End of Exercise 2-2

© National Instruments Corporation
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Module 1 Lesson2 Exercises

Exercise 2-3
Objective: To use the concepts presented in this lesson to optimize memory usage in a VI.

You will open a VI that uses much more memory than the original
programmer expected. You will modify the VI to use memory more
efficiently, as per the information in this lesson.

Front Panel
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]Eﬁ Iilililililililililili
L Iilililililililililili
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—
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1. Open thaJsing Memory VI from mod1_mem.llb and examine both
the panel and the diagram.

This VI reads a text file containing data. Then the file string is parsed
into the time and date string and a two-dimensional array of numbers.
You can then select any row out of this two-dimensional array and either
keep it or replace it with a default row or a row of values you define.
After you push the Stop button, the 2D array is reassembled with the
new values and you are prompted to write the data to a file in the same
format as the original file.

2. Run the VI. The file used for this exercisensmfile.txt , located in
the C:\Exercises\LV_AdvI directory. Change some of the rows in
the data file by selecting a particular action on a specified row of data.
Select the Stop button and tyypawfile.txt at the prompt.
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Module 1 Lesson 2 Exercises

3. SelectShow VI Info... from theWindows menu and write the values
for each components memory use here:

Panel:

Diagram
Code:
Data:
Total:

4. Now you will modify this VI to use some of the memory optimizing tips
in this lesson. The following tips show the major things to change.

a. Notice that the diagram for this VI is larger than one screen. This is
one sign that the VI can be broken into subVIs. SubVIs can be
made for reading the data file and converting it to an array,
formatting and writing the array to file, and for replacing a row in a
two-dimensional array. Use ti@reate SubVI feature in the
LabVIEW Edit menu to create subVIs easily and quickly. (You can
useRevert under the~ile menu if you make a mistake.)

b. Remove front panel indicators and controls in the main VI that are
redundant or do not need to be displayed. Some controls and
indicators will not be needed when parts of the diagram are
converted to subVIs and intermediate buffers are eliminated.

c. Once you have created subVIs and made the program more modular,
you can modify each subVI to create the icon and connector pane.

d. Remove default data from front panel controls and indicators unless
the data is needed.

e. Remove the diagram from memory as you did in Exercise 2-1.

5. Return to the front panel and run the VI again. Ch&8bssv VI Info...
from theWindows menu and now note the memory usage for each
component.

Panel:

Diagram
Code:
Data:
Total:

6. You can reduce the total memory use for this VI almost by a factor of
three by implementing the suggestions listed. Improvements like this
can be used for many VIs once you understand how LabVIEW allocates
memory for the various components and subVIs.

7. Close the VI and namelitsing Memory (revised).vi
End of Exercise 2-3
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Additional Exercise

2-4

LabVIEW Advanced | Course Manual

Create a VI that generates two arrays of random numbers with 1000
elements each. Add the two arrays together and display the result in
an array on the front panel. Name theRdusing Buffers.vi

Run the VI and record the data space memory use here:

Add a graph to the front panel and display the resulting array in it.
Run the VI again and record the data space memory use here:

Create indicators to display both the random arrays before the Add
function. Run the VI and record the data space memory use here:

Save all the indicator contents as the default by selefetakeg
Current Values Default from theOperate menu. Note how this
changes the memory used by this VI.
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Exercise 3-1

Objective: To modify a VI to use consistent data types for optimal memory usage.

You will open theType ConversionVI and modify it to use memory more
efficiently by using smaller numeric representations and consistent data

types.
Front Panel
hioisy sine data mean value
gg 218 #0 oo

1. Open th@ype ConversionVI from
C:\Exercises\LV_AdvI\mod1l_mem.lIb

2. Examine the front panel and the block diagram.
This VI generates 100 rows of sine waves and uniform white noise. The
sine waves and noise arrays are added together and scaled by
multiplying the result by 3.0. The average value for each row is
computed. The scaled noisy sine waves and the array of averages are
displayed.

3. Run the VI and sele&how VI Info... from theWindows menu. Note
the data space memory size here:

4. You will now modify this VI to remove coercion dots and convert the

© National Instruments Corporation

numeric arrays to the smallest representation (SGL) to save data space
memory. Do not change the functionality of the VI, remove anything
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5.

from the panel, or change the number of samples generated. You should
be able to get the data space memory to less than 100 KB. Record your
optimized data space memory value here:

In general, be careful when you convert a VI to a different numeric
representation. If you plan to use any existing VIs or subVIs, many of
them use double-precision floats or 32-bit integers. If you try to reduce
memory use in one place by using a smaller numeric representation, you
actually may increase memory use due to inconsistent types.

Close the VI and nameTiype Conversion (revised).vi

End of Exercise 3-1

LabVIEW Advanced | Course Manual
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Exercise 3-2

Module 1 Lesson 3 Exercises

Objective: To build arrays efficiently.

You will modify a VI that takes an input array and creates two arrays from
the values over and under a user-specified threshold value to use memory

efficiently.
Front Panel
# of data paints threshold| under threshold|  # under|
<0000 30.0-T $ e 3720
85.0-
pIOCESE Aray 800~ | owver threshold| i cver|
] M E280
0| . W0 |giss || |
700~
1. Open theJnder/Over Threshold VI from C:\Exercises\

© National Instruments Corporation

LV_Advi\modl_mem.llb . Open the diagram and examine how the VI
works.

This VI generates a waveform and displays it on the front panel. The
user selects a threshold value and the waveform is separated into two
waveforms, one consisting of values under the threshold value and the
other consisting of values over the threshold. The number of values over
and under the threshold are also displayed. Notice that the over and
under arrays start as empty arrays and are built one element at a time
with the Build Array function with each iteration of the loop. You
already know that this method is inefficient. Now you will monitor the
performance of this VI.

SelectShow Profile Window from theProject menu. Make sure

Profile Memory Usageis notselected. This option slows down the VI,

and because memory management affects execution speed, you will just
monitor the timing statistics. Press tB&rt button and check the

Timing Statistics option.

Run theUnder/Over Threshold VI several times and adjust the
threshold.

Return to the Profile Window and push 8repshotbutton. Record the
average time it takes to run tbeder/Over Threshold VI here:

1-3-3 LabVIEW Advanced | Course Manual
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Block Diagram

5. SelectShow VI Info... from theWindows menu and record the data

space memory size here:

SelectSave Asfrom theFile menu and rename this Under/Over
Threshold (revised).vi.This assures that the original VI remains intact
as you make changes to the diagram. You will change how the over and

under arrays are generated to optimize memory use.

Initialize .ﬁ.rraé

g

]

e

132

H of data poirts]

Elernent
[Get Process Data]| | —|
= r?f; ata. i =1 B
deg F

[process amay]| (e |

threshold

Replace Amay
Elernent

Errag Subzet

under threzhold
[DEL]

over threshold

[pBL]

1. Modify the block diagram to match the one shown above.

Remove the Build Array functions and the Array Size functions. Add
two more shift registers and initialize them to 0. Add the following

functions:

-t

new buffer for the output.

[

arrays.

LabVIEW Advanced | Course Manual
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Replace Array Elementfunction @Array palette). This
function replaces a new value into an array without allocating a

Increment function Numeric palette). In this exercise, this
function counts the number of values in the under and over
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Array Subset function @Array palette). In this exercise, this
function takes the subset of the under and over arrays that are
valid. Otherwise, the resulting over and under arrays would
have zeros at the end and contain 10,000 elements.

2. Save the VI.

SelectShow Profile Window from theProject menu. Make sure
Profile Memory Usageis notselected. Press tisart button and check
theTiming Statistics option.

Liad|

4. Run theJnder/Over Threshold (revised)VI several times and adjust
the threshold.

5. Return to the Profile Window and push 8reapshotbutton. Record the
average time it takes to run tb@der/Over Threshold VI here:

6. SelectShow VI Info... from theWindows menu and record the data
space memory size here:

The revised VI runs faster than the original VI, althoGglow VI

Info... reports that the revised VI used more memory. This is because
Show VI Info... does not include the intermediate array buffers that are
generated, or the buffers that must be moved around in memory to make
them larger with the Build Array function. The revised VI shows that
even if you do not know how many elements a resulting data array
needs, you can allocate a larger buffer than you need, replace values into
that buffer, and then strip off the values you do not need after the
operation is finished.

If you are using a version of LabVIEW before 5.0, the difference
between the two VIs will be much greater because the Build Array never
reused memory buffers. Now that Build Array reuses memory buffers
when it can, its performance is much faster. The larger the array, the
more efficient the second VI will be in comparison with the first VI. The
Replace Array Element function will always be more efficient than the
Build Array function, but the difference will be smaller for smaller
arrays.

7. Close the Profile window and thinder/Over Threshold (revised)VI.

End of Exercise 3-2
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Exercise 3-3
Objective: To examine two Vls parsing strings of data and their effect on memory use.

A common application is to read a string of data from file or an instrument
and then parse the useful information out of that string and display the
results. You can use the Match Pattern function to search a string for a
pattern. Depending on how you use it, you may decrease performance by
unnecessarily creating string data buffers.

Block Diagram

Initialize .-’-'-.rra§|

rezults
[132]

1. Open théParsing Strings (part 1) VI from C:\Exercises\
LV_Advi\modl_mem.llb . The block diagram is shown above.

This is one method to find all integers in a string. The Vl initially creates
an empty array, and then each time through the loop, searches the
remaining string for the numeric pattern. If the pattern is found (offset is
not -1), this diagram uses Build Array to add the number to a resulting
array of numbers. When there are no values left in the string, Match
Pattern returns -1 and this diagram completes execution.
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Block Diagram

Errag Subset
] results
[x32]

L]
]
[

Fram Decimal

2. Open théParsing Strings (part 2) VI from C:\Exercises\
LV_Advi\modl_mem.llb . The block diagram is shown above.

This diagram fixes two problems the previous diagram displayed. One
problem with the first diagram is that it used Build Array in the loop to
concatenate the new value to the previous value. Instead, this diagram
uses auto-indexing to accumulate values on the edge of the loop. Notice
that you end up getting an extra, unwanted value in the array from the
last iteration of the loop where Match Pattern fails to find a match. A
solution is to use the Array Subset function to remove the extra
unwanted value.

The other problem with the previous diagram is that you create an
unnecessary copy of the remaining string every time through the loop.
Match Pattern has an input you can use to specify where to start
searching. If you remember the offset from the previous iteration with a
shift register on the loop, you can use this number to specify where to
start searching on the next iteration. Now you use only the one string
buffer in memory and no longer generate the intermediate strings.

3. SelectShow Profile Window from theProject menu. Make sure
Profile Memory Usageis notselected. Press tisart button and check
theTiming Statistics option.

4. Run each VI several times. Return to the Profile Window and press the
Snapshotbutton. Record the average time it took to run the VIs here:

Parsing Strings (part 1)

Parsing Strings (part 2)
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5.

6.

SelectShow VI Info... from theWindows menu to compare the
memory usage of the VIs and record the total memory used by each

here:
Parsing Strings (part 1)
Parsing Strings (part 2)

The memory use reported by parts 1 and 2 is similar. However, the
second VI ran much faster because of the differences noted previously.

Close the Profile Window and both string parsing ViIs.

End of Exercise 3-3

LabVIEW Advanced | Course Manual
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Exercise 3-4

Objective: To examine how clusters use memory and how alternative data structures are more
efficient.

You will examine two VIs that perform operations on a mixture of different
data types. The difference will be in how the data is stcoeé VI will use

a cluster to group the different data types, and the other will use more
efficient data types.

Front Panel

data record in data record out
E last revized E last revized

(3414796 B:35 AM | E/18/38 2:04 PM |
besst description best descriphion
Rund: 0 Run#: 0
Operator; Fred Operatar: Fred
device f: LA5MNA375 device #: L45M4375
test data test datal

- O el F T | i O e [

change record #|  change test #)  new test result]

=l | =7 (= X

Block Diagram

Get D ate/Time String]
v [z =E

:
P [z

Feplace
- Replace Wrran Element
u:Ia[tj-_ r-,E]D | ex f-‘-.rragt Wray Element evesd E l_r 5 data record ot
=] test data EJJ* . I e Ty

=t tesh data | | | —los
e test result] | 5
change
record #
change test §

1. Open thaJsing Complicated DataVI from C:\Exercises\
LV_Advi\modl_mem.llb . The panel and diagram are shown above.
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Front Panel

Block Diagram

This VI has an array of clusters containing two strings and an array of
data. The purpose of the VI is to change one of the array values and log
the current date and time. This VI could be used inside a larger test
program for when a particular test is rerun and you want to replace the
old test result with the new value. To replace those elements in the array
of clusters, you must index and unbundle the elements. Each level of
unbundling/indexing may result in a copy of that data being generated
in memory. Notice that a copy is not necessarily generated. Copying
data is costly in terms of both time and memory when the data types are

large.

5

lazt revized array

40|24/ 7 rm |

test descriptions array|

Run#: O
Operatar; Fred
dewvice #: L45M4375

O
5w

lazt revized array out]

| B s em ||

test descriptions array out|

Run#: O
Operator: Fred
device #: L45MN4375

[change record #][T52]]

best descriptions aray

test data test data out
ﬁgﬂ_ FIEmEF | g“w [
1]
change record ) change test 8 new test resull
(TR - A - X
lazt revized arraé Replace
. [.‘“"]' rriment last revized anay out]
Gt Date/Time Sting il i [ab<]
 Tas — -t
#* -+ |2
‘P [0 ET -+
.J.:;>|
2] Replace
Erra; Element
test datal[ D51 |—— best data out
[rew test resul] DL ] @ [os1]

test dezcriptions array oul]

[akc]

[abc]

2. Open theJsing Efficient Data VI from C:\Exercises\
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. The panel and diagram are shown above.
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This VI performs exactly the same operation on the same data as the
previous VI. However, to avoid extra copies that the
unbundling/indexing can cause, the data is stored in a different data
structure. The solution is to try to make the data structures as simple as
possible. In this case, you could break the data structure into three
arrays. The first array should be the array of strings for the date and time.
The second array can be the array of test descriptions. The third array
would be a two-dimensional array, where each row contains the results
for a given test. Notice you can now access or change any value in any
array with a single function and not copy the data.

You now will use the Profile Window to see if the changes in data
structure had an affect on memory or execution time.

3. SelecShow Profile Windowfrom theProject menu. Select therofile
Memory Usageoption. Press th8tart button and check thEming
StatisticsandMemory Usageoptions.

4. Run both Vls several times. Return to the Profile Window and push the
Snapshotbutton. Record the average time it took to run the VIs and the
average memory used by the VIs here:

Average Time Average Bytes
Using Complicated Data

Using Efficient Data

5. SelectShow VI Info... from theWindows menu to compare the
memory usage of the VIs and record the total memory used by each
here:

Using Complicated Data

Using Efficient Data

6. The timing values reported by both VIs show that using efficient data
types is slightly faster than using complicated data types. Also, the VI
that used arrays of clusters used more memory than the VI that did not
use clusters. Considering these arrays had only 20 data records by
default, this shows that complicated data types can add overhead with
copies of data from unbundling and indexing large data components.
Also, remember that the reported memory values do not include the
handles and type descriptor headers used by the complicated data types.

7. Close the Profile Window and both VIs.

End of Exercise 3-4
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Exercise 3-5

Objective: To examine the effect of overusing global variables inside loops.
You will use the Profile window to compare the performance of two VIs.
The first VI reads from and writes to a global variable for each iteration of

a loop. The second VI uses shift registers to temporarily store the data
between loop iterations.

Front Panel

Statuz: ([dle...

# loop iterations: (50000

Fun Subhl= | Stop

1. Open the&slobal BenchmarksVI from C:\Exercises\
LV_Advi\modl _mem.llb

This VI calls two subVIls. The first subVI reads from and writes to a
global variable inside a loop that executes 50,000 times as shown in the
diagram below:

H loop iterations

The second subVI reads from a global once, stores the temporary values
in a shift register for the loop execution, and then writes to the global
once as shown in the diagram below:

# loop iterations
: |

| i |JDOEL)

48

You will now use the Profile Window to see how accessing global
variables unnecessarily will add to the execution time.
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SelectShow Profile Window from theProject menu. Press thgtart
button and check thEming Statistics option.

Run the Global Benchmarks VI and press the Run SubVIs button several
times. Return to the Profile Window and push$mapshotbutton.
Record the average time it took to run the subVIs here:

Average Time
Update Globals Inside Loop
Globals Outside Loop

The timing values reported by both subVIs show that overusing global
variables can be much slower than using shift registers to store data. The
allocation for a copy of the global data each time a global variable is read
is the main reason for the slower performance. A small amount of
overhead (similar to accessing a subVl) is also associated with accessing
a global variable.

Close the Profile Window and tii&obal BenchmarksVI.

End of Exercise 3-5

© National Instruments Corporation
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Exercise 3-6

Objective: To build a global variable using uninitialized shift registers.

You will examine two approaches for accessing a global Boolean. One VI
is already built with global variables and performs the action of stopping
multiple parallel loops. You will build a subVI that uses uninitialized shift
registers instead of global variables. Then you will rewrite the original VI to
use this new shift register global.

Block Diagram

Oo0o0o0o000o0o000o0n

1. Open thccessing Globals/l from modl_mem.llb . Examine the
diagram as shown above.
This VI contains two independent While Loops running at different
rates. Each loop generates a random number and displays that number
in a chart. When the user presses the Stop button, both loops end
execution through the use of a global variable.

2. Now you will build a global variable using an uninitialized shift register
inside a subVI.

LabVIEW Advanced | Course Manual 1-3-14 © National Instruments Corporation



Module 1 Lesson 3 Exercises

Front Panel

mode output
Fead J
Wirite * gquare LED *

* yerhical switch *

Lz

* zguare button *

3. Open a new panel and build the panel shown above.

Block Diagram

output

4. Build the block diagram shown above.

Nothing is wired to the conditional terminal of the While Loop, so the
loop only executes once. The uninitialized shift register contains the last
value written to it. Mode determines whether you write a new value to
the global Boolean or you read the current value from the shift register.
As with built-in global variables, you must write a value to this shift
register global before you read from it. Otherwise, you may get an
unwanted value left over from the last time this shift register global was
called.

5. Make the icon and connector for the VI.

GLOEAL

[—]
) = | bk
inpLk l o
Shift Register Global. v

6. Save and close the VI. Name&hift Register Global.vi
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7. Return to the diagram for tiAecessing Globald/I. SelectSave As...
from theFile menu and rename this Bmarter Global.vi to avoid
overwriting the previous VI. You are now going to replace the global
variables with the shift register global you just created.

Block Diagram

chart 2

- GLOEAL

I GLOEAL
I )

. RO

8. Modify the block diagram as shown above. Remove all the global
variables, place Boolean constants where needed, and add three copies
of theShift Register GlobalsubVI.

9. Return to the front panel and run the VI. This VI performs the same
operations as the previous VI and has the same front panel. However,
instead of accessing a global variable, an “old style” global made from
an uninitialized shift register is used to store the Boolean.

You will not see any significant changes to the memory use between
these two examples because the global variable was a scalar Boolean.
However, in a situation where you are storing a global array or a global
cluster of arrays, the method used in the second VI uses memory more
efficiently because a new copy of the global variable is not made each
time the global is read. Shift registers reuse memory buffers. Also, when
all operations on shared data happen inside a subVI, the possibility of a
race condition is eliminated.

10. Save and close all open Vis.

End of Exercise 3-6
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Exercise 3-7
Objective: To examine how memory is used in a Case Structure.

You will create a VI that demonstrates how memory usage in a Case
structure changes depending on what that case is doing.

Front Panel
mode warvefarm armray
ﬂjl standby | gl:l 000
* Enumerated Type * Digital Indicataor Array
value arrray resulk
s/75.00 0 |[@mo
* Digital Contral * * Digital Indicator Array *

1. Open anew VIin LabVIEW and build the front panel shown above.

You get arEnumerated Typefrom theList & Ring palette. The
enumerated type control entries are entered by typing in the text and
then popping up on the control and selechagl Item After from the
menu. The text entries and their order are:

0 — standby

1 — scale array
2 — empty array
3 — double array

When you create the two digital indicator arrays remember to first create
the array shell and then select a digital indicator and place it inside the
array shell.

© National Instruments Corporation 1-3-17 LabVIEW Advanced | Course Manual



Module 1 Lesson 3 Exercises

Block Diagram

# of points 0
1000

|*"r Sine wave
e )
wavefarm tgﬁe

Acg

% larrray result

o "double aray”

Euild .i‘-.rraé
1+
-1+ E

1. Build the block diagram shown above.

zz3 | Acquire Waveform VI (Select a VI... » C:\Exercises\
AN LV_Advi\Mod1_mem.llb) generates a waveform of the type, length,
and scaling factor specified.

# of paintz] Numeric Constant (pop up on theé of points(top left) input of the

1000] Acquire Waveform VI and selecCreate Constantfrom the menu)
specifies how many data points to generate for the waveform. Type in
the value of 1000 into the constant.

[*Sine wave] Enumerated Control (pop up on thevaveform type input (middle
[wavetorm tpe| l€Ft) Of theAcquire Waveform VI and selecCreate Constantfrom the
menu) specifies the type of waveform to generate. Use the Operating
tool to select Sine wave.

Case Structure(Structures palette) runs one of four different

n- operations depending on the front panel menu ring selection. Two cases
= appear automatically; create the other two by popping up on the border
" of the Case structure and seladd Case

o b

I> Multiply function (Numeric palette) scales the array by multiplying it
by a value.

N For Loop structure Structures palette) empties the array when N = 0.
\
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Numeric Constantis created by popping up on the N of the For Loop
and selectin@reate Constantfrom the menu; it is zero by default.

Build Array function @Array palette) doubles the waveform array by
concatenating a copy of itself and adding it to the end of the original
waveform array. Drag this function to include two inputs. Pop up on
each input and sele€hange to Array.

The Case structure selects one of four operations to perform on an array:
to do nothing, to multiply the array by a value, to empty the array, and
to double the size of the array. You will see what happens to the memory
used by this VI as you run each case in turn.

Save the VI a€ase Structure Memory.vi

SelectShow VI Info... from theWindows menu and record the size of
the data space memory here:

Run this VI with mode set to standby. Setglcow VI Info... from the
Windows menu and record the data memory use here:

Run this VI with mode set to scale array. SeSatw VI Info... from
theWindows menu and record the data memory use here:

Run this VI with mode set to empty array. Se&wdw VI Info... from
theWindows menu and record the data memory use here:

Run this VI with mode set to double array. SeSaiw VI Info... from
theWindows menu and record the data memory use here:

You should notice that the memory use for the standby and scale array
cases are the same. The empty array case removes two copies of the
array buffer, and the double array case doubles the number of array
buffers used.

Sometimes the order in which you run a set of cases makes as much
difference as to what the cases actually do. Try running the VI again and
select the different modes in different order. Record any differences you
see compared with the memory use you observed previously.

If none of the cases can reuse data buffers from the input to the output,
an extra data buffer will exist. You can remove the extra buffer by

1-3-19 LabVIEW Advanced | Course Manual



Module 1 Lesson 3 Exercises

ensuring that one case (like the standby case in this exercise) reuses the
input buffer even if you never execute that case.

8. Close the VI when you are finished.

End of Exercise 3-7

LabVIEW Advanced | Course Manual 1-3-20 © National Instruments Corporation



Module 1 Lesson 3 Exercises

Additional Exercises

3-8

3-10

© National Instruments Corporation

Create a VI that generates a 1000-element array of random numbers
between 0 and 10 and then produces an array of all the values that
are over a threshold value chosen by the user. Use all the concepts
presented in this lesson to optimize this VI for memory use. Name
the VI Data Over Threshold.vi

Create a VI that reads a data file calbgdata.txt (in the course
exercises directory) and parses out the time and date, the number of
channels, the sampling rate, and displays the data in a graph. (Tip -
you will need to break down this project into stages.) First, read the
data file to understand the format. Then correctly parse out the
information of interest. Go over your VI one last time and optimize

it for memory use. Name the \@etting Data.vi.

SelecBearch Examples..from theHelp menu and go to the
Advanced » Execution Controlsection. Examine each of the
Synchronization Examples and make notes so you can tell the
difference between queues, notifiers, occurrences, rendezvous, and
semaphores. Also, make notes on how each of these synchronization
examples replaces global and local variables.
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Notes
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Exercise 4-1

Objective: To examine the effect of enabling multithreaded execution for a simple VI.
You will open a VI that calculates and displays a sinusoid in a waveform
chart. The number of points calculated in five seconds is displayed. You will

compare the number of points calculated when the VIis runin a
single-threaded and in a multithreaded execution system.

Front Panel

20- points calculated

27609
1.0-

elapzed time
0.0y [E00 |sec

-1.0-

20-} ]
19993 29997

1. Open th&hread ExerciseVI from C:\Exercises\LV_AdvI\
mod1l_mem.llb . Examine the panel and diagram.

This VI first clears the waveform chart and sets the number of points
calculated to zero. Then the While Loop calculates and displays a
sinusoid and shows the time elapsed for five seconds. The final number
of points calculated is displayed when the loop is finished.
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2. Verify that LabVIEW is currently running in single-threaded mode by
selectingedit » Preferences » Performance and Disknd make sure
theRun with multiple threads option is unchecked as shown below:

I Perfarmance and Digk, j

[ Deallocate memony as soon as possible
[~ Use default tirmer

[# Check available dizsk space during launch®
Abort if lezs than [KBytes] 500 v Uze default
YWharn if less than [KBytes] 2000 ¥ Uze default
[~ Bur with roultiple threads®

] | Canicel |

*Changes to this option will take effect when pou relaunch

If the “Run with multiple threads” box is selected, uncheck the box,
close all Vls, exit LabVIEW, and restart this exercise.

3. Run the VI several times and record the approximate number of points
calculated here:

4. Enable multithreading by selecting fRen with multiple threads
option inEdit » Preferences » Performance and Dis&s shown below:

I Perfarmance and Digk, j

[ Deallocate mermony a: soon a3 possible
[~ Use default timer
[+ Check available dizk space during launch®
Abort if lezs than [K.Bytez] 500 [+ Uze default
warn if less than [KBytes] 2000 v Uze default
[# Bun with multiple threads*

] | Catizel |

*Changes to thiz optioh will take effect when vou relaunch

5. Close all VIs and exit LabVIEW.
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6. Relaunch LabVIEW from th8tart menu. Multithreading should now
be activated.
7. Open thé&hread ExerciseVI again frommod1l_mem.ll b. Verify that
the Run with multiple threads optionkdit » Preferences »
Performance and Diskis still checked.
8. Run the VI several times and record the approximate number of points
calculated here:

Multithreading sped up the execution significantly for this VI. Updating
the elapsed time and chart indicators for each iteration of the While
Loop is a fairly slow task. With multithreading turned on, these tasks run
in the User Interface thread while the sine calculation and the While
Loop run in another thread. The diagram and the user interface are being
run asynchronously; that is, the chart and digital indicator are not
updated for each iteration of the loop anymore. This allows the Loop to
run several more iterations within the same five seconds.

9. Configure the waveform chart to show each data point generated in the
loop by popping up on the chart and selec&ygchronous Display
from the menu.

10. Run the VI several times and record the approximate number of points
calculated here:

11. Now that the chart is updated for each data value generated in the loop,
the increase in execution speed is now as slow as when the VI was

running in a single thread.

12. Sometimes you may notice that the indicators on the front panel of a VI
are not being updated properly. With multithreading, the user interface
is decoupled from the diagrams that create the data to display. So, for
example, if you are continuously acquiring data faster than you can plot
it, some data may be discarded by the user interface thread if it has
already been subsumed by new data. This allows the user interface to
“catch up” to what the diagram is doing. If it is important to see all of
the data, you can enable Synchronous Display on each indicator so the
diagram will wait for the panel to draw.

13. Close the VI when you are finished.

End of Exercise 4-1
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Exercise 4-2

Objective: To show further effects of multithreading and how to make a Vi run in a single thread
although the system is in multithreaded mode.

You will open two VIs that calculate and display a sinusoidal waveform in
a strip chart. One VI will run in a single thread and the other will run in
multiple threads as defined by LabVIEW.

Front Panels

[ Il 3 > =10l x]
Fil= Edit QOperate Project ‘Windows Help ﬁ Fil= Edit Operate Project ‘wWindows Help ﬂ:{!
+ 2 + 2

(=] Ldis

160.0-

Actual Time  125.0-
Interval [mg]  qpn0-

: 1500
Actual Time 195 -
Interal [mz]

5.0~
40.0-
20

Generated Generated
W aveform Wi aveform
Accurate Accurate
W aveform W aveform

200 sl |
STOP if_l LI STOP

] | JJ ]

1. Open the&Single Thread andMultiple Threads VIs from
modl _mem.llb .

Examine the diagrams for these two VIs. The While Loop delay is set to

a fixed value of 60 ms. The top plot on the chart displays the actual loop
delay, the second chart display shows the generated sine wave based on
the actual loop delay, and the last chart display shows the sine wave
based on the desired loop delay.

The difference between the two Vis is that 8negle ThreadVI runs
completely in the user interface thread, whileNhétiple Threads VI
runs in the standard execution system. You can double-check these
settings by popping up on the icon pane and sele¥li@gtup »
Execution Optionsfor each VI.
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Run both Vis. You should see that each executes with an Actual Time
Interval close to 60 ms.

SelecFile » Openfrom either panel. The file dialog window will open.
Move the window so you can see the effect it has on the charts in
both Vis.

You should notice that the Actual Time Interval for 8iegle Thread

VI significantly increases, because it must share time with the file

dialog, mouse movements or clicks, keyboard selection, and any other
user interface operations. The Actual Time Interval foMéiple
Threads VI increases slightly but still maintains a value close to 60 ms.

It is more deterministic because the diagram can execute independently
of user interface operations. Tkeltiple Threads VI is not completely
deterministic, because the operating system has to share the CPU among
the threads. Because Windows 95/NT/98 is not a real-time operating
system, there is no guarantee that the VI is deterministically scheduled.

Close the file dialog window by selecti@gncel

Select other menu options and move and resize the various windows.
Note how each operation affects the actual time intervals for each
VI here:

Close any open windows when you are finished. Stop and close
both Vis.

End of Exercise 4-2

© National Instruments Corporation
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Exercise 4-3

Objective: To build a VI that shows how multithreaded execution prevents one task from
interfering with another.

You will build a VI that reads data from a plug-in data acquisition (DAQ)
board and a DAQ Signal Accessory. The VI will have two loops in parallel.
The DAQ loop will acquire two seconds of data and then plot it to a graph.
The other loop executes four times per second and displays the loop
iteration.

Connect either the sine wave or the square wave to Analog Input Channel 1 on the
DAQ Signal Accessory.

Front Panel

,.I ,.I ool L ||.| |

0 20 40 s'n s'n 100 120 140 160 180 200

* waveform chart *
palette hidden

Loop 1 courter Loop 2 counter

5 T STOR
* digital indicator * * digital indicatar * * labelled zquare button *
reprezentation = |32 reprezentation = |32

1. Open a new VI and build the panel shown above.
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[devicelld ) A cquire W aveform, vil
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L
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[zample rate]|1000.00
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Loop 1 counter

-ﬂlf}- [

Loop 2 counter
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2. Build the block diagram shown above.

While Loop structure $tructures palette) You will need two While
||1|! Loops. One performs DAQ and the other just displays the iteration

count.

rooms Sequencestructure $tructures palette). This structure initializes the
local variable for the stop button before the loops start.
oono

_w 1 Al Acquire Waveform (Data Acquisition » Analog Input palette).

~i8| This VI acquires the specified number of data values from the specified
board and channel at the specified sampling rate. Pop up on each of the
four left-hand-side input terminals and seléotate Constant You
will acquire data from device = 1 and channel = 1 for 2000 data values
at a sampling rate of 1000 Hz. This should acquire two seconds of data
from the DAQ board.

Local variable (pop up on the terminal for the Stop button and select
Create » Localfrom the menu). You will need to create two local
variables. Place one in the sequence structure. Pop up on the second one,
selectChange To Read Localand place it in the second While Loop.

Booleanconstant (pop up on the write local inside the sequence and
selectCreate Constantfrom the menu). This constant initializes the
Stop button to False when the VI runs.

R Wait Until Next ms Multiple function (Time & Dialog palette). This
function sets the second While Loop to execute every 250 ms. Pop up
on the input to this function and sel€eate Constantfrom the menu.
Type 250 into the resulting numeric constant.

Not function(Booleanpalette). This function controls the While Loops.
When the Stop button is not pressed, the loops continue.
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Save the VI aMultiple Tasks.vi.

Run this VI. You should see the waveform update every two seconds,
and the second loop counter should continue to count while the first loop
waits the two seconds to acquire the data and then display it. This is how
the VI works in a multithreaded environment.

Turn off multithreading by selectirigdit » Preferences »
Performance and Diskand unchecking thRun with multiple
threads option.

Stop and close the VI and exit LabVIEW.
Relaunch LabVIEW and open thaultiple Tasks VI.
Run the VI. Notice that this time, the sectowp counter does not

increment. When LabVIEW runs in a single thread, the CPU will sit idle

while the DAQ VI is acquiring two seconds of data. The operation of the
first loop is starving the second from getting any processor time.

You have learned from the LabVIEW Basics Il course that if you put a

wait function inside the loop that is hogging all the system resources,

you can force the diagram to be asynchronous. Try this now by stopping
the VI and placing a wait function inside the first loop. You can set the
time interval to zero.

10. Run the VI again. Now you will see that the second loop runs in time

with the first loop. This is because the first loop is still holding the CPU
idle while the data is collected. The asynchronous wait function allows
the second loop to get one iteration completed before the first loop takes
over the CPU again.

Single-threaded tasks must run from a single queue, thus allowing any
one task to force the CPU to sit idle while waiting for a specified event.
Multithreaded execution uses the CPU more efficiently because it
allows multiple tasks to run independently within one application; if one
task needs to wait for an event, the other tasks can continue to execute.

11. Stop and close the VI when you are finished.

End of Exercise 4-3
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Objective: To examine the effect of two subVIs running in different threads with different

priorities.

You will open a VI that calculates and displays data from two different
subVls. Each of these subVIs has a different execution system and different
priority. You will see how the performance of each subVI changes when
different threads and priorities are used.

Front Panel

1.

© National Instruments Corporation

loop 1 count loop 2 u:u:uunt|

a28 3554

wavefarm one random n:hart|
20-

1.5-
1.0-
05-
0.0-

05-)
0

200 400 E00 400 1000

Open th&hread PerformanceVI from mod1l_mem.llb . Examine the
panel and diagram.

This VI contains two parallel While Loops. Each loop contains a subVI
that acquires data and plots that data. The first loop has a subVI that
generates 1000 data values and plots them in a waveform graph. The
second loop has a subVI that generates one value at a time and displays
it on a waveform chart. The loops run for five seconds each loop
iteration count is displayed.

You will now observe the changes in performance as this VI is run in
single-threaded mode and then as it is run in multithreaded mode with
the subViIs set for various different priorities and execution systems.

Verify that LabVIEW is currently running in single-threaded mode by
selectingedit » Preferences » Performance and Dis&knd making sure
theRun in multiple threads box is unchecked.

Run the VI. Opeshow VI Info... from theWindows menu and record
the total memory use here:
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10.

LabVIEW Advanced | Course Manual

Record the loop iteration counts here:
Loop 1 count:

Loop 2 count:

Notice that LabVIEW will cooperatively multitask between the
different loops when it is in single-thread mode. Each subVI will get to
run for a specified amount of time. You could make one of the loops run
with lower priority by adding a wait function.

Set LabVIEW to run in multiple threads by selectidit »
Preferences » Performance and Disknd making sure the Run in
multiple threads box is checked. Close all open VlIs and exit LabVIEW.

Relaunch LabVIEW and open tliread PerformanceVI from
modl mem.llb .

Open the diagram and record the priorities and execution systems for
both subVIs here. (Hint: Open VI Setup from the icon pane and look at
the Execution Options window.)

SubVI—Get Waveform SubVI—Get Random Data
Priority

Execution
System

Run the main VI. Ope8how VI Info... and record the total memory
use here:

Record the loop iteration counts here:
Loop 1 count:

Loop 2 count:

Change the Priority for both subVIs toldermal and change the
Preferred Execution System for both subVIs t&tendard.

Run the main VI. Record the loop iteration counts here:

Loop 1 count:

Loop 2 count:

Notice that changing the priorities and execution systems for the subVIs
can greatly affect how much CPU time each subVI is allocated. Watch
for situations like this if you run into performance problems in the
future.

Change the Priority for SubVI—Get Waveform tdibee critical
priority (highest) and change the Preferred Execution System for that
subVI to beData Acquisition.
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11. Run the main VI. Record the loop iteration counts here:

Loop 1 count:

Loop 2 count:
Notice that when the first subVI is marked as highest priority, the second
subVI does not get to execute. This is how a high-priority thread can

starve lower priority threads from getting CPU time.
12. Close the VIs when you are finished. Do not save any changes.

End of Exercise 4-4
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Notes
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Exercise 1-1

Objective: To determine the IP address for your computer.
You will examine some of the TCP/IP utilities on your computer to
determine your IP address.
1. From theStart option, selecSettings » Control Panel » Network

2. In the Configuration tab, you will see the list of network components
installed. Click to selecECP/IP and push the Properties button. The
following window will appear on the Windows 95 platform.

TCP/P Properties 7] |

Birdings | Advanced | MetBIOS |
DMS Configuration I Gateway | wiMS Configuration  |F Address

An [P addrezs can be automatically azsigned to this computer.
If wour netwiork, does not automatically azzign IP addresses. ask
wour nebwork, administrator for an address, and then type it ik
the space below.

= Obtain an IP addrezs automatically

—% Specify an |P address:

IPAddress: 1130.164. 15 .135 |

SubnetMask: [255.255.255. 0 |

(1] I Cancel

© National Instruments Corporation 2-1-1 LabVIEW Advanced | Course Manual
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3.

The seven tabs each describe the TCP/IP settings of your computer.

Enter your IP address here, as it may not match the one shown in the
previous graphic:

IP address:

You will need this address later when communicating with other
computers. Go through the other tabs and observe the TCP/IP settings.
Depending on what kind of network communications you have enabled,
different tabs must be configured. This usually is done by your system
administrator. However, for this course, the computers are not
networked to a server and will be communicating peer-to-peer via
LabVIEW.

Close the TCP/IP properties windows by selecting the OK buttons.

None of the settings should have been changed, so you will not need to
reboot the computer.

End of Exercise 1-1

LabVIEW Advanced | Course Manual
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Exercise 1-2
Objective: To examine a TCP Client VI and a TCP Server VI.

You will open two of the TCP/IP example VIs that show how LabVIEW can

be used as a TCP client and as a TCP server. If your computer is connected
to another through a network connection and you know the IP addresses or
hostnames of the computers, you can run this VI as described to see how the
TCP Vils/functions work.

Part 1—TCP Client

1. SelecOpenfrom theFile menu and open tH&imple Data ClientVI
in EXAMPLES\COMM\TCPEX.LLBThe front panel and block diagram
are shown below.

Front Panel

Fort Address
w2055 | [{30184715138 | -
1.0-

'i‘rﬂl‘ "||"||‘a”| ”U 'LW u““’“" Ll n' ~"rf"' "Ll”\'r Ui ""“/'mh {

0.o-
A5

-1.0 i
£ 200
I ] 22) B

e
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Block Diagram

Connechion

TCP Cloze | |General Ermor Handler|
Connection

"

TCF Read
Head T
..................... Vo[

2.

Part 2—TCP Server

1.

LabVIEW Advanced | Course Manual

Examine the block diagram shown above.

The TCP Open Connection function specifies which address and port
you should use to open the connection. Then the TCP Read function
reads four bytes of information. These four bytes are the size of the data
and are type cast to an 132 and used for the # of bytes to read on the
second TCP Read function. The resulting data is type cast to an array of
DBL (double-precision floats) and displayed in a chart. The TCP Read
functions are continuously called in a loop until either you press the
STOP button or an error occurs. In either situation, the TCP Close
Connection function stops the connection and errors are reported by the
General Error Handler VI.

SelecOpen from theFile menu and open tH&mple Data Serve VI
in EXAMPLES\COMM\TCPEX.LLBThe front panel and block diagram
are shown below.

Port funchion
slonn | = lrandom |
H# pointz
+ 1200
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TCP Cloze
[TCPwiite] [TCP write] Caonnection

T Tor|—{Ee Tor =T TP
SRy =
e 1 [m

m Delay 26ms 0 we don't flood

input gueus on PCs mnning MT.

Nl EOL |

| WMo EOC Emar General Ermor Handler,

AE] E|

1. Examine the block diagram above.

© National Instruments Corporation

TheTCP Listen VI will wait for a connection on the specified port
indefinitely (timeout = -1 or wait forever). Then, depending on the value
of function, either a random or sine waveform is generated and type cast
to a string. The length of that string is then type cast to a string and sent
to the client with th& CP Write function. A second CP Write

function then sends the actual waveform string. Waveforms will
continue to be sent until an error occurs. If the error indicates that the
connection has been closed, as by the client VI, the error is reset and the
process of waiting for a connection on that port begins again. Also, there
is a delay of 25 ms in the loop so that you do not flood the input queue
on PCs running the Windows NT operating system.

The connection is terminated by the server in only two ways:

» By an error other than the connection being closed by the client. An
example VI calledNo EOC Error.vi is used to check if the error is
a connection closed error.

» By the user pressing the Abort Execution button in the toolbar.

If your computer is connected through TCP/IP to another computer that
has LabVIEW, and each computer has a unique IP address, you can run
the Simple Data Clienton one computer and tis@mple Data Server

on the other. You can run both the client and server VIs on the same
machine if your machine is not networked. Decide which computer will
be the server and make sure you know its IP address or hosthame. Run
the Simple Data ServerVI. Now run theSimple Data ClientVI with

the server’s IP address or hostname. You should see the random or sine
waveform on the chart in the client VI as you change the Function ring
control on the server VI. To end the connection, press the STOP button
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on the client VI. Stop the server VI by pressing the Abort Execution
button in the toolbar, because there is no other way to end its execution.

3. Close thesimple Data ClientandSimple Data ServerVis. Do not
save any changes you may have made.

End of Exercise 1-2
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Exercise 1-3
Objective: To build TCP client and server Vls that pass information back and forth.

You will build two VIs, one a TCP client and the other a TCP server. The
client VI will collect data and send that data and a time stamp to the server
VI. The server VI will accumulate the data and time stamp and display the
information on the front panel. When an error occurs or the user presses a
stop button on either VI, both VIs will close the connection, the server will
write the data to a file, and both VIs will stop execution.

1. Find a partner who has a computer connected to yours through TCP/IP
and decide which of you is the client and which is the server. You will
then build the corresponding VI as described below.

Client Front Panel

Scguired D ata Plot 0 m| ETOP

* reckangular stop buttan ©

;Eﬂ ﬂﬂ _ng ® waveform chart #
Wil

2. SeleciNew from theFile menu and build the panel shown above.
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Client Block Diagram

Slring Length Simple E rmar
Handler. vi

.&cauired Data

* These numbers can be different and should match the IP address of the senser computer

3. Build the block diagram shown above.

LabVIEW Advanced | Course Manual
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TCP Open Connectionfunction Communication » TCP
palette). Opens the TCP communication with the other
computer. Once you have this function, get the Wiring tool.
Move the Wiring tool over th& CP Open Connection

function until the input says address, pop up on the function,
and choos€reate Constantfrom the menu. Type the IP
address of the server obtained in Exercise 1-1 into this string
constant. Then move the Wiring tool down to the remote port
input, pop up again, and chodSeeate Constantfrom the
menu. Type the value of 1200 into the resulting numeric
constant.

While Loop structure§tructures palette). Used to
continuously run the VI until you press the STOP button or
until an error occurs.

Get Date/Time Stringfunction (Time & Dialog palette).
Returns the current date and time strings as specified by the
system clock of the PC. Get the Wiring tool and move it across
this function until it is over thevant seconds? (F)nput. Pop

up on the function and chooSeeate Constantfrom the

menu. Change the resulting Boolean constant to TRUE by
clicking on it with the Operating tool.

2-1-8 © National Instruments Corporation
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Process MonitorVI (Functions » Selecta VI .) in
LV_AdvI\COMCLASS.IIb . Generates simulated data.

Format Into String function String palette). Creates a string
that combines the time, date, and data value. You create the
format string by popping up on the function and chooEidig
Format String from the menu. In the bottom of the window,
type%s, %s, %f %s and choos€reate String.

End of Line constant tring palette). Places an end of line
character at the end of the formatted data string.

String Length function (String palette). Specifies the number
of characters in the formatted string.

TCP Write function Communication » TCP palette). Writes

the data string to the other computer via TCP. You will need two
of these functions—one to send the byte count and the other for
the data string.

Type Castfunction Advanced » Data Manipulationpalette).
Converts the byte count of the data string into a string format.

Wait Until Next ms Multiple function (Time & Dialog

palette). Controls the timing such that a new data string is
written every two seconds. Pop up on the input of this function
and choos€reate Constant Enter the value of 2000 into the
resulting numeric constant.

Unbundle By Namefunction Cluster palette). Unbundles

V>

I—"—\.E TCF
i

the error status from the error cluster. If an error has occurred,
the loop will end and the TCP connection is closed.

Not Or function Booleanpalette). Tells the While Loop to
continue running if there is no error and the user has not pressed
the STOP button.

TCP Close ConnectiorivVl (Communication » TCP palette).
Closes the TCP communication on the port.

Simple Error Handler VI (Time & Dialog palette). Displays
a dialog box that reports any errors that have occurred.

4. Save this VI intd&xercises\LV_AdvI\COMCLASS.LLB and name it
Acquire Data Client.vi.

© National Instruments Corporation
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Server Front Panel

1. SelectNew from theFile menu and build the panel shown.

Server Block Diagram

TCP Cloze
@l TCP Listen.w |T|:P HEElljl |T CF Headl Caonnection
TCF| T —
1200H 5 Az ST T @
e (s T xg
- Simnple Error
g i L Handler. vi
0] Concatenate
Strings
LEH Ed mm@ rFH
=+
rite Characters
D ata T File.vi
(]

2. Build the block diagram shown above

=+er| 1CP Listen VI (Communication » TCPpalette). Listens on a

port for the client to make a connection. Move the Wiring tool
over the VI until the port input is highlighted. Pop up on the VI,
selectCreate Constantfrom the menu, and enter the value of
1200 into the resulting numeric constant.
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While Loop structureStructures palette). Continues to read
data from the client until either an error occurs or the user
presses the STOP button. Pop up on the loop boundary and
selectAdd Shift Register from the menu. This value will

hold the accumulated data string sent from the client.

TCP Readfunction Communication » TCP palette). You

will need two of these functions. The first reads the byte count
from the client and the second reads the data string. On the first
TCP ReadVI, pop up with the wiring tool on the bytes to read
input and choos€reate Constantfrom the menu. Type the
value of4 into the resulting numeric constant.

Type Castfunction Advanced » Data Manipulation
palette).Converts the byte count string into the original number.
Select a Numeric Constant from themeric palette and make
sure its representation is 132 so that the Type Cast will convert
the value to the correct representation.

Concatenate Stringsfunction String palette). Combines the
current data string with the accumulated string and stores it into
a shift register.

Empty String constant$tring palette). Initializes the shift
register to an empty string.

Unbundle By Namefunction Cluster palette). Unbundles

V>

the error status from the error cluster. If an error has occurred,
the loop will end and the TCP connection is closed.

Not Or function Booleanpalette). Tells the While Loop to
continue running if there is no error and the user has not pressed
the STOP button.

TCP Close Connectiorfunction Communication » TCP
palette). Closes the TCP communication on the port.

Simple Error Handler VI (Time & Dialog palette). Displays
a dialog box reporting any errors that have occurred.

Write Characters To File VI (File I/O palette). Writes the
accumulated data string to a file chosen by the user from a
dialog box.

Save this VI ICOMCLASS.LLBand name iAcquire Data Server.vi

Run theAcquire Data ServerVI and then run thAcquire Data Client
VI. The string indicator in the front panel of tAequire Data Server
VI should receive a new line of data every two seconds.

Continue to let the Vis run for a few more seconds and then press the
STOP button on either the client or the server panel. The other VI should
report an error that states a peer closed the connection. The server VI
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also will show a dialog box asking the user to enter the filename in
which to save the data. Notice that you may not always want to show
TCP/IP error messages because in this case, you knew that the
connection had been terminated. Remember that in the previous
exercise, th&imple Data ServerVI used theNo EOC Error VI from
theExamples » Comm » TCPEX.LLBlibrary to check if a connection
close error occurred and if so, reset the error to none. Therefore, you
may want to use this example VI to catch a closed connection error, or
log all the TCP errors to a file for the user to review at a later time.

6. Close both ViIs.

End of Exercise 1-3

LabVIEW Advanced | Course Manual
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Exercise 1-4
Objective: To use UDP to transfer data hetween Vis on different computers.

You will build two VIs, one to send waveform data through a UDP
connection and the other to receive data. The receiver VI will request the
waveform type and the sender VI will generate and send the appropriate
waveform over UDP. Both VIs will display the waveform in a graph on their
panels.

1. Getapartner who has a computer connected to your through TCP/IP and
decide which of you is the sender and receiver. Then you will build the
corresponding VI as described below.

Sender Front Panel

Flotn e

@l BTN
2000 |F| et addrezs 2001
IIDP Cloge.vi
= Lo F| k=4 LIDF
=
UDF Oper.v] UDP white.vi Simple Error
100 Handler.vi
Aog Send az one packet
AR EGI'?— | pacect
AW

I
113 constant

2. Open a new VI and build the front panel and block diagram shown
above.
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o UDF

123

UDP OpenVI (Communication » UDPpalette). Opens UDP
communication with the other computer on a given port. Move
the Wiring tool over th&DP OpenVI until the input says port,
then pop up and choo€geate Constantfrom the menu. Type
the value oR000 into the resulting numeric constant.

UDP ReadVI (Communication » UDPpalette). Returns a
datagram that represents the type of waveform the computer is
requesting. Move the Wiring tool over this VI until the max size
(548) input is highlighted. Pop up, chodeeate Constant

from the menu, type the value bin the resulting numeric
constant.

Numeric ConstantNumeric palette). Specifies the type so you
can type cast the data from tiBP ReadVI into the original
value that was sent. Pop up on this numeric and select the
unsigned byte integer (U8) from the Representation palette.

Type Castfunction Advanced » Data Manipulationpalette).
You will need thre@'ype Castfunctions in this diagram for
converting data received and sent over the UDP connection.

Acquire Waveform VI (Functions » Select a VI..) in
LV_AdvI\COMCLASS.lIlb . Generates a waveform array of the
type specified. Move the Wiring tool over this VI until thef
points input is highlighted. Pop up on the VI and choose
Create Constantfrom the menu. Type the value 1f0 into

the resulting numeric constant.

String Length function String palette). Specifies the number
of characters in the waveform data string.

UDP Write VI (Communication » UDPpalette). Writes the

data string to the other computer via UDP. You will need two of
these VIs—one to send the byte count and the other for the data
string. Be sure to wire the address and port values on these VIs.

UDP CloseVI (Communication » UDPpalette). Closes the
UDP connection.

Simple Error Handler VI (Time & Dialog palette). Displays
a dialog box reporting any errors that have occurred.

3. Save this VI int& OMCLASS.LLBand name iUDP Send Data.vi

LabVIEW Advanced | Course Manual
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Receiver Front Panel

whaveform Type
g S ne Wave

* Tewt Bing =

ftems:

1 =0 YDE Signal

1= Sine Wave

2 = Snuare Wave

3 = Sawtooth Wave

Plot 0 E|

0 20 40 &0 80 100
s ) SIF
ey

1. SelectNew from theFile menu and build the panel shown above. The
Text Ring is located in th€ontrols » List & Ring palette. You create
the different menu items by popping up on the text ring and choosing
Add Item After for each new entry.

Receiver Block Diagram

=W avetorm Eraph ©

Fiemnate rachine|

Remote Port] |zize For 100 B-byte doubles]
500

i Sirnple Error
LIDF Read.vi IUDP Clozewi|  [Handler. i
F

- Sel |

: L
|UDF Dpervv] ¢ [ODP 'wiite. ] e
1000
ait for 1 gecond, if we

don't have it by then, we'l 0

hever have ik,
DEL array congtant

2. Build the block diagram shown above.
=ruorl UDP OpenVI (Communication » UDP palette). Opens the

h'@ UDP communication with the other computer on a given port.
Move the Wiring tool over theDP OpenVI until the input
says port. Pop up and chod&aeate Constantfrom the menu.

Type the value o2000 into the resulting numeric constant.

uerl  UDP Write VI (Communication » UDP palette). Writes the
data string specifying the waveform type to the other computer
via UDP.

e e String to IP function Communications » TCPpalette)
Converts a string to an IP network address.
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e

abc

UDF

Type Castfunction Advanced » Data Manipulationpalette).

You will need thre@ype Castfunctions. The first converts the
waveform type numeric to a string so the information can be
sent through the UDP connection. The second converts the byte
count from a string to a number, and the last one converts the
waveform string into and array of double-precision floats.

String ConstantString palette). Type the IP address (in dot
notation) of the computer with which you want to open the
UDP connection.

UDP ReadVI (Communication » UDP palette). You will

need two of these VIs. The first one returns a datagram that
represents the size of the waveform and the second returns the
waveform string. Move the Wiring tool over the fitsDP

Read VI until the max size (548) input is highlighted. Pop up,
chooseCreate Constantfrom the menu, and type the value of

4 into the resulting numeric constant.

Numeric ConstantNumeric palette). Specifies the type so you
can type cast the data from tiBP ReadV!I into the original
value that was sent. Pop up on this numeric and select the long
integer (132) from th&®epresentationpalette. Create a second
Numeric Constant and change its representation to a double
precision (DBL).

Array ConstantArray palette). Specifies the type so you can
type cast the data from thEDP ReadVI into the original data
sent. Place the DBL Numeric Constant created above inside the
array shell.

UDP CloseVI (Communication » UDP palette). Closes the
UDP connection.

Simple Error Handler VI (Time & Dialog palette). Displays
a dialog box reporting any errors that have occurred.

3. Save this VI int@omclass.lib and name iUDP Receive Data.vi

4. If your machine is not networked, you can run both the VIs on the same
machine. Run the)DP Send DataVI first and then run thelDP
Receive DataVI. The waveform requested should appear on both
waveform graphs. Because these VIs do not contain loops, you run them
again to send another waveform across the UDP connection. You must
start the send VI first; otherwise, both VIs will receive timeout errors
because the receiver VI sends the waveform type information.

5. Close both Vils.

End of Exercise 1-4

LabVIEW Advanced | Course Manual
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Additional Exercises

1-5

1-6

© National Instruments Corporation

Build two Vis for a TCP/IP application that sends data from one VI
to another. Name the VI that sends the &siader.viand name the

VI that reads datReceiver.vi Both VIs should have a color box on

the front panel (Sender = control, Receiver = indicator). Your
Receiver should await the Sender to connect to its port and send one
piece of data. This data is the value of the color box on the Sender’s
front panel. Set the Receiver’s color box indicator to this same value.
Allow the ViIs to continue passing data until the user presses a Stop
button on either front panel. Be sure to include error checking for all
TCP calls.

Modify theAcquire Data ServerandAcquire Data Client VIs you

built in Exercise 1-3 to ignore the connection closed error, using the
No EOC Error VI in EXAMPLES\COMM\TCPEX.LLBRename the

VIs Revised Data ServeandRevised Data Client
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Exercise 2-1
Objective: To build and run a VI to call another VI through the VI Server Interface.

You will build a LabVIEW VI to programmatically open and run a VI.

Block Diagram

[ BN examplesireadme. vi|
Cloze Application or
Property Mode Irvvoke Node Y| Reference
% i % = Yirtualinstrument g | B » Yitualnstrument 3 . @
o =1+ Front Panel.0pen Run vl cd |
Open 'l Reference D Wen Ui e
-
las'

1. Open anew VIin LabVIEW. Switch to the block diagram.

2. You will build the block diagram as shown in the figure above. Use the

following functions to complete your diagram.

E Open VI Referencefunction @pplication Control » Application
o=x | Control palette). Wire the path teadme.vito thevipath input of the
Open VI Referencefunction.

Close Application or VI Referencefunction @pplication Control »

e

readme.Vi

© National Instruments Corporation 2-2-1 LabVIEW Advanced | Course Manual
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& = Application §
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Frant Panel Oper

S wh A nplication E

kethod ¥

5 " Virtuallnstrument 2

Fun Yl

Wit until done

LabVIEW Advanced | Course Manual

=l
w |

H

Property Nodefunction Application Control » Application Control
palette). Wire the VI Reference to theoperty Nodefunction and then
pop up and select thgont Panel Window » Openproperty. The
appearance of the Property Node icon changes as shown at left.
Remember to pop up on the Property Node and cholbarge to
Write..

Invoke Nodefunction @Application Control » Application Control
palette). Wire the VI Reference to timeoke Nodefunction and choose
the Run Method. Also, wire a True Boolean to the “Wait Until Done”
parameter.

Simple Error Handler.vi (Time & Dialog palette).

BooleanconstantBooleanpalette).

After you have finished, save the VISsrver Run VI.vi in
comclass.llb

Run the VI. This VI will open a reference to fReadmeVI located in

the examples directory in the local version of LabVIEW. The front panel
of the VI is opened by accessing the Front Panel Open property of the
VI. Then the Run method runs the VI. BecaWsait Until Done is

TRUE, this VI waits for thé&keadmeVI to complete execution. After
exiting theReadmeVI, the VI closes the VI Reference.

End of Exercise 2-1
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Exercise 2-2

Objective: To complete and run a VI to set/reset properties of another VI through the VI Server
Interface.

Front Panel

Module 2 Lesson 2 Exercises

You will complete a LabVIEW VI to programmatically set/reset some of its
properties and run the VI to test that the properties have been set or reset.

1. Choose the property that you want to zet or rezet for the Option Test ¥l.
2. Then tezt out the property by running the Option Test ¥l

Choose the property that vou wish to
setfreset.

Menu|

Run VI

Dialog Bow

YWindow Has Title Bar

Rezizeable

Show Scroll Bars

Show Menu Bars

© National Instruments Corporation

1.

2.

Open th&etting Window OptionsVI from comclass.llb . The front
panel of the VI is built for you and is shown above.

On the front panel is a menu cluster from which you can select the
property to set or reset. If the first time you click on a menu item the
property is set, the next time you click on the same menu button, the
property will be reset. The Run VI button runs@ymen TestVI, whose
properties are being modified. This gives you chance to see how the
properties are being changed. There is also an LED corresponding to
each property on the front panel. The default values f@tien Test

VI properties are that it is not a dialog box, has a window title bar, is
resizeable, and displays scroll bars and menu bars. The LEDs indicate
whether a property is set or reset.

3. Switch to the block diagram. You will finish building this diagram.

2-2-3 LabVIEW Advanced | Course Manual



Module 2 Lesson2 Exercises

Block Diagram

Froperty Node

B =C irtuall nstrument '!3_,
Front Panel1zDialog

O =40

Open Wl Reference

£ " 0
Close Application
or VI Reference
I
[ —

Froperty Node] ke Mode] Property Nods]

-] R =-TS R ] "
= Virtualinstrument o [ * Wirtuallnstrument l!!; w irtual nstrument 5 ;

;--'. Front Fanel. Open Riun {|»__Front Panel Open
it until done

4. In the block diagram, first you open a VI reference tatpon Test
VI from comclass.llb using theOpen VI Referencefunction. This
VI reference refers to the local version of LabVIEW.

5. You will use the Boolean menu cluster to choose a property you would
like to set or reset. Depending on the property selected, the Property
Node will be used to set/reset the property.

6. You will complete the block diagram within the ellipse by inserting the
Property Node function in four cases of the case statement.

B mc appication 8] Property Node function Application Control » Application Control
" Popaty | palette). In each case statement, select one of these nodes. Wire the VI
Reference to the reference input of the function.

Case O:Empty

Case 1:Choose the propertg Dialog from theProperty » Front

Panel Window pop-up menu. Pop up on the function and choose
Change to Write. Wire the output of the NOT to the property. Wire the
dup reference to the tunnel of the case statement as shown below.

= Note The IsDialog property of a VI prevents the user from interacting with other
LabVIEW VIs while the front panel is open, just as a system dialog box does.

Property Mode

5 = Yirtuallnstrument &
¥ Front Panel [zDialog
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Case 2:Choose the properfijitle Bar Visible from theProperty »

Front Panel Window pop-up menu. Pop up on the function and choose
Change to Write. Wire the output of the NOT to the property. Wire the
dup reference to the tunnel of the case statement as shown below.

Property Node

B = Wirtuallnstrument B
o1t Frant Panel TitleBaris

Case 3:Choose the properfgesizeablefrom theProperty » Front
Panel Window pop-up menu. Pop up on the function and choose
Change to Write. Wire the output of the NOT to the property. Wire the
dup reference to the tunnel of the case statement as shown below.

Froperty MNode ;
E =z irtuallnstrument E 2
¢ Front Panel A esizable

Case 4:Choose the proper§how Scroll Barsfrom theProperty »

Front Panel Window pop-up menu. Pop up on the function and choose
Change to Write. Wire the output of the NOT to the property. Wire the
dup reference to the tunnel of the case statement as shown below.

o= itualnstrument 5

*Front Panel. ShowScrollB arg

2-2-5
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Case 5:Choose the properyhow Menu Barsfrom theProperty »

Front Panel Window pop-up menu. Pop up on the function and choose
Change to Write. Wire the output of the NOT to the property. Wire the
dup reference to the tunnel of the case statement as shown adjacently.

5

FProperty MNode

5= Vitualnstrument 5
~{*Frant Panel. Showtdenul ar

5

After you finish building the block diagram, save the VI.
The Run VI button is used to open the front panel adDteon Test VI

by using théProperty Node function. Then thénvoke Nodefunction

runs the VI, and the front panel of the VI is closed by wiring a FALSE
to theProperty Node function’sFront Panel Openproperty.

Finally, theClose Referencdunction closes the Application reference
and the VI reference.

10. Switch to the front panel and run the VI. Select each property at least

twice to check that all the properties are being correctly set/reset. After
you click on a property, verify it by running tlption TestVI. Try all
the properties. Press the QUIT button to stop the VI.

Note Make sure that you close the Option Test VI by clicking on OK on its front
panel before setting or resetting the next property.

11. After you are done, close the VI.

End of Exercise 2-2

LabVIEW Advanced | Course Manual
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Objective: To complete and run a VI that demonstrates the difference between a strictly typed
reference and a plain VI reference.

Front Panel

You will complete a LabVIEW VI which demonstrates how to call strictly
typed and virtual instrument class VIs using the VI server.

1} Select which CLASS of VI you
would like to open.

Wirtual [nstrument tnl:tl T e
2) Select GO! |

3) See the data passed back... |

Murneric: String|
100 |Strictly-typed method |

=

Open thestrictly Versus VI ReferenceVI from comclass.llb

2. The completed front panel of the VI is shown above. You will complete
the front panel of this VI by selecting the strictly typed and Virtual
Instrument Reference.

3. SelectApplication or VI Referencefrom theControls » Path &
Refnum menu. Place this reference below the Strictly Typed label. Pop
up on the reference and selgtServer Class... » BrowseBrowse for
thePop Up VI in comclass.llb and select OK. The refnum will take
the connector pane of tiRep Up VI.

4. Next, create a Virtual Instrument refnum below the specified label by
choosing the Application or VI Refnum from t@entrols » Path &
Refnum menu. Pop up and select the VI Server class to be Virtual
Instrument.
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SII*E

EII*E

Block Diagram

True Case

Switch to the block diagram. Connect the VI reference t@ten VI
Referencefunction in the FALSE case. Connect the strictly typed
reference to th®pen VI Referencefunction in the TRUE case. Next,
place theCall by Referencefunction on the block diagram by following
the instructions below.

Call By Referencefunction @Application Control » Application

Control palette). Wire the VI Reference to the Reference input of the
function. The function will take the connector pane ofRbp UpVI as
shown at left. Finish wiring the inputs and local variables to the
connector pane as shown below. Also, finish wiring error inputs and
outputs and VI Reference to tléose Application or VI Reference
function.

W[ True Pl

Thiz opens the reference for a STRICTLY-TYPED
class VI, and passes data ta and from the 1

Thiz opens the
ieference for a

rtual Irstrument
classed VI

fa[False P
Irvoke Node
B " Yirtualnatument § 8w Vitualinstrument b Virtualrstrument &
[Property Mode] SEC‘ CT”‘I"L‘ Yalue _F!un i == GethlChlval: o Front Panel.Open i
0
% =< Vitualinstument § W' Ty;; gesc?i‘;tir : P Wit until done controls
f:{r Front Panel. Open [ 7 + Flatterned Data N ]
[ E hame
type desc

(] ; (]
" Virtuallnstrument

flat data

Set Control Yalue
Cantrol Name

»

< These IMVOKE NODES
pass parameters to the V1.

I + Type Descriptor
Iallened Data

itual Instrument Riefrum

LabVIEW Advanced | Course Manual

6.

The True case contains the strictly typed reference. When you wire the
strictly typed VI Reference of tHeop UpVI to theOpen VI Reference
function, a strictly typed VI Reference is generated that can then be
wired to theCall By Referencefunction. It is now very easy to pass
parameters to and from the VI.

The FALSE case contains a plain VI Reference t&@teUp VI. This
VI Reference is used to open the front panel of the VI usingribret
Panel.Openproperty. TheéSetControlValue function passes values to
the Numeric and String front panel controls of Fogp Up VI.

The Run method is used to run the VI until it completes execution. The
GetAllCtrIVals method returns the values of the front panel indicators of
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thePop UpVI. These values are displayed on the front panel of this VI.
Finally, the front panel of theop Up VI is closed and the VI Reference
is released using thiélose VI Referencefunction.

Note As you see from the block diagram above, passing data to a strictly typed
reference is easier and faster than a virtual instrument class reference.

9. Save the VI after you have finished completing it. Switch to the front
panel after you finish examining the VI block diagram.

10. Run the VI. Select the Strictly Typed Reference. Click on GO. The
Pop-Up VI will pop up. Click on it when you are done, and the value of
the indicators from thBop Up VI will be displayed on the front panel.

11. Run the VI and select VI Reference in this case.
12. After you have finished running the VI, close it.

End of Exercise 2-3
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Exercise 2-4
Objective:

To study the communication of client and server Vls using the LabVIEW VI server.

You will finish building two VIs, one a server VI and the other a client VI.
The server VI will allow all remote clients to call a VI that it exports. The
client VI will run the exported VI and get data from this VI and display it.

1. Find a partner who has a computer connected to yours through TCP/IP

Server Front Panel

Server Block Diagram

Y| To Expart

the Server VIServer VI from comclass.llb
building the following VI.

and decide which one of you is the client and which is the server. Open

. You will then finish

|Stati|:|n B1 -VIServer Example.vi

Teminate Connections

Stop and

% g-b Application B

5 rvr. TCPACcessList!
SrvrtldccessList Y
Srvr. TCPActive Y

B =t Application B[

sead® SrvrlAccesslist

*Srvr TCPAccessLis

+ S TCPActve

v Sryr LogEnabled

§ = Application § % =\ Application §

&} |+ Srer.TCPActive |

oo b5 ryr J CPACcessLis

ld S WlAccessList

+ Srvn TCPACtive

Errar
k)]

2. Finish the block diagram marked by the ellipse as shown above.

B = Application 3

r S TCPACe .

LabVIEW Advanced | Course Manual
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Property Nodefunction Application Control » Application Control
palette). Wire the Application Reference to the Reference input of the
Property Nodefunction. Pop up and seldetoperties » Server » TCP
Listener Active. This property appears in the property node as
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Srvr. TCPActive as shown. Pop up on the node and cl@osege to
Write .

[z Boolean constanBpoleanpalette) Select the Boolean constant. Wire it
to theSrvr. TCPACtiv e property.

Finish wiring the Application references and the error cluster from the
While Loop to the property node specified by 8rer. TCPActive
property. Save the VI.

3. Open theClient VI Server VI from comclass.llb . The front panel
and block diagram are shown below.

Client Front Panel

[f=! Client VI Server.vi = M=l E3

File Edt Operate Project 'Windows Help CLIENT
Wl

':D’I{Eﬂ Eﬁi | [13et dpplication Fort =] [3a0 =] [-Ga =] [#5 =] SERVER

-]

Server Address
* [130.16415135 |

Drata from Sewer| Station B1 - \:"ISewerm|

¥ These numbers can be different and should match the IP address of the
server computer If you are running this example on the zame machine
you may enter the address as fecafhess
L]

| |
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Client Block Diagram

S erver Address

D ata from Server

4.

B

0

B = Application 3

App. Exportedyilz ¥

an

o

LabVIEW Advanced | Course Manual

Complete the block diagram within the ellipse as shown above.

Open Application Referencefunction Application Control »
Application Control palette). Wire the output of thE to String
function to the machine name input of this function.

Property Nodefunction Application Control » Application Control
palette). Pop up and select the propEstgorted Vis in Memory from
Application.

Open VI Referencefunction @Application Control » Application
Control palette). Wire the Strictly Typed VI Refnum to the type
specifier input of this function.

Finish the wiring and save the VI.

This is a simple example of a server that exports a VI to be called from
another machine. The VI listed in the VI to Export control is exported
by the server.

Two VIs are present ikcomclass.llb that can be exported by the VI
server on the server machine. Type in eighationA1-VIServer
Example.vi  or Station B1 - VIServer Example.vi in the VI
to Export control.

Run theServer ViIServer VI. Specify the address of the server
machine on the front panel of the client VI in the Server Address front
panel control. If you are running the server and the client on the same
machine, you can keep this control blank or tigpalhost . Now run
theClient VI Server VI. You will see the data appear in the graph. This
data is obtained by running the exported VI, which catagon Al -
VIServer Example.vior Station B1 - VIServer Example.vi Click the
Stop button on the server VI to quit. This will turn off the server,
terminating all client connections, and restore the previous server
settings to their original values.

Try changing the name of the VI to export on the server VI and run the
server and client again.

TheServer VIServer VI first saves all the present access settings of the
server such as TCPAccessList, VIAccessList, etc. It allows all clients to
access the server by setting the TCPAccessList to +*. It also exports the
specified VI by setting its value in the VIAccessList. A reference is
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opened to the exported VI, and then the server waits in a loop until error
occurs or the user presses the STOP button. When you run the client VI,
it opens a reference to the server whose address is specified on its front
panel. Then it finds the exported VI and opens a strictly typed reference
to it. The Call By Reference Node runs the VI and gets the result, which
is then plotted on a graph on its front panel. The client then closes all
references and stops running. When user presses the stop button, it
restores all server settings and closes all references.

10. After you have finished running the VIs, close them.

End of Exercise 2-4

© National Instruments Corporation
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Notes
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Exercise 3-1

Objective: To observe and run a Visual Basic script using ActiveX Automation calls to access
LabVIEW.

You will examine how a macro written in Visual Basic script can control
LabVIEW's ActiveX Automation server.
1. Launch Microsoft Excel on your machine.

2. Open théreqgresp.xls file from labview\examples\comm
directory. Microsoft Excel will prompt you with a dialog box and ask if
you would like to enable, disable, or not open the macro. Choose the
Enable macrosoption. The Workbook is shown below:

Frequency Response Demo

Amplitude 1
Number of Steps 100
Low Frequency 1

High Frequency 1000
Response Graph

1 10 100 1000
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3. SelecfTools » Macro » Macros...from the menu. Then choose the
LoadData() macro and then click dadit.

Note Do not double-click on LoadData().

4. The Microsoft Visual Basic editor will open and you can view the
LoadData() macro as shown below:

LoadData macro

Sub LoadData()

' LoadData Macro

' Keyboard Shortcut: Ctrl+l

' This is an example to demonstrate LabVIEW's Active-X server capabilities.
' Executing this macro loads a LabVIEW supplied example VI
"FrequencyResponse.vi",

' runs it and plots the result on an Excel Chart.

Dim Ivapp As LabVIEW.Application
Dim vi As LabVIEW.Virtuallnstrument
Dim paramNames(4), paramVals(4)

Set Ivapp = CreateObject("LabVIEW.Application")
viPath = Ivapp.ApplicationDirectory + "\examples\apps\freqresp.llb\Frequency
Response.vi"

Set vi = lvapp.GetVIReference(viPath) 'Load the vi into memory
vi.FPWinOpen = True '‘Open front panel

' The Frequency Response vi has

' 4 inputs - Amplitude, Number of Steps, Low Frequency & High Frequency and
"1 output - Response Graph.

'Torunthe Frequency Response VI, we invoke the Run method with names of inputs
"and outputs passed along with their values.

paramNames(0) = "Amplitude”
paramNames(1) = "Number of Steps”
paramNames(2) = "Low Frequency"
paramNames(3) = "High Frequency"
paramNames(4) = "Response Graph"

'initialize input values to the vi

paramVals(0) = Sheetl.Cells(4, 5) 'Amplitude value obtained from cell (4,5)
paramVals(1) = Sheetl.Cells(5, 5) '# steps value obtained from cell (5,5)
paramVals(2) = Sheetl.Cells(6,5) 'Low Frequency value obtained from cell (6,
5)

paramVals(3) = Sheetl.Cells(7,5) 'High Frequency value obtained from cell (7,
5)

' paramVals(4) will contain the value of Response Graph after

' running the vi.
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'run the vi
Call vi.Call(paramNames, paramVals)

'‘paramVal(4) contains value for Response Graph - a cluster of 2 arrays
'In Active-X we view a cluster as an array of variants
'so, a cluster of 2 elements x & y is an array of 2 variant elements

X = paramVals(4)(0) ' x co-ordinates
y = paramVals(4)(1) 'y co-ordinates

'Fill the excel columns 1 & 2 with the graph co-ordinates
'These columns are used by Excel to plot the chart

first = LBound(x, 1)
last = UBound(x, 1)
Sheetl.Columns(1).Clear
Sheetl.Columns(2).Clear
For i = first To last
Sheetl.Cells(i - first + 1, 1) = x(i)
Sheetl.Cells(i - first + 1, 2) = y(i)
Next |
End Sub

5. Study thd.oadData macro by examining the script. The macro opens
up theFrequency Respons&/I from examples\apps\
fregresp.llb . It then sets the values of the various front panel
controls. Finally, it runs the VI and returns the array data and plots the
Response graph in Excel. Notice the following in the source code:

a. The script creates a creatable class LabVIEW.Application using the
CreateObijectfunction. Then it places thgequency Respons#I
in memory and returns the pointer of the VI by using the
GetVIReferencefunction.

b. The Call method is used to call the VI. The front panel controls
(inputs) and indicators (outputs) are passed as parameter€tillthe
function.

c. ParamNames is an array of strings that contains the names of the
front panel objects of this VI. This VI has four inputs and one output,
which is the Response graph. ParamVals is an array that contains the
input values for the input parameters and the return values from the
output parameters in the order in which names were specified in
paramNames.

d. The fourth paramVal contains value for the Response graph which is
a cluster of two arrays. In ActiveX, a cluster is an array of variants.
Hence, a cluster of two elements x and y is an array of two variant
elements.
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6.

e. The values of x coordinates and y coordinates are filled in columns
1 and 2 in Excel. Excel uses these columns to plot the chart.

In LabVIEW, selecEdit » Preferences » Server Configuratiorand
enable the ActiveX Protocol. UndEdit » Preferences »
Server:Exported VIs, enable access to theequency Respons#/I.
Also, make sure that LabVIEW is set up to login automatically. Next,
quit LabVIEW.

= Preferences |

I Server, Exported Vs j

E xported Wlz

Frequency Respohse.vi Frequency Responsze.vi
¥ Allow Access
i Deny doocess

A&dd Femove

] | Cancel |

*Changes to this option will take effect when vou relaunch

7. After you have finished examining the source code, close the Visual

Basic editor by choosinGlose and Return to Microsoft Excelfrom
theFile menu. Run the macro in XL by pressing <Ctrl-L>. You can also
run the macro through the Microsoft Visual Basic editor by selecting
Run » Run Sub/User Form You can clear the chart by pressing
<Ctrl-M>.

After you are done running the macro, close Excel anBrégency
ResponseVI. Do not save any changes.

As a further exercise, modify the LoadData() macfaeegresp.xls
to close thd-requency Respons&/| automatically.

End of Exercise 3-1
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Exercise 3-2
Objective: To write and run a Visual Basic script using ActiveX Automation calls to access a
LabVIEW VI.
You will write a macro in Visual Basic script to control LabVIEW'’s
ActiveX Automation server. You will open and run a LabVIEW VI.
1. Launch Excel on your machine.

2. Open theacquire.xIs file from theLV_Advl directory. Choose
Enable macrosfrom the dialog box that Excel displays. The Workbook
is shown below:

Temperature Chart For Channel O

1.2

1
0.8
0.6
0.4
0.z

] T T T T T T T T T

Press Ctrl + L to run the macro Acguire.
Press Ctrl + M to clear the chart

3. Open the Visual Basic Editor by choosifgpls » Macro » Visual

Basic Editor. Part of the source code is already written for you. You will
complete théAcquire_Data() macro by typing in the source code
marked in bold. A keyboard shortcut of <Ctrl-L> is already assigned to
the macro.

Sub Acquire_Data()

' Run the Acquire 1 Point from 1 Channel VI in LabVIEW.

' This macro will change the Front Panel title of the VI

"It will also save the VI in HTML format.

' 10 Points will be acquired from the Temerature sensor on your

' DAQ Signal Accessory.

Dim Ivapp As LabVIEW.Application

Dim vi As LabVIEW.Virtuallnstrument

Dim ParamVals(4)

Set lvapp = CreateObject("LabVIEW.Application")

viPath = lvapp.ApplicationDirectory +
"\examples\dag\anlogin\anlogin.lIb\Acquire 1 Point from 1 Channel.vi"
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Set vi = Ivapp.GetVIReference(viPath) 'Load the vi into memory

Vi.FPWinOpen = True

'‘Open front panel

vi.FPWinTitle = "Acquire A Point"

Call vi.PrintVIToHTML ("c:\exercises\LV_AdvI\Acquire.htm",0,4,eJPEG,
256, "C:\exercises\LV_Advl")

Call vi.SetControlValue("device", "1")

Call vi.SetControlValue("channel”, "0")

Sheetl.Cells(i) = vi.GetControlValue("sample™)

Fori=1To 10
Call vi.Run
Next i
End Sub
4,
5.
6.

LabVIEW Advanced | Course Manual

Save the changesdoquire.xls . A Clear_Chart macro is already
recorded for you with a keyboard shortcut of <Ctrl-M>. The code for
this macro is shown below.

Sub Clear_Chart()

' Clear_Chart Macro
' Keyboard Shortcut: Ctrl+M

Sheetl.Rows(1).Clear
End Sub

Make sure that you have enabled the ActiveX server access through
LabVIEW. You can accomplish this by selectiadit » Preferences »
Server Configuration and enabling the ActiveX Protocol. Under

Edit » Preferences » Server:Exported Visenable access to Acquire
1 Point from 1 channel VI.

Run the macro by pressing <Ctrl-L>. Notice the following about the
macro source code.

a. The macro first creates a class for the application LabVIEW and
creates a reference to thAequire 1 Point from 1 ChannelVI.

b. The macro uses the functiddstControlValue and
GetControlValue to set or get values of the front panel controls and
indicators.

c. This macro changes the title of the front panel to Acquire a Point. It
also saves VI information to the HTML filkcquire.htm , which
is saved in you€:\exercises\LV_AdvlI directory.

d. This macro runs th&cquire 1 Point from 1 ChannelVI using the
Run method in a For Loop to get 10 readings from the temperature
sensor on your DAQ Signal Accessory. Then Excel plots the
Temperature Chart.

e. TheGet/SetControlValuefunctions use the control/indicator labels
to identify a control or indicator.
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7. You can clear the chart by pressing <Ctrl-M>.

8. Launch Internet Explorer and open Buguire.htm  file from your
exercises\LV_Advl directory. This page describes all the

information about the VI.

9. After you are finished running the macro, close Excel and¢heire
1 Point from 1 ChannelVI in LabVIEW.

End of Exercise 3-2

© National Instruments Corporation 2-3-7 LabVIEW Advanced | Course Manual



Module 2 Lesson 3 Exercises

Exercise 3-3
Note If you have access to a compiler, build the executable Acquire.exe.

Objective: To examine C++ source code and run its executable, which uses ActiveX Automation
client calls to access LabVIEW’s Automation server.

You will examine and run a Visual C++ executable to control LabVIEW'’s
ActiveX Automation server. This program accomplishes the same task that
the Acquire macro did in Exercise 3-2. It loads and runsAhgquire 1

Point from 1 Channel VI.

1. Open the C source fikcquire.cpp  from the
c:\exercises\LV_Advl directory in an editor of your choice.

2. The source code is as shown below. This C code demonstrates the
technique required to create a simple automation client to control
LabVIEW.

/IAcquire.cpp : This source code is an Automation client. It calls the

/I LabVIEW 5.0's automation server. It loads the VI Acquire 1 Point from 1
/[Channel VI and runs it.

1

#include "windows.h"

#include "stdio.h"

#include "conio.h"

#include <stdlib.h>

#include <string.h>

#include <iostream.h>

#import "c:\program files\National Instruments\LabVIEW\RESOURCE\labview50.tlb"

main()

{
VARIANT sample;
int size = 0;
Char Path [1000];

/Il define the path to the application

char VIPath[100] = "\\examples\\dag\\anlogin\\anlogin.lIb\\

Acquire 1 Point from 1 Channel.vi";

/I Generate a namespace declaration to and identify and assign anameto a
/ldeclarative region.

/I In this case we are assigning LabVIEW.

using namespace LabVIEW,;

_ApplicationPtr pLV;

VirtuallnstrumentPtr pViI;

Colnitialize(NULL);
do

{

LabVIEW Advanced | Course Manual 2-3-8 © National Instruments Corporation



Module 2 Lesson 3 Exercises

pLV.Createlnstance("LabVIEW.Application");

if (pLV == NULL)
{

printf("LV must be running, exiting ...\n");

break;

}

pVl.Createlnstance("LabVIEW.Virtuallnstrument");

strepy(Path, pLV->ApplicationDirectory);

strcat(Path, VIPath);

/I assign an object reference to the pVI.
pVI = pLV->GetVIReference(LPCTSTR(Path));

/I configure the VI to close its front panel after the call statement

pVI->ShowFPOnCall = TRUE;
pVI->SetControlValue("device","1");

pVI->SetControlValue("channel”, "0");

/[Transfer control to LabVIEW with the Run statement. The call function
/Ipasses the parameter names
/I and data to the LabVIEW VI.

pVI->Run();

sample = pVI->GetControlValue("sample™);
printf("The sample Value is %f \n", sample.fltvVal);

while( 'kbhit() )

cout << "Hit any key to continue\r";

fflush (stdin);

pLV->AutomaticClose=0;

} while (0);
CoUninitialize();
return (0);

3. Notice the following about the source code.

© National Instruments Corporation

a. The front panel indicator sample is declared as a Variant. A Variant

data type is a self-describing data type and this type is used to
declare front panel objects in ActiveX.

A namespace is a declarative region that places any definitions
declared within it into an unique scope. The namespace identifier in
this case is LabVIEW. All declarations with namespace LabVIEW
are defined iabview50.tlb . _ApplicationPtr and
VirtuallnstrumentPtr are declared within the LabVIEW namespace
in labview50.tlb , LabVIEW's type library.

Notice the use of théolntialize() function. All applications must
call this function before calling any COM library function. This
function initializes the COM library.
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7.

d. Notice the use of tHéoUninitialize() function. All applications that
use COM functions should call this function at the end of their
source code. This function call closes the Component Object Model
library and frees up any resources that have been used and closes all
connections.

e. Notice the use of the SetControlValue and GetControlValue methods
to set and get the values of the front panel controls.

f. The Run method is used to run #hequire 1 Point from 1
Channel VI.

This source code has been compiled into a Win32 console application
using the Microsoft Visual C++ 5.0 compiler.

Before you run this application, make sure that LabVIEW on your
machine is configured to enable ActiveX access. Also, make sure that
theAcquire 1 Point from 1 ChannelVI is allowed access.

Run theAcquire.exe  application from the:\exercises\LV Adv

I directory. This application will launch LabVIEW through automation
and will load theAcquire 1 Point from 1 ChannelVI from the

examples directory. Then it runs the VI and returns the value of the
sample acquired from the temperature sensor on your demo box at the
DOS prompt. You will be prompted to press any key to exit the
application.

After you are finished, close LabVIEW.

End of Exercise 3-3

LabVIEW Advanced | Course Manual

2-3-10 © National Instruments Corporation



Module 2
Lesson 4 /-
Exercises

~
AR

L

e

L

5J
<
>
<
~NO

(

]

Exercise 4-1

Objective: To examine and run a VI using ActiveX Automation calls to access Microsoft Excel
to input values.

You will examine how a LabVIEW client VI inputs an array of data into
Excel and then plots a chart via ActiveX Automation calls.

Block Diagram

output waveform|

— | [ab] |
Humhber of Points
Murmber of Points orkbook Befrum
¥
I:E‘ECEEDEJL Open | Open B us workbook B = m
Phase and Offzef]|0.0/— i {Bock Sheety. . _I:Inse :
: [Populate spreadshesls S aveChanges
Complete pathharmne ta v Filernarne
the location of wave s v Bouteisfarkbool:

1. Openth&enerate Sine Wave in XLVI from comclass.lb . The VI
is already built for you.

2. Onthe front panel of the VI, specify the full pathname to the location of
the Excel Workbookvave.xls .wave.xls is in your
exercises\LV_Advl directory.

3. RunGenerate Sine Wave in XLVI.

4. This VI inputs 50 sine wave points to Sheet 1 of the Workbook
wave.xls from Row 3 to Row 52 in Column 1. Because this range is
associated with the Sine Wave Chart on sheetl, Excel plots the chart.

5. Examine the block diagram of this VI. Note that the sinewave VI
generates an array of 50 sine wave points. LabVIEW uses the concept
of refnums to access the different methods and properties of Excel.
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For LabVIEW to fill data in Excel, it must traverse the object hierarchy.
Hence, the VI first accesses the Application object, Workbook object,
Worksheet object, and then the Range object.

In theOpen Workbook By NameVI, LabVIEW accesses the
Workbookwave.xls by accessing the Application object. Next, in the
Open WorksheetVI, LabVIEW accesses the Worksheet object.

ThePopulate Spreadsheet Value¥I and theSet Cell ValuesubVI
use the Range method to access a specific cell and the Value property to
set the value of that cell. The block diagram of$ke ValueVI is

shown below.

Ewcel wWarksheet

error in [ho efrar)

---------

EE"-'""='""=-"ﬂ'=-""=-""=--'--=--'--'--'--'--'--'--'--'--'--'--'--=-=-'a-'a-'a-'a-'a-:-:-:::.-.-.-.-.-.-.-.-..........,.,.,.,.,.,.,.,.,.,.,.,.,.,.,.,.,.,.,.,.,.,.,

[Fow Cal To Range Format. i

Excel _workzheet

Ireeoke Node Property Mode :

Tty b _Worksheet | v =< Range o[ [ 35 & emor out
e ‘L Fange e " alle '
I Range —2
- el 1 Whle W.Lbornation |3
Cloze

9.

Finally, the Close method closes Werkbook object.

10. After you are finished, close the VI. Do not save any changes. Also,

closewave.xls and do not save any changes. Close Excel.

End of Exercise 4-1

LabVIEW Advanced | Course Manual
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Objective:

Module 2 Lesson 4 Exercises

To examine and run a VI that changes the text and font style of an existing chart in

Microsoft Excel using ActiveX Automation calls from a LabVIEW VI.

Block Diagram

You will examine how a LabVIEW client VI changes the text and font style
of an existing chart in Excel via ActiveX Automation.

Excel Application,

=

eror in [no eror

------- oE|

3 = A pplication 5

B mc_Application B /] " Workhooks b B = _wiorkbook B

"izible

YWorkhooks 'J Open ¥ ActiveChart Y

[TES

Filenarme
|pdateLink.s
ReadOnly
Format
Pazzword
wiiteR esPassword
+|lgnoreRead0nluR ecommended

Origin
Drelimiter
Editable
Motify
Corwverter
AddTokru

Complete Pathname
to zine ks

'!:_; = Chart E
et __HasTitle

error out [ho errar

'!:_; = ChartT it 5 b = Font E

5 ™ _Chart ; [T—|B = ChantTitls B

ChartTitls * ' Text Fort "

5
H [ iigie
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Open thditle VI from comclass.llb . The VI is already built for you.

On the front panel of the VI, specify the full pathname to the location of
the Excel Workbookine.xls .sinexls isin your
exercises\LV_Advl directory.

Run theTitle VI. LabVIEW opens the Workbodine.xls , which has

an existing title, Sine. This title is changed to “This is a new title” and
the font is set to Italic. When you close Excel, do not save any changes
to sine.xls

Examine the block diagram of théle VI. Part of the block diagram is
shown above.

Recall that to access a method or property of an object in Excel, you
must traverse the object hierarchy; the VI first accesses the Application
object, then the Workbook object, and then the Charts object.
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6. The Chart Title is set to TRUE by accessingHasTitle property. The
new title is set using thEext property of the ChartTitle object. Next, the
Italic property of the Font object is used to set the title to be italicized.

7. After you have finished, close the VI. Do not save any changes.
Note To obtain help on any selected property or method, pop up on the function and

select Help for that particular property or method. You must install Microsoft
Visual Basic Reference Help for this to work.

End of Exercise 4-2
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Exercise 4-3

Objective: go complete and run an Automation Client VI that controls an ActiveX Automation
erver.

You will finish building the VI to access the calculator Automation server.
The Calculator server example also has a type library. You will refer to this
library for information on properties and methods.

Block Diagram

B me | CalcDlg B-]C w CalcDlg B
& & [ Y T
| = ICalcDlg 4[] »  Operand Dizplay

¥ Vizible Operand  » A |
_/ Execute Method Y|

Select your Choice

% [[s2]

B—[E =< CalcDig &

1. Open thesalc VI from comclass.llb . You will finish building the
block diagram of this VI.

2. Make sure that you run the utility, “vccalc.reg.” This utility is in the
exercises\LV_Advl directory. It registers the vccalc.calculator
object in the registry. In this VI you will call the methods and properties
of the vccalc.calculator object exposed by the automation server
vccalc.exe

3. If you have the Visual C++ compiler loaded on your machine, use the
OLE/Com Object Viewer from the Tools menu to browse through
vccalc’s type libraryccalc.tib

4. Examine the block diagram of tbalc VI. Pop up on the vccalc.CalcDlg
automation refnum and select the calculator’s type library from
c:\exercises\LV_Advl\vccalc.tlb

Note If wires on the block diagram are broken when you open the VI, you should
reselect the properties by popping up on the node.

You will complete the part of the block diagram marked by the ellipse.

© National Instruments Corporation 2-4-5 LabVIEW Advanced | Course Manual



Module 2 Lesson 4 Exercises

E =z Aubornation E

Property

E = |CalcDig E

Operand

& P
i " Automation

b ethiod

o ICalcDlg §

Digplay

LabVIEW Advanced | Course Manual

8.

Property Node function Communications » ActiveXpalette). Once

you wire the Automation reference to this function, it automatically
displays the name of the automation object it is accessing, and then you
can choose the property to be Operand.

Invoke Nodefunction Communications » ActiveXpalette). Once you
wire the automation reference to the Invoke Node Function, it displays
the automation object it is accessing. You will now be able to select from
a list of methods it exposes. Select the Display method.

After you have finished building the block diagram, save the changes
you have made.

Run thecalc VI. The Automation Open function creates an object of
type vccalc.lcalcDlg (that is, a calculator object). The Visible property
is set to TRUE, and the calculator is displayed on the left side of your
screen as shown below.

Calcuiator — IBIES|
|
7| 8] 8] -]
R 2 N
2 2] ] ]
o | -] /]

Enter a number in the calculator, select eiSoprare of Numberor

Square Rootoption from the menu, and click on the Boolean “Press
Button after value entered in calculator and Selection has been made.
The number you entered into the calculator window is fetched in the
LabVIEW diagram using the Operand property. The appropriate
calculation is done in the LabVIEW block diagram and the result is sent
to the calculator window via the Display method. Experiment with
different values.

After you have finished, close the VI.

End of Exercise 4-3
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Exercise 4-4
Objective: To control a Web Browser Object using an ActiveX Control in LabVIEW.

You will build a VI that controls a Web Browser Object using an ActiveX
control container in LabVIEW.

Block Diagram

[SHD oct v lwebB rowser?]
20— » IwebBrowser2 5| ]B = MwebBrowser? B
M avigate Type ¥ abc
' IJRL
] Flagz
v TargetFramet ame

lc:texercizes\LV Ady | Yvtempinatdef ki

FoztData
Headers

1. Open anew VIin LabVIEW. From ti@ontrols » ActiveX palette,
select the container object. Resize it to be very large on your front panel.

2. Pop up in the container and selesert ActiveX object. From the
Select ActiveX Objectdialog box, seledEreate Control. A list of all
available objects is displayed. Next, scroll through the list and select the
Microsoft Web Browser control.

3. Switch to the block diagram. You can now use automation functions
with this refnum. Complete it as shown above.

B .4 auomation 8| INVOke Nodefunction Communications » ActiveXpalette). Once you

 Method  +| Wire the automation reference of the control container to the Invoke

5 o TwebBrowser2 & Node Function, it will display the automation object (IwebBrowser2) it
Method J 1S accessing. You now can select from a list of methods it exposes. Select

the Navigate method.

4. Pop up on the URL input and sel€ctate Constant Type the
following: c:\exercises\LV_Advl\lvtemp\ natdef.htm

This is the path to théefault.htm file on your machine.

5. Return to the front panel and run the VI. You will see the default home
page of National Instruments.

% Note If you are connected to the Internet, you can instead typew.natinst.com
and see a live Internet connection.
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6. You can also use the Property Node to get and set properties of the
ActiveX Control. Wire the Property Node of the IWebBrowsigject to

find its type. Run the VI. The control type is
7. After you finish, save the VI a¥eb Object.vi.

End of Exercise 4-4
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To control different ActiveX controls through the LabVIEW ActiveX Container control.

Front Panel

You will complete a VI that controls a Calendar control and an Active

Movie Control using an ActiveX control container in LabVIEW.

June 1998 IJune

=] f19es =]

Sun | Mon | Tue | Wed | Thu Fri Sat
il 1 2 3 4 = G
g 9 10 11 12 13
14 15 16 17 18 19 20
1 22 23 24 25 25 27
25 29 30 1 2 3 4
5 & 7 & 9 10 11
Which Movie
Player?
Play

Active Movie

Quit

1. Open the&Container Example VI from comclass.llb . The front

panel of the VI is already built for you as shown above. The front panel
of the VI contains two ActiveX control objects. The first object is the
Calendar object and the second object is the Active Movie Control

object

2. Switch to the block diagram and complete it as shown on the next page.

© National Instruments Corporation
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Block Diagram

Initialize Calendar to

Today’s Date. Read Date Display Date in String
User Selected ORI
hl%mL.ICalendal on Calendar Zd/%d
o " |Calendar B ut |Calendar &

Load MPEG file into Movie Control,

Today Month
Day
Year Y

turn off Auto Rewind. Trom
b i A ctivebd owie? —|Invoke Hode
b = |ActiveMovie2 [ & " LhctivebovieZ § b lActiveMovie? |
+ FileM arme Run AboutBox
v AutoRewind

*  ShowConbrols 2 Run the Movie.

'when Button iz Pressed.

' ShowDizplay

: 3.
% = Automation p
Froperty ¥
% = ICalendar j
kanth ¥
Dray ¥
Year ¥
& " Automation p
tethod ¥
5 w |Activelovie? S
Run
B A ctivehovie? E
AboutB ox
el
-
[Tk ]
HA
e
4,
5.
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Finish programming the block diagram using the following functions.

Property Node function Communications » ActiveXpalette). Once
you wire the Automation reference of the ICalendar object, you can
select the required properties of Month, Day and Year.

Invoke Nodefunction Communications » ActiveXpalette). Once you
wire the automation reference of the 1ActiveMovie2 container to the
Invoke Nodefunction, you can select the required methods (Run and
AboutBox methods).

Format Into String function String palette). Resize the function so
that three terminals are seen. Wire Month, Day, and Year from the
ICalendar property node to this function.

Concatenate Stringsfunction String palette).

In this VI, you have programmed the Calendar object to display today’s
date by accessing the method Today. You have also read the existing
date from the Calendar control and displayed it in LabVIEW'’s string
indicator.

You have also accessed the |IActiveMovie2 control and disabled the
movie control and auto rewind features. You will load the MPEG file
figlb.mpeg into the control. You have used the Run method to run the
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movie clip and the AboutBox method to access the information about
the server application to which this control belongs.

After you finish building the block diagram, save the VI. Return to the
front panel and run the VI. Today’s date will be displayed in the
Calendar control. To run the Active Movie, press on the Boolean button
marked Play Active Movie. The movie containediginb.mpeg is

played on the movie control container.

Click on the Which Player? button to get the About box for the server
application. Press QUIT to stop the VI.

After you finish, close the VI.

End of Exercise 4-5

© National Instruments Corporation
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Exercise 1-1

Objective: To observe when the CIN routines are called during an operation on a VI.
You will load and run a VI that contains a CIN. While running the VI, you
will perform various operations on the VI, such as aborting, saving, and so
on. The CIN will display a message in the debugging window with the name
of the routine called during a particular operation.

Front Panel and Block Diagram

Empty Front Fanel

1. Open and examir@equence.yilocated in
c:\exercises\LV_AdvI\CINCLASS.LLB . LabVIEW will open a
debugging window in the background. TBENProperties function is
executed first, followed by théINLoad function, followed by the
CINInit function. Together, these routines perform any initialization
you need before the VI runs. You will know that these routines have
executed, as they appear in the debugging window.

The block diagram contains a CIN and an infinite While Loop. The CIN
output is wired to the While Loop for artificial data dependency, forcing
the CIN to execute before the While Loop.

2. Runthe VI. Th&€INProperties andCINRun functions should display
in the debugging window.

3. Abort the VI. TheCINAbort function will display.

4. Move the label on the front panel and save your change€INgave
function should display.
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5. Close the VI. Th€INDisposefunction appears, followed by
CINUnload.

6. Open théisplay Text File VI from CINCLASS.LLB. Run the VI.
Select thesequence.c file from theSOURCESirectory. Notice the use
of theDbgPrintf function.

TheDbgPrintf function is used to display the function being called. The
function prototype is defined i#xtcode.h  as:

int32 DbgPrintf(CStr cfmit,........ )i

DbgPrintf takes a variable number of arguments, where the first
argument is a C format string. The first time you call@bgPrintf
function, LabVIEW opens a window to display the text you pass the
function. Subsequent calls to this function appends new data as new
lines in the window.

Note You do not need to pass in the new line character to the function.

This window is extremely useful in debugging your CINs. If you call the
DbgPrintf function with NULL instead of a format string, LabVIEW
closes the debugging window. You cannot position or change the size of
the window. The format ddbgPrintf is similar to theSPrintf function,
which is described in LabVIEW'’s online reference.

End of Exercise 1-1
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Exercise 2-1

Objective: To examine the syntax of some memory manager functions.

You will open a file containing CIN source code. The code allocates

memory for a handle, copies the handle to a new address, and then releases

the block of memory that both handles use.

Block Diagram

1. OpenDisplay Text File.viin thecinclass.LLB library. You can use

© National Instruments Corporation

this VI to display the text of the source file of your CIN within
LabVIEW.

Run the VI and click on the Display button. Select the source file
LVMemEXx.c in theLV_AdvI\CFILES directory.

This file was created using tleeate .c fileoption from the CIN pop-up
menu.

/-k

* CIN source file

*

#include "extcode.h"

CIN MgErr CINRun(int32 *size);

CIN MgErr CINRun(int32 *size) {

/* ENTER YOUR CODE HERE */

return nokErr;

}
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/*

3. Click on the Display button again and select theLfdslemEx.c in the
LV_AdvI\SOURCES directory. The boldfaced code shown below is the
code particular to this CIN. The other code is the core code that all CINs
require.

4. Notice the following in the source code.
a. The variablea andb were defined as handles, but contain valid

handles only after thBSNewHandleandDSHandToHand
functions. Thus, the handéepoints to a known block of memory.

b. You can use thBSHandToHand function to copy an existing
handle into a new handle. The old handle remains allocated and must
be deallocated using ti¥SDisposeHandlgunction.

c. Memory that andb use is freed only aftédSDisposeHandlds
called.

* LVMemEXx.c -> Shows the syntax of some LabVIEW Memory

* Manager routines

* parameters: Output: size -> pointer to the handle size

*/
#include "extcode.h"

#define BYTE_SIZE 1024L
CIN MgErr CINRun (int32 *size);
CIN MgErr CINRun (int32 *size) {

UHandle a, b;

a = DSNewHandle(BYTE_SIZE) /* a points to a 1024 bytes block *

b=a;
DSHandToHand(&b);

/* b points to the block a */
/* b points to a copy of a */

*size = DSGetHandleSize(b); /* return the size of b */

DSDisposeHandle(a);
DSDisposeHandle(b);
return nokErr;

}

/* release the memory used by a */
[* release the memory used by b */

5. OpenLVMemEXx.vi from cinclass.lIb . Run the VI.
6. The size is displayed on the front panel.
7. After you are done, close the VI. Do not save any changes.

End of Exercise 2-1
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Exercise 2-2
Objective: To examine the syntax of some support manager functions.

You will open a file that is the source code of a CIN. The code returns the
square root of a double-precision (DBL) number. If the number is negative,
-999.999 returns.

Block Diagram and Initial .C File

/*

[ T * CIN source file
B R %/

#include "extcode.h"
CIN MgErr CINRun(float64 *x);
CIN MgErr CINRun(float64 *x) {
/* ENTER YOUR CODE HERE */

return noErr;

}

1. Click on the Display button in tHgisplay Text File VI and select
LVSuppEx.c in theSOURCESlirectory. The boldfaced code is specific
to this CIN. The remaining code is the core code required by all CINs.

2. Examine the source code below.
/*
* LVSuppEXx.c -> Shows the syntax of some LabVIEW Support
* Manager routines
* parameters: 1/0: number -> pointer to a float64 number
*/
#include "extcode.h"
CIN MgErr CINRun (float64 *number);
CIN MgErr CINRun (float64 *number) {
*number = (*number >= 0.0) ? sqgrt (*number) : -999.999;
return nokErr;

}
OpenLVSuppEx.vi from cinclass.llb

3

4. Enter a value fot. Run the VI. The CIN will return the square rookof

5. Enter a negative number and run the VI. Make sure -999.999 returns.
6. After you are finished, close the VI. Do not save any changes.

End of Exercise 2-2
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Exercise 2-3
Objective: To examine the syntax of some file manager functions.

You will examine the code for a CIN that saves data to a new file. The file
path and the string to write are passed from the block diagram.

Block Diagram and Initial .C File

/*

File Path .
= * CIN source file
T E¥] *
E #include "extcode.h"

CINMgErr CINRun(Pathpath, LStrHandle
String_Data, int32 *Bytes);

CINMgErr CINRun(Pathpath, LStrHandle
String_Data, int32 *bytes) {

/* ENTER YOUR CODE HERE */

return noErr;

}

1. Click on the Display button in tHgisplay Text File VI and select
LVFileEx.c  intheLV_AdvI\SOURCES directory. The boldfaced code
is specific to this CIN. The remaining code is the core code required by
all CINs.

2. Examine the source code and notice the following.

a. The Path variable does not require memory allocation because
LabVIEW creates it and passes it to the CIN.

b. All file functions reference the file through the sdile variable,
which is the file descriptor.

c. The support manager supplies the functions to directly access the
number of bytes in a stringg$trLen function) and the address of
the beginning of the data buffer§trBuf function).

Note Error checking is recommended in every program. For example, if there is not
enough disk space, the FMWrite function can fail.

/*

* LVFileEx.c -> Creates a file and writes a string data into it.
* parameters:  Input: fileName-> path for the file name

* fileData-> handle to the string to write

*

* Qutput: bytesOut-> pointer to an int32 number

*
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#include "extcode.h"
#define PERMIT 65535L

CIN MgErr CINRun (Path fileName, LStrHandle fileData, int32 *bytesOut);

CIN MgErr CINRun (Path fileName, LStrHandle fileData, int32 *bytesOut) {
File fileNum;
PStr ignoredGroup;

int32 bytesin;
MgErr fileError = nokErr;

ignoredGroup = (PStr)"™\000";/* ignored for Mac and PC */
bytesin= LStrLen(*fileData);

if(fileError = FCreate(&fileNum, fileName, PERMIT,
openReadWrite, denyNeither, ignoredGroup))
goto out; [* create the file */

FMWrite(fileNum, byteslin, bytesOut,
LStrBuf(*fileData)); /* write the data */

FMClose(fileNum); /* close the file */
out:

return fileError;

}
3. OpenLVFileEx.vi from cinclass.llb . Fill in String Data on the

front panel.

4. Run the VI. You will be prompted for a filename.
5. After the VI completes, it displays the number of byes written.
6. Run the VI several times.
7. After you are finished, close the VI. Do not save any changes.

End of Exercise 2-3
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Exercise 3-1
Objective: To pass numeric and Boolean arguments between a CIN and a code resource.

You will create a CIN that returns the square root of a DBL number. If the
number is negative, an error (Boolean) returns.

Front Panel and Block Diagram

¥ Sartfx
= 5000 | B

Error

J

Note This exercise can be compiled only if you have Visual C++ or Symantec C on
WIN32. The compiled LSB is provided with Sqrt.vi in cinsoln.llb.

1. Build the VI front panel and block diagram as shown above. Be sure to
pop up on the Sqrt (x) indicator, chodsamat & Precision, and set
the Digits of Precision to be 3.

2. Place a Code Interface Noded{/anced palette) on the block diagram.

. Pop up on the first CIN parameter and cha@de Parameter. Change
the newly added parameter to an output by popping up on the second
parameter and choosi@utput Only.

4. Wire the controls and indicators to the CIN.

5. Pop up onthe CIN and sel€reate .c Filefrom the pop-up menu. Type
Sqgrt.c in the dialog box and clickK. (Save your work in the
exercises\LV_AdvI\SQRT directory). LabVIEW creates the file
shown on the next page.
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/*
* CIN source file
*/

#include "extcode.h"

CIN MgErr CINRun(float64 *x, LVBoolean *Error);
CIN MgErr CINRun(float64 *x, LVBoolean *Error) {

/* ENTER YOUR CODE HERE */
return noErr;

}

Switch to an editorAccessories » Wordpagland open and examine
your source file. (You can also use isplay Text File VI in the
CINCLASS.LLB library.)

Notice the following:
a. TheCINRun routine deals with the input and output parameters.

b. The data types, float64 and LVBoolean, are not standard C data
types. They are LabVIEW data types.

6. Create the CIN source code. Add the boldfaced code to tisgfile
and save the file.

/* Sgrt.c -> Returns the square root of a float64 number and an error
* parameters: Input/Output: x -> pointer to a float64 number

* Output  : error-> pointer to a Boolean

*

#include "extcode.h"

#include (math.h)

CIN MgErr CINRun(float64 *x, LVBoolean *Error);
CIN MgErr CINRun(float64 *x, LVBoolean *Error) {

if (*x >=0.0) {
*X = sqrt(*x);
*Error= LVFALSE; /* no error */

}
else {
*x =-999.999;
*Error= LVTRUE; /* error occurs */
}

return nokErr;

}
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7. Notice the following in the source code:

a. The header filextcode.h associates LabVIEW types with C data
types and defines the LabVIEW routines that are accessible to
external code.

b. Only CINRun contains code. You rarely need to do anything with
the other routines.

c. The numeric and Boolean variables are passed as pointers.

. A LabVIEW Boolean is a 8-bit unsigned integer that defines its
TRUE or FALSE state with a LVTRUE or LVFALSE value,
respectively.

e. The call to theqrt function does not require a C library.
8. Save the CIN source code in the savieAdvI\SQRT directory.
9. Compile the CIN source code.

WIN32-Visual C++

10. Create a new makefile and save iad.lvm . The makefile should
contain the following code:
name=Sqrt
type=CIN
linclude $(CINTOOLSDIR)\ntlvsb.mak

11. Create th8qrt.Isb  CIN code by typing the following command in the
current prompt:
C:\exercises\LV_AdvI\SQRT>nmake /f Sgrt.lvm
The figure below describes the screen display during the compilation.
Notice that the display indicates that tuet.Isb  file was created
properly.

"+ name "sqrt.lsbt, ted properly.
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WIN32-Visual C++ IDE

12. You can also use the Visual C++ IDE for CIN compilation. Follow the
steps shown below:

a. Create a new DLL project. Selégle » New...and selectwin32
Dynamic-Link Library as the project type. Name your project
sqrt .

b. Add CIN objects and libraries to the project. Selrcject » Add
To Project » Files...and selectin.obj , labview.lib ,
Ivsb.lib , andlvsbmain.def from theCintools\Win32
subdirectory. These files are needed to build a CIN.

c. Add Cintools to the include path. Selcbject » Settings...and
changeSettings for: to All Configurations . Select th&€/C++
tab and set the categoryReeprocessor . Add the path to your
cintools directory in thédditional include directories: field.

d. Set alignment ta byte . SelectProject » Settings...and change
Settings For:to All Configurations . Select th&€/C++tab and
set the category t0ode Generation . Choosel Byte from the
Struct member alignment: tab.

e. Choose run-time library. Seld@toject » Settings...and change
Settings for: to All Configurations . Select th&C/C++tab and
set the category t0ode Generation . ChooseMultithreaded
DLL from theUse run-time library: tab.

f. Make a custom build command to fusbutil . SelectProject »
Settings...and chang&ettings for: to All configurations .
Select theCustom Build tab and change tlguild commandsfield
to "< your path to cintools>\win32\lvsbutil"
$(TargetName) -d $(WkspDir)\$(OutDir) and the Output
file fields to$(OutDir)$(TargetName).Isb

13. Addsqgrt.c  to your project. Then seleBuild sqgrt.dll from the Build
menu.Sqrt.Isb  will be created.

14. Switch to LabVIEW and load the code resource. Pop up on the CIN,
choosd.oad Code Resourceand selecgqrt.Isb

15. Enter a number inside the numeric control and run the VI. The square
root of the number should return in the numeric indicator. Try a negative
number value. An error number value of -999.999 should return, and the
LED should be TRUE.

16. After you have finished, save your work and close all windows.

End of Exercise 3-1
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Objective: To observe how LabVIEW passes a 1D numeric array to a code resource.

You will examine a code resource that adds two 32-bit single-precision
(SGL) arrays. The result is returned in place of the first array.

Block Diagram and Initial .C File

o ] |

o |0 |
[5“'.] C3JC3a

[= =]
arrayb

[5GL]

[5EL]

/*
* CIN source file
*
#include "extcode.h"
/*
* typedefs
*/
typedef struct {
int32 dimSize;
float32 arg1[1];
} TD1;
typedef TD1 **TD1HdI;
CIN MgErr CINRun(TD1HdI arrayA, TD1HdI arrayB);
CIN MgErr CINRun(TD1HdI arrayA, TD1HdI arrayB)
{
/* ENTER YOUR CODE HERE */
return nokrr,

}

1. Use theDisplay Text File VI to open and display the fikddArray.c
in theLV_AdvI\SOURCES directory.

Examine the source code. Notice that the program assumes that both
input arrays have the same size. LabVIEW passes the handles that point
to each array and the code resource manipulates the values, but not the
array size. Also, notice that the result is returned in place of the first

/*

array.

* AddArray.c -> Adds two input arrays of single precision numbers
* parameters: In/Out :arrayA-> handle to an array of float32

* arrayB-> handle to an array of float32

*/

#include "extcode.h"
/*

* typedefs

*/

typedef struct {
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int32 dimSize;
float32 argl[1];
} TD1;

typedef TD1 **TD1HdI;

CIN MgErr CINRun(TD1HdI arrayA, TD1HdI arrayB);
CIN MgErr CINRun(TD1HdI arrayA, TD1HdI arrayB) {
int32 i, n;

n = (*arrayA)->dimSize; /* n = number of elements */
for(i=0; i<n; i++) /* Add the array elements */
(*arrayA)->argl[i] = (*arrayA)->argl[i] + (*arrayB)->argl][i];

return noErr;

}

3. OpenAddarray.vi from cinclass.llb . The VIl is already built
for you.

4. If you have access to a compiler, compile the source code using the
Visual C++ compiler. Load the code resource into the CIN by popping
up on the CIN and selecti#gidArray.Isb

5. Run the VI. After you have finished, save and close the VI in
cinclass.lib

End of Exercise 3-2
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Exercise 3-3
Objective: To examine code that shows how LabVIEW passes a Boolean array to a CIN.

You will examine a CIN that negates a Boolean array. The result is returned
in place of the input array.

Block Diagram and Initial .C File

/*
* CIN source file
*
#include "extcode.h"
/*
* typedefs
*/
typedef struct {
int32 dimSize;
LVBoolean arg1[1];
} TD1;
typedef TD1 **TD1HdI;
CIN MgErr CINRun(TD1HdI In_Array);
CIN MgErr CINRun(TD1HdI In_Array) {
/* ENTER YOUR CODE HERE */
return nokErr;

}

7 Dt Arra
[TF] [calca] [TF]

1. Use theDisplay Text File VI to open and display the filg=Array.c
in theLV_AdvI\SOURCES directory.

2. Notice the following in the source code:

a. LabVIEW passes the handle that points to the array, and the code
resource manipulates the values, but not the array size.

b. The number of elements in the array defines the number of elements
in the Boolean Arrayn_Array .

c. The resultis returned in place of the input array.
/* TFArray.c -> Negates an input Boolean array
* parameters: In/Out: arraylO -> handle to a Boolean array
*
#include "extcode.h"
/*
* typedefs
*/

typedef struct {
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int32 dimSize;
LVBoolean arg1[1];
} TD1;

typedef TD1 **TD1HdI;

CIN MgErr CINRun(TD1HdI In_Array);

CIN MgErr CINRun(TD1HdI In_Array) {
int32 i, n;

n = (*In_Array)->dimSize; /* get the number of elements */

for(i=0; i<n; i++) /*negates every element in the array*/
(*In_Array)->argl[i] = '(*In_Array)->argl][i];

return nokErr;

3. OpenTFArray.vi fromcinclass.llb . This VI is already built for
you.

4. If you have access to a compiler, compile the source code using the
Visual C++ compiler. Load the code resource into the CIN by popping
up on the CIN and selectingrArray.lsb

5. Run the VI. You will observe thaut_Array contains the negation of
In_Array . After you have finished, save and close the VI in
cinclass.llb

End of Exercise 3-3
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Exercise 3-4

Objective: To examine code that shows how LabVIEW passes a string to a CIN.
(If you have access to a compiler, build the VI and code resource.)

You will examine a CIN that reverses the input string.

Block Diagram and Initial .C File

/*
S R everse Stin *C ;
-olm:-l-:u:- IN source file
Goferd] %/

#include "extcode.h"

CIN MgErr CINRun(LStrHandle string);

CIN MgErr CINRun(LStrHandle string) {
/* ENTER YOUR CODE HERE */
return nokErr;

}

1. Use theDisplay Text File VI to open and display the fiRReverse.c
in theLV_AdvI\SOURCES directory.

2. Notice the following in the source code:

a. LabVIEW passes the handle that points to the string, and the code
resource manipulates the values, but not the array size.

b. The result is returned in place of the input string.

c. The code reverses the string in place.

/* Reverse.c = returns the reverse of the given input string
* parameters: string -> handle to a string
*/
#include "extcode.h"
CIN MgErr CINRun(LStrHandle String);
CIN MgErr CINRun(LStrHandle String) {
int32 i, j, size;
uChar cchar;

size = LStrLen (*String);  /*length of the string */

for(i=0, j = size - 1; i<j; i++, j--){
cchar = (*String)->str[i];
(*String)->str[i]= (*String)->str[j];
(*String)->str[j] = cchar;

}

return noErr;

}
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3.
4.

OpenReverse.vifrom cinclass.llb

If you have access to a compiler, compile the source code using the
Visual C++ compiler. Load the code resource into the CIN by popping
up on the CIN and selectimgverse.Isb

Enter a string in the String control of the VI. Run the VI. You will
observe that Reverse String contains the reverse of the string in the
String control. After you have finished, save the VRa&verse.viin
cinclass.llb and close the VI.

End of Exercise 3-4

LabVIEW Advanced | Course Manual
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Exercise 3-5

Objective: To e)éamine code that shows how LabVIEW passes a multidimensional array
to a CIN.

You will examine a CIN that transposes a 2D array.

Block Diagram and Initial .C File

/*
* CIN source file

LTI [Tranzpoze 200 Anay|
Qo | |

[N mm [oB1] */
#include "extcode.h"

/*
* typedefs
*/
typedef struct {
int32 dimSizes[2];
int16 argl[1];
} TD1;
typedef TD1 **TD1HdI;
CIN MgErr CINRun(TD1HdI Array);
CIN MgErr CINRun(TD1HdI Array) {
/* ENTER YOUR CODE HERE */
return nokrr;

}

1. Usethdisplay Text File VI to open and display the fileranspose.c
in theLV_AdvI\SOURCES directory.

2. Notice the following about the source code.
a. LabVIEW passes the handle that points to the array to be transposed.

b. A temporary array is allocated using the LabVIEW memory
manager functioSNewPtr and deallocated usingSDisposePtr

c. Thetransposition is performed, and temp_array holds the transposed
array.

d. TheMoveBlock function is used to transfer the transpose array to
the input array.
/-k
* Transpose.c -> returns the transpose of the given 2D Array
* Parameters -> Array -> Handle to an array of float64 numbers
*/

#include "extcode.h"
/*

* typedefs
*/
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typedef struct {
int32 dimSizes[2];
float64 argl[1];
} TD1;

typedef TD1 **TD1HdI;

CIN MgErr CINRun(TD1HdI Array);
CIN MgErr CINRun(TD1HdI Array) {

int32 i, j, nrows, ncols;
float64 *fEImnt;

float64 *temp_array = NULL;
MgErr mgError = noErr;

nrows = (*Array)->dimSizes[0];
ncols = (*Array)->dimSizes[1];

/* Check to see if array has been allocated by LabVIEW */
if({(FEImnt = (*Array)->arg1){
mgError = mFullErr;
goto out;

}

/* Allocate temporary memory for transposed array */
if ((temp_array = (float64 *) DSNewPtr(nrows * ncols * sizeof(float64))))
mgError = mFullErr;
goto out;

/* Perform the transposition */
for (i=0; i< nrows ; i++)
for (j=0; j < ncols ; j++)
temp_array[i + nrows * j] = fEImnt[i * ncols + j];

/* Transposed array has rows and columns interchanged */
(*Array)->dimSizes[0] = ncols;
(*Array)->dimSizes[1] = nrows;

/* Copy the transposed array back to the user's array */
MoveBlock (temp_array, (*Array)->argl, (nrows * ncols) *sizeof(float64));

/* Dispose off temporary memory */
DSDisposePtr(temp_array);
out:
return mgError,

}

LabVIEW Advanced | Course Manual 3-3-12
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OpenTranspose.vifrom cinclass.llb

If you have access to a compiler, compile the source code using the
Visual C++ compiler. Load the code resource into the CIN by popping
up on the CIN and selectifganspose.Isb

Enter an array in the Array control of the VI. Run the VI. You will
observe that the Transpose CIN transposes the array in the Array control
and returns the result in Transpose 2D Array. After you have finished,
save the VI a3ranspose.viin cinclass.llb and close the VI.

End of Exercise 3-5
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Exercise 3-6
Objective: To examine code that shows how to resize an array handle within a code resource.

You will examine a CIN that creates an array with random double-precision
numbers. The array is allocated within the code resource.

Block Diagram and Initial .C File

/*
* CIN source file
[oBL] */

#include "extcode.h"
/*
* typedefs
*/
typedef struct {
int32 dimSize;
float64 arg1[1];
} TD1;
typedef TD1 **TD1HdI;
CIN MgErr CINRun(int32 *N, TD1HdI
Random);
CINMgErr CINRun(int32*N, TD1HdIRandom)
{
/* ENTER YOUR CODE HERE */
return nokrr;

}

1. Use théDisplay Text File VI to open and display the fiRandom.c in
theLV_AdvI\SOURCES directory.

2. Notice the following in the source code.

a. The handle is resized within the code resource. The handle then
points to a block of memory with a specific size, dimension, and data

type.

b. Even with a successful reallocation, the output array size variable
must be updated.
/-k
* Random.c -> returns an array of random numbers
* parameters: Input : n -> pointer to the size of the array
* Output : random -> handle to an array of float64 numbers
*/

#include "extcode.h"
/*

* typedefs

*/
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typedef struct {
int32 dimSize;
float64 argl[1];
} TD1;

typedef TD1 *TD1HdI;

CIN MgErr CINRun(int32 *n, TD1HdI random);
CIN MgErr CINRun(int32 *n, TD1HdI random) {
int32 1i;
MgErr cinErr = noErr;

if(cinErr = SetCINArraySize((UHandle)random,1L,*n))
goto out; [* resize the output array */

(*random)->dimSize = *n;/* set the output size */
for(i=0; i<*n; i++) [* write the output elements */
RandomGen(&((*random)->arg1][i]));

out:
return cinErr;

3. OpenRandom.vi from cinclass.llb

4. If you have access to a compiler, compile the source code using the
Visual C++ compiler. Load the code resource into the CIN by popping
up on the CIN and selectifandom.Isb .

5. Enter a number in the control N on the front panel. Run the VI. You will
observe that the Random CIN generates an array of N elements in the
array Random. After you have finished, save the \Rasdom.vi in
cinclass.llb and close the VI.

End of Exercise 3-6
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Exercise 3-7
Objective: To examine code that shows how to resize a string handle within a code resource.

You will examine a CIN that returns the current date string in an optional
format. The string is allocated within the code resource.

Block Diagram and Initial .C File

/*
Farmat i Dae S : CIN source file
/
#include "extcode.h"
CIN MgErr CINRun(int32 *Format,
LStrHandle Date_String);
CIN MgErr CINRun(int32 *Format,
LStrHandle Date_String) {
/* ENTER YOUR CODE HERE */
return nokErr;

}

1. Use théDisplay Text File VI to open and display the fizateCStr.c
in theLV_AdvI\SOURCES directory.

2. Notice the following in the source code.

a. The handle is resized within the code resource. The handle then
points to a block of memory with a specific size, dimension, and data

type.

b. The memory manipulation uses a reference to the handle position in
the argument list (PARAMETER).

c. Even with a successful reallocation, the output string length variable
must be updated.

/* DateCStr.c -> the date in a specific format

* parameters: Input: Format -> pointer to the format

* Output : Date_String-> handle to the string
*/

#include "extcode.h"
#define DIMENSION 1L

CIN MgErr CINRun(int32 *Format, LStrHandle Date_String);
CIN MgErr CINRun(int32 *Format, LStrHandle Date_String) {

ulnt32 time;

int32 size;

CStr TempStr;
MgErr cinErr = noErr;
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time = TimelnSecs(); /* get the times in secs */
TempStr = DateCString(time, *Format); /* get the C string */
size = StrLen(TempStr); /* get the size of the C string */

/* set the string handle size */

if(cinErr = NumericArrayResize(uB,DIMENSION,(UHandle*)&Date_String,size))
goto out;

LStrLen(*Date_string) = size; /* update the string size */

MoveBlock(TempStr,LStrBuf(*Date_String),size); /* copy the data buffer */

out:
return cinErr;

3. OpenDateCStr.vi from cinclass.llb

4. If you have access to a compiler, compile the source code using the
Visual C++ compiler. Load the code resource into the CIN by popping
up on the CIN and selectimateCStr.Isb

5. Chose the three different formats 0, 1, 2 and run the VI. You will
observe that the current date is displayed in different formats. After you
have finished, save the VI BsiteCStr.vi in cinclass.llb and close
the VI.

End of Exercise 3-7
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Additional Exercises

3-8

3-9

3-10

LabVIEW Advanced | Course Manual

Create a CIN that sorts an incoming random array of
double-precision numbers.

Use the following function from the support manager:
void QSort (Ptr arrayp,int32 NumOfElements,
int32 ElementSize,(int32(*)(void*, void*)
Compare());

An additional compare routine is required and should return a
negative number if a is less than b, a zero if a is equal to b, and a
negative number if a is greater than b. For this exercise, the
comparison function prototype looks like the following code:

int32 Compare(float64 *a, float64 *b);

Create theSort directory to save all your work. Name your VI and
source code fileSort.vi andSort.c , respectively.

Create a CIN that concatenates two strings and returns a new
concatenated string in place of the first string. CreatSti@at
directory to save all your work. Name your VI and source code files
StrCat.vi andStrCat.c , respectively.

Create a CIN that sums the elements of each row in a 2D array and
returns the sum in a 1D array. The sum of the first row should be
returned in element 0 of the 1D array, the sum of the second row in
element 1, and so on. For example, a 5 x 3 (row x column) array
should return a five-element 1D array.

Create théddRows directory to save all your work. Name your VI
and source code filesddRows.viandAddRows.c , respectively.

3-3-18 © National Instruments Corporation



D

A

g

ﬂ
AR

Module 3
Lesson 4 sl

Exercises "

—

;

o
VoV

B

N

Exercise 4-1

Objective: To examine code that implements and calls an external subroutine. (If you have
access to a compiler, build the VI and code resource).

You will examine an external subroutine’s source code that finds the
maximum and minimum values in the input sequence. You will also
examine a CIN that calls this external subroutine.

Block Diagram and Initial .C File

/*

* MxMn.c: CIN source file
*/

#include "extcode.h"

7 i

/*

* typedefs

*/

typedef struct {

int32 dimSize;

float64 arg1[1];

} TD1;

typedef TD1 *TD1HdI;

CIN MgErr CINRun(TD1HdlI Array, float64
*Max, float64 *Min);

CIN MgErr CINRun(TD1HdI Array, float64
*Max, float64 *Min) {

/* ENTER YOUR CODE HERE */

return nokErr;

}

1. MxMn.vi already is built for you. Open it and examine the block
diagram.
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2.

Use theéisplay Text File VI to open and display the fidaxMin.c in
theLV_AdvI\SOURCES directory.MaxMin.c is an external subroutine
that finds the maximum and minimum values in the input sequence.

MaxMin(float64 *Array, int32 size,float64 *max,float64 *min)

Array points to the data buffer to be scanrgtk sets the number of
elements to be scannedax andmin are the maximum and minimum
values in the sequence, respectively.

The source code faaxMin.c is shown below:

/* MaxMin.c: External Sub-routine that finds the maximum and minimum values in

* the input sequence.
*/

#include "extcode.h"

[* prototype*/

void LVSBMain(float64 *Array, int32 size, float64 *max, float64 *min);

/* subroutine*/

void LVSBMain(float64 *Array, int32 size, float64 *max, float64 *min)

{
int32 i;
*min=*max=Array[0];
for(i=1;i < size; i++){
if(Array[i] > *max)

*max = Array[i];

if (Array[i] < *min)

*min = Arrayl[i];
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Note the use of thevSBMain() function to write the external
subroutine. Also, the CIN header fidgtcode.h has been included.

Create thétaxMin.lvm file for the Visual C++ compiler as shown
below:

name = MaxMin
type = LVSB
linclude $(CINTOOLSDIR)\ntlvsb.mak

Compile your external subroutine by issuing the command
nmake /f MaxMin.lvm
The external subroutindaxMin.lsb ~ will be created.

Use théDisplay Text File VI to open and display the fildxMn.c from
theLV_Advi\sources  directory. Examine the source code. Notice that
the externaMaxMin is called.
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/* MxMn.c -> Calls the MaxMin analysis external

* parameters: Input: Array -> handle to an array of float64

* Output: Max -> pointer to a float64 number

* Min -> pointer to a float64 number

*/

#include "extcode.h"

/*

* typedefs

*/

typedef struct {

int32 dimSize;

float64 argl[1];

} TD1;

typedef TD1 **TD1HdI;
/* External prototype */

extern void MaxMin (float64 *x, int32 n, float64 *max, float64 * min);
CIN MgErr CINRun(TD1HdI Array, float64 *max, float64 *min);
CIN MgErr CINRun(TD1HdI Array, float64 *max, float64 *min) {
int32 n;
float64 *arrayPtr;

n= (*Array)->dimSize; /* n= number of elements*/

arrayPtr = (*Array)->argl; /* arrayPtr = buffer */
MaxMin(arrayPtr, n, max, min); /* Call external */

return nokErr;

}

Module 3 Lesson4 Exercises

7. Create th&1xMn.lvm file for the Visual C++ compiler as shown below:

name=MxMn
type=CIN
subrNames = MaxMin

linclude <$(CINTOOLSDIR)\ntlvsb.mak>

8. CompileMxMn.Isb if you have access to a compilixMn.vi already
hasMxMn.Isb loaded so you can run the VI.

9. Enter different values in Array and run the VI. Minimum and maximum
values in the input sequence will be displayed. Run the VI several times

by entering different values.

10. After you are finished, close the VI.

End of Exercise 4-1
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Exercise 4-2

Objective: To examine code that shows how a CIN uses code global variables. (If you have

access to a compiler, build the VI and code resource.)

You will examine a CIN that reads or writes a Boolean code global variable.
The Boolean code global will control the execution of two independent

loops within the same VI.

Block Diagram and Initial .C File

Write: T
Read F
...........
P RTaaie Drata Out
Cataln| - TE[TF
............. .TF TF peeeeeeee TF

/*

* CIN source file

*/

#include "extcode.h"

CIN MgErr CINRun(LVBoolean *Mode, LVBoolean
*Data_In);

CIN MgErr CINRun(LVBoolean *Mode, LVBoolean
*Data_In) {

/* ENTER YOUR CODE HERE */

return nokErr;

}

1. Use theDisplay Text File VI to open and display the filtodeGlob.c

in theLV_AdvI\SOURCES directory.

2. Examine the source code. The boldfaced code is the code particular to
this CIN. As a general rule, you should initialize global variables before
reading from them. If global variables are not initialized, they return an
unknown value. You should initialize the code globals only once, in the

CINLoad routine.

/*

* CodeGlob.c -> updates a code global boolean variable
* parameters: Input: Mode -> pointer to a Boolean
*|/O: Data_In -> pointer to a Boolean

*/
#include "extcode.h"
LVBoolean GSTOP;

CIN MgErr CINRun(LVBoolean *Mode, LVBoolean *Data_In);
CIN MgErr CINRun(LVBoolean *Mode, LVBoolean *Data_In) {

if (*Mode == LVTRUE ) {

GSTOP = *Data_In; /* update global */

}

*Data_In = GSTOP; /* update output */

return noErr;

}

CIN MgErr CINLoad(RsrcFile rf) {

GSTOP = LVTRUE; /* initialize global to TRUE */

return noErr;

}

LabVIEW Advanced | Course Manual
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3. Compile the code and cre&tedeGlob.Isb , if you have access to a
compiler.

I i

y \ 'r'
‘l|“| | |"||| I
'1

| 'U

,'4\"

[

4. Open thdisplay Random NumbersVI in cinclass.llb . This VI
useCodeGlob.vias a subVI. The VI front panel and block diagram are
shown above.

The VI generates two different random numbers and displays them on
two waveform charts. The VI uses two separate While Loops and a
single switch to stop the execution of both loops.

5. Run the VICodeGlob.viis a subVI that passes the value of the Stop
switch from one loop to the other with no wire dependency. Notice that
the algorithm is possible because both nodes refer to the same Boolean
global variable. Also, notice that the VI does not initialize the
CodeGlobsubVI; this occurs in the CINLoad routine.

End of Exercise 4-2
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Exercise 4-3

Objective: To examine code that shows how LabVIEW uses a CIN data space global variable.
(If you have access to a compiler, build the VI and code resource.)

You will examine a CIN that takes a number and returns the average of that
number and the previous number passed to it. The VI containing the CIN is
reentrant. For each reference to the code in memory, you will have a
different set of globals.

Block Diagram and Initial .C File

Murnber| [EE

fdfed =5

/*

* CIN source file

*/

#include "extcode.h"

CIN MgErr CINRun(float64 *Number, float64
*Average);

CIN MgErr CINRun(float64 *Number, float64 *Average)
{

/* ENTER YOUR CODE HERE */

return nokErr,

}

1. Use theDisplay Text File VI to open and display the filzataGlob.c

located in the.V_AdvI\SOURCES directory.

Examine the source code shown below and notice that a handle for the
global variable is allocated @INInit  and stored in the CIN data space
storage usingetDSStorage . When LabVIEW calls th€INInit
CINDispose , or CINRun routines, it ensures th@etDSStorage and
SetDSStorage return the 4-byte CIN data space value for that node or
CIN data space.

To access that data, usetDSStorage to retrieve the handle and
dereference the appropriate fields (see the codelfdrun). Finally,
you need to dispose of the handle in yOINDispose routine.

/* DataGlob.c -> takes the average of all the numbers passed to * the CIN
* parameters: Input: number -> pointer to a float64 number
* Qutput: average -> pointer to a float64 number

*/

#include "extcode.h"

typedef struct {

float64 total;

int32 numElements;
} dsGlobalStruct;
CIN MgErr CINRun(float64 *Number, float64 *Average);

LabVIEW Advanced | Course Manual
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/* subroutines */

CIN MgErr CINInit() {

dsGlobalStruct **dsGlobals;

if(!(dsGlobals = (dsGlobalStruct**)DSNewHandle(sizeof(dsGlobalStruct))))
return mFullErr; /* if O, ran out of memory */
(*dsGlobals)->numElements = 0; /* initialize the globals */
(*dsGlobals)->total = 0.0;

SetDSStorage((int32)dsGlobals); /* set the data space */

return nokErr;

}

CIN MgErr CINDispose() {

dsGlobalStruct **dsGlobals;

dsGlobals = (dsGlobalStruct **)GetDSStorage(); /* get the data space */
if(dsGlobals)

DSDisposeHandle(dsGlobals); /* dispose global handle */

return nokErr;

}

CIN MgErr CINRun(float64 *Number, float64 *average) {
dsGlobalStruct **dsGlobals;

dsGlobals = (dsGlobalStruct **)GetDSStorage(); /* get the data space */
if (dsGlobals) {

(*dsGlobals)->numElements ++; /* new element */

(*dsGlobals)->total += *Number; /* new total */

*average = (*dsGlobals)->total / (*dsGlobals)->numElements;

}

return noErr;

Module 3 Lesson4 Exercises

3. Open th®isplay AveragesVI located incinclass.LLB . This VI uses
DataGlob.vi as a subVI. It generates and plots the running average of
randomly generated points. The front panel and block diagram are

shown on the next page.

© National Instruments Corporation 3-4-7
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# Fg
0]

Wrags

4. Run the VI. The VI generates the averages using two different calls to
theDataGlob.visubVI. Because it is reentrant, each call to the CIN uses
its own data space globals.

5. Notice that the algorithm is possible because both nodes refer to the
different global variables. Also notice that the VI does not use an
initialization node. The global is initialized in t@NInit  routine of
the code resource.

6. Disable the reentrancy option of thataGlob.vi subVI. Open its front
panel. From the pop-up icon pane menu, chvb&etup.... Click in the
Reentrant Execution box to disable it.
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7.

8.

Module 3 Lesson4 Exercises

RunDisplay Averages.viagain. Notice that both charts display
incorrect averages as the data space is being shared. Some of the data
displayed on Chart 1 is used in calculating the average for Chart 2, and

vice versa.
After you have finished running the VI, close the VI.

End of Exercise 4-3

© National Instruments Corporation
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Exercise 4-4 (WIN32 only)

Objective: To examine code that shows how to call a WIN32 system DLL from a CIN.

You will examine a CIN that calls a Windows DLL to display a dialog box.
The DLL calls the Windows Message Box function, which displays a
window containing a specified message. This function returns after you
press a button in the window.

Block Diagram and Initial .C File

/*
* CIN source file

*/
et value #include "extcode.h"
132 CIN MgErr CINRun(LStrHandle
| el Window_Title, LStrHandle Message, int32
*uType, int32 *ret_value, int32 *err);

CIN MgErr CINRun(LStrHandle
Window_Title, LStrHandle Message, int32
*uType, int32 *ret_value, int32 *err) {

/* ENTER YOUR CODE HERE */

return nokrr,

Messas OKCANCEL
—QJ ABORT RETRY IGHORE
| YES MO CAMCEL
YES NO
RETHY CAMCEL
Window Title -
| MeszageBox Type
e 1t valug|

] [T
Button Preszed?

1. Use théDisplay Text File VI to open and display the fildessgdil.c
located in the.vV_AdvI\SOURCES directory. This CIN calls the
user32.dll  file.

/-k

* CIN Source File : Messgdll.c

* Parameters: Inputs: Window_Title -> LabVIEW string handle
* Message -> LabVIEW string handle
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* UType: unsigned 32-bit integer value

* Qutput: ret_value-> 32-bit integer value
*[ err->

#include "extcode.h"

#include <windows.h>

CIN MgErr CINRun(LStrHandle Window_Title, LStrHandle Message, ulnt32 *uType,
int32 *ret_value, int32 *err);

CIN MgErr CINRun(LStrHandle Window_Title, LStrHandle Message, ulnt32 *uType,
int32 *ret_value, int32 *err) {

typedef int32 (WINAPI *MYPROC)ulnt32, CStr, CStr, ulnt32);

HINSTANCE hinstLib;

MYPROC ProcAdd;

char *messageCStr = NULL, *WinTitleCStr=NULL;

MgErr cinErr = nokErr;

hinstLib = LoadLibrary("user32.dIl");

if(hinstLib '= NULL) {

ProcAdd = (MYPROC) GetProcAddress(hinstLib, "MessageBoxA");
}

else{

*err=1; /* LoadLibrary failed */

goto out;

}

if(!(messageCStr = DSNewPtr(LStrLen(*Message)+1))){
cinErr=mFullErr;

goto out;

}

if((WinTitleCStr = DSNewPtr(LStrLen(*Window_Title)+1)))}{
cinErr=mFullErr;

goto out;

}

SPrintf(messageCStr, (CStr) "%P", *Message);
SPrintf(WinTitleCStr, (CStr) "%P", *Window_Title);

if(ProcAdd != NULL)

*ret_value=(ProcAdd)(NULL, messageCStr, WinTitleCStr, *uType);
if(*ret_value==0)

cinErr=mFullErr;

}

else

*err=2; /[* GetProcAddress Failed */

out:

if (messageCStr)
DSDisposePtr(messageCStr);
if(WinTitleCStr)
DSDisposePtr(WinTitleCStr);
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if (hinstLib)
FreeLibrary(hinstLib);
return cinErr;

}

LabVIEW Advanced | Course Manual

2. Examine the code above. Notice that this example does not pass a full

path to the_oadLibrary  function. The DLL is located in the
windows\system  directory.

The CIN first loads the library and then gets the address of the DLL
entry point. CallingGetProcAddress for a DLL requests the address
of theMessageBoxA function.

Notice that at each stage of calling the DLL, the code checks for errors
and returns an error code if it fails.

Also notice that LabVIEW strings are different from C strings. C strings
are terminated with a null character. LabVIEW strings are not null
terminated; instead, they begin with a 4-byte value that indicates the
length of the string. Because the DLL expects C strings, this example
creates temporary buffers for the C strings uSistyewPtr, and then
usesSPrintf  to copy the LabVIEW string into the temporary buffers.

Finally, the CIN calls thmessageBoxA function by passing the
appropriate parameters.

*ret_value=(ProcAdd)(NULL, messageCStr,
WinTitleCStr, *uType);

To find information about thessageBoxA function, consult a
Windows programming manual that covers the WIN32 API and
Windows “include” files (such asindows.h , windowsx.h , and
winuser.h ). The following is a description of tiMessageBoxA
function:

function name

}

A o g5 o e £y T e T i b= 1sl g 1 T o T e st 4 e 11T Lres s )
EEddgeoxas (IWnG, dplext, LDuaption, wiype)

return type parameters

Return Type

The return type for the function is defined as a 32-bit signed integer.

The WIN32 API lists the names of the constants for the possible return
values for theMessageBoxA function. The actual values of these constants
are stored in thevinuser.h  file.
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IDOK
IDCANCEL
IDABORT
IDRETRY
IDIGNORE
IDYES
IDNO

~N~No o ph~WNPEF

If the message box cannot be created due to a lack of memory, zero will be
returned.

Parameters

The Microsoft WIN32 Programmer’s Reference lists the data types of each
of the parameters to tidessageBoxA function; the actual type definitions
are all found in thevinuser.h  file.

HWND Identifies the owner or parent window of the
message box to be created. If this parameter is
NULL, the message box has no owner window.
The HWND data type is a 32-bit unsigned integer
as defined irwinuser.h  andwindows.h .
Essentially, we can identify which window the
message box “belongs to” by passing a valid
value forhwnd However, it is not necessary to
define a parent for this window, so we will assign
“no parent,” or 0.

LPCSTR IpText A 32-bit pointer to a constant character string and
is defined as a C-style (NULL terminated) string.
This string contains the text we want to display in

the window.

LPCSTR IpCaption A C-style constant character string containing the
desired name to appear in the title bar of the
window.

UINT uType An unsigned 32-bit integer value. It determines

which type of message box is displayed. The
Windows API lists the names of valid constants
that may be passed to this function, and
winuser.h  will contain the actual hex values. In
this example, we will create a dialog box with
“Yes,” “No,” and “Cancel” buttons. The name of
the constant iMB_YESNOCANCEWhich is
defined to have the valiein winuser.h . We

will pass this value for the uType parameter.
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The other types of message boxes and their corresponding uTypes are:

Message Box Button Type uType (hex)
oK 0
OK CANCEL 1
ABORT RETRY IGNORE 2
YES NO CANCEL 3
YES NO 4
RETRY CANCEL 5

Note Do not use values for uType other than those listed in the WIN32 API or

winuser.h. You could cause errors in Windows 95/NT/98 that may result in a
crash or incorrect behavior.

4. OpenMessgdl.vi Enter different values for the Message Box Type and
run the VI.

5. Close the VI after you have finished. Do not save any changes.

End of Exercise 4-4
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Lesson 5 /L

Exercises =

Exercise 5-1

Objective: To call the MessageBoxA function in user32.dll.

You will create and run a VI that contains a call toMessageBoxA

function inuser32.dll . You will learn how to configure the Call Library
Function to caluser32.dll , which resides in th&VINDOWS\SYSTEM
directory. You have already called this function in a previous exercise from
a CIN. You will observe how much easier it is to call a function in a DLL
via the Call Library function than calling it from a CIN.

Front Panel

VasssaeBaTins
oK. ]
OKCAMCEL
ABORT RETAY IGNORE
YES NO CANCEL
YES NO
RETRY CANCEL
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1.

Create the front panel as shown. You do not need to include the
comments, because they are displayed only to explain the controls and
indicators.

In this example, you will create a message box of type ABORT RETRY
IGNORE. The description of thHdessageBoxAfunction from

winuser.h  supplies you with the information you need to call the
function.

function name

int MessageBoxA (hwnd, IpText, IpCaption, uType)
* | |

return type parameters

Return Type

The return type for the function is defined as a 32-bit signed integer:
int 32 bit signed integer

The Win32 API lists the names of the constants for the possible return
values for theMessayeBoxA function. The actual values of these
constants are stored in thimuser.h  file. In this example, the possible
return values are IDABORT, IDRETRY, and IDIGNORE, which have
the decimal values 3, 4, and 5, respectively. If the message box cannot
be created due to a lack of memory, zero will be returned.

Parameters

The Microsoft Win32 Programmer’s Reference lists the data types of each
of the parameters to tidessageBoxAunction. The actual type definitions
are all found in thevinuser.h  file.

HWND hwnd Identifies the owner or parent window of the

LabVIEW Advanced | Course Manual

message box to be created. If this parameter
is NULL, the message box has no owner
window. The HWND data type is a 32-bit
unsigned integer as definedwinuser.h
andwindows.h . Essentially, you can

identify which window the message box
“belongs to” by passing a valid value for
hWnd. However, it is not necessary to define
a parent for this window, so you will assign
“no parent,” or NULL. The constant NULL is
defined to be zero.
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LPCSTR I[pText The LPCSTR type is a 32-bit pointer to a
constant character string and is defined as a
C-style (NULL terminated) string. This
string contains the text you want to display in
the window.

LPCSTR IpCaption This parameter is a C-style constant character
string containing the desired name to appear
in the title bar of the window.

UINT uType The UINT data type is defined as an unsigned
32-bitinteger value. It determines which type
of message box is displayed. The Windows
API lists the names of valid constants that
may be passed to this function, and
winuser.h  will contain the actual decimal
values. Because you will create a dialog box
with ABORT, RETRY, and IGNORE buttons.
The name of the constant is
MB_ABORTRETRYIGNORE, which is
defined to have the value 2winuser.h
You will pass this value for the uType
parameter. The other types of message boxes
and their corresponding uType are:

Message Box Button Type uType
OK 0
OK CANCEL 1
ABORT RETRY IGNORE 2
YES NO CANCEL 3
YES NO 4
RETRY CANCEL 5

Note Do not use values for uType other than those listed in the Win32 API or

winuser.h. You could cause errors in Windows 95/NT that may result in a

crash or incorrect behavior.

The calling convention for the MessageBoxA function can be found in

thewinuser.h

file. Searching inwinuser. h for MessageBoxA, you

find that the function is preceded by the word WINAPI. This is defined

as_stdcall

© National Instruments Corporation

in windef.h
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Note In Win32, you can use _cdecl and _stdcall calling conventions. The calling
convention determines the order in which arguments passed to the functions
are pushed onto the stack. It also determines which function—calling or
called—removes the arguments from the stack.

The Default (“stdcall”) calling convention is used to call Win32 API
functions. Parameters are passed by a function onto the stack from right
to left, and are passed by value unless a pointer or reference type is
passed. Function arguments are fixed, and a function prototype is
required. A called function pops its own arguments from the stack.
Functions using this calling convention return values the same way as
functions using the C calling convention. The C calling convention is
the default calling convention for C and C++ programs.

On the block diagram, create the Call Library Function. To view the
online help for this function, seleshow Helpfrom theHelp menu and
move the cursor over the function icon. You can also obtain more
information about this function by selecti@mpline Help from the

pop-up menu. Note that at this point, only one set of terminals appears
on the function icon, and they are grayed out. After you configure the
Call Library Function for the DLL function you want to use, the
appropriate terminals will be available on the icon. Pop up on the Call
Library Function icon and sele€onfigure... from the pop-up menu.
Finish configuration by referring to the following instructions:

a. TypeUSER32.DLL in the Library Name or Path box. You will not
need to type in the entire path to the DLL unless the DLL is stored
in a location that does not appear in#dHvariable in
AUTOEXEC.BATon Windows 95/98 and the System Control panel
on Windows NT or the LabVIEW VI Search Path.

Note If you press <Enter> on the keyboard, the configuration window will close.
You can reopen it by selecting Configure... from the pop-up menu of the Call
Library Function icon or by double-clicking on it.
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b. Next, click in the Function Name field and type the name of the
function: MessageBoxAFunction names in general are case
sensitive.

c. Let the VI run in the user interface thread. Do not mark it as

reentrant.

d. You do not need to change the value in the Calling Conventions box,

because the default convention ssdcall

e. At this point, you need to indicate what kind of data the

MessageBoxAfunction will return to LabVIEW when it has

finished. You know the return value of the function is a 32-bit integer
indicating which button was pressed in the dialog box. To set this,
use the Parameter and Type fields. Observe that the Parameter field
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contains the text return type, and below this, you see that the Type is
set toVoid. Because thMessageBoxAfunction returns a signed
32-bit integer value, select this data type for the Return value. To do
this, click on the selection box next to the Type field and select
Numeric from the pop-up list. You may also change the name of the
return type to something more descriptive, such as “button pressed.”

After setting the return type tdumeric, you will see a new field
appear, called Data Type. In this case, you can change the data type
by popping up on the arrow. The defaulBigned 32-bit Integer

Parameterireturn type -I]

Type | Mumeric =
Data Type | Signed 32-bit Integer _v|

In addition to defining the return type of the function, we also must
define the four arguments to be passed to the function. The first
argument of thdlessageBoxAfunction is thehWwndparameter,

which is an unsigned 32-bit integer. Click on Add a Parameter
After button to add the first parameter. Then, sdlewdigned

32-bit Integer from theData Type menu. Because the function
expects the value, and not a pointer to the value, leave the Pass
setting unchanged. If you like, you can change the name of the
parameter fronargl to something more descriptive, sucthasmd

From the definition of the MessageBoxA function, the second and
third arguments of the function are pointers to C-style strings. To add
a string to the parameter list as the second argument, first make sure
that the first argument appears in the Parameter box. You can select
an argument by using the selector to the right of the box containing
the parameter name. Click tAeld a Parameter After button. To

set the type of the data to a pointer to a string, s8tecig from the

Type menu. When you send a string to a function, you can select
whether the pointer to the string points to a C-style (string followed
by a NULL character), Pascal-style (string preceded by a length
byte) string, or as a LabVIEW string handle (four bytes of length
information followed by the string data). In this example, the default
setting (C String Pointer) is correct. Array and String options are
discussed in detail in Lesson\@riting DLLs

The third argument passed to this function is another string, which
contains the title of the message box window. Set up this argument
in the same way as the previous argument.

Finally, you must add the uType parameter, which is an unsigned
32-bit integer. This is the value that determines which type of
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message box is displayed. When you have finished configuring the
Call Library Function, you can double-check if your configuration

is correct by comparing the Function Prototype displayed in the
configuration window to that obtained from the documentation of
the function. This will help you determine whether or not you are
passing the correct data types to the function. Note that LabVIEW
uses descriptive names for data types. For example, the int32 data
type describes a 32-bit signed integer in LabVIEW. In most
compilers, this data type is described as int. The fully configured
Call Library Function is shown below.

li»! Call Library Function

Library Mame or Fath

Function M ame

Calling Conventions

Data Type |

uzerd2.dl

|MessageB o,

| Drefault [stdzall] =

Parameterireturn hipe

Tupe | M Lrneric

=l

Browse. .. |

|Rurin I Thread =]

]|

Signed 32-bit Integer _"I

Add a Parameter After

Vreleery pha s g ivanlenr

Function Pratotype:

int3e MeszageB oxd[ulnt32 kiaind, TSt [pText, C5tr lpCaption, ulnt32 uTvpe];

Ok

Cancel I

4. Check to see that you have completed the dialog box correctly by
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studying the figure above. Click ti@K button to close the

configuration window. Notice how terminals have been added to the
icon and the parameters of the function listed from left to right in the
function prototype match the data types appearing on the terminals of
the icon from top to bottom. The upper left input terminal is disabled
because the top output terminal is the return value of the function, not an
argument to the function.

3-5-6
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I
0l

1132
L3 g3z
El=Id Fl=I
El=Id Fl=I
L3z j iz

5. To complete the VI, build the diagram shown below. Remember to set
the representation of the numeric constants you connect to the Call
Library Function icon to the correct type.

Note All input terminals to the Call Library Function must receive data.

Block Diagram

Button Pressed

[Thiz W1 callz the MeszageB ox function in uzer32. dl

6. Once you have finished constructing the diagram, save your program
into c:\exercises\LV_Advi\dliclass.llb asMessage Box.vi
and run it. You will observe that the ABORT RETRY IGNORE dialog
box is displayed. Select other Message Box types, run the VI, and

observe that the DLL returns a numeric value representing the actual
button pressed.

Note It is much easier to call a function in a DLL through the Call Library
Function node than from a CIN.
7. After you are done, close all Vis.
End of Exercise 5-1
© National Instruments Corporation 3-5-7
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Exercise 5-2

Objective: To call the FindWindowA and FlashWindow functions in user32.dll.
You will create and run a VI that contains calls to the FindWindowA and
FlashWindow functions. With these two functions, you will build a VI that
will flash the title bar of the named window.

Front Panel

window name [

[Flash Title: Bar. vi |

flazh time [ms] [100] number of flazhes [1]
| &
%100 W
Error in [ho emor] error out
shatuz code status code

i ermor Igﬂ | hia efrar I ]
sOUrce FOUICE

:]‘ Getwindow ID.vi :”
1. OpenFlash Title Bar.vi from dliclass.llb . The front panel of this

VI is already built for you.

Block Diagram

rurnber of lashes [1

]

window name [*"

CET I

ﬂ FEH T
T —— e R R i
error out m

2. Build the block diagram as shown above. The TRUE case is €agbty.
Window Refnum.vi is already built for you. Open the VI from
dliclass.llb and examine its block diagram.
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mr_m| Get Window Refnum.vi(Select a VI.. menu indliclass.llb ) uses
theFindWindowA API function fromuser32.dll  to retrieve a
S window refnum identified by the window name. The following is an

explanation of the Call Library node configuration. The function
prototype for FindWindow as definedwindows.h is as follows:

function name

HWND FindWindowA (IpClassName, IpWindowName)
| |
} i

return type parameters

return type

The return type for the function is defined as a 32-bit unsigned integer. The
return value identifies the window that has the specified window name by a
unique refnum.

parameters

TheMicrosoft Win32 Programmer’s Refererists the data types of each of
the parameters to the FindWindow function; the actual type definitions are
all found in thewinuser.h file.

LPCSTR IpClassName—Points to a null-terminated character string that
specifies the window’s class name. If [pClassName is NULL, all class
names match. In this case, we must pass a NULL to this parameter. In
LabVIEW, when you pass an empty string to a DLL, you do NOT pass a
NULL pointer—just a pointer to a 0-byte string. Because a NULL pointer
has a numeric value of zero, the easiest way to pass it is to send an integer
value of zero. Hence, you will pass a 0 as a long integer.

LPCSTR IpwindowName—~Points to a null-terminated character string
that specifies the window name whose refnum is to be identified.
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The configuration of th&indWindowA function is:

[ts! Call Library Function |

uzerdZ di Browse... |

Function M ame IFin-:IWindDw.-“-‘-. [Fun in LI Thread _«|

Library Mame ar Path

Calling Corventions | Default [stdcall) _v|

F'arameterihwr'ld ‘E—

T_'HFIE I Murneric: _TI s i Faansier Bafon
Data Type | Unsigred 32-bit Integer -]

Add a Parameter After

Vrgdoery, tha oy savander

Function Prototype:
Llnt32 Findwindowmdfint32 IpzzClazziame, CSir lpzwindow ame);

ak. Cancel |

- Wait ms function (Time & Dialog subpalette). In this exercise, this
function determines the time in milliseconds between which the window is
flashed.

B T[] Unbundle By Namefunction Cluster subpalette). In this exercise, this
function extracts the value of the status Boolean.

Call Library function (Advancedsubpalette). In this exercise, you will
configure this node to call the FlashWindow functioasar32.dll

[132]
[T32] T3]
The function prototype of FlashWindow as specifiedimuser.h  is:

function name

BOOL Flashwindow (hWnd, binvert

4 —

return type parameters

p—
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The return type for the function is defined as a 32-bit signed integer:
int 32 bit signed integer

The Win32 API defines BOOL to be a 32-bit signed integer.

Parameters

TheMicrosoft Win32 Programmer’s Refererists the data types of each of
the parameters to the FlashWindow function; the actual type definitions are

all found in thewinuser.h file.

HWND hwWnd— Identifies the window to be flashed. This is the window
refnum generated bget Window RefNum.vi.

BOOL binvert— BOOL is a 32-bit signed integer.

Note

FlashwWindow uses the default (_stdcall) calling convention

Configure the Call Library Function as shown below:

[ts! Call Library Function

Library Mame ar Path  {uzerd2 dl

Browse... |

Function Mame IFIashWindl:uw

Calling Corventions | Default [stdcall) _v|
F'arameteria-:tive? .I]_
Type | Mumeric =]
Data Type I Signed 32-bit nteger _"I

|Rurin LI Thiead _=|

]|

Function Prototype:

int32 Flashtwindowiulnt32 Fwind, ink32 flowvert);

ak. Cancel |

3. After you have finished building the diagram, save the VI. Specify a
Window Name on the front panel window name control, flash time, and

© National Instruments Corporation 3-5-11
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number of flashes. Run the VI and observe that the named window’s title
bar flashes the specified number of times. For example, specify the
Window Name to bé&lash Title Bar.vi Diagram, run the VI, and you

will see the Diagram window's title bar flash.

Enter different values and window names and run the VI several times.
After you are done, close the VI.

End of Exercise 5-2

LabVIEW Advanced | Course Manual
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5-3

© National Instruments Corporation

Create a LabVIEW VI that uses t8etWindowTextA windows
API function inuser32.dll to rename a window. The user will
specify the window name on the front panel of your VI. Gs¢
Window Refnum.vi, which is provided to you to obtain the
windows refnum from the window name. The VI front panel is
already built for you aRename.vi Finish building the block
diagram. Use the following prototype for tBetWindowTextA
function for the LabVIEW Call Library Function:

int32 SetWindowTextA(ulnt32 hwnd, CStr windowName);
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Notes
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Module 3
Lesson 6
Exercises

Exercise 6-1
Objective: To create a simple DLL using the LabWindows/CVI compiler.

You will write and compile a simple DLL using the LabWindows/CVI
compiler. You then will call the DLL using the LabVIEW Call Library
Function.

1. Double-click on the LabWindows/CVI icon in the LabWindows/CVI
program group to launch the LabWindows/CVI development
environment.

2. Create a new project. Sel@arget: Dynamic Link Library from the
Build menu.

&l Untitled?_prj
File  Edit “iew HNLE Fun

S I=] E3

Instrument  Library  Tool: 'Window  Options Help

Mame Earmpile File [Erl+F
Build Project Clrl+bd
Link Project

Update Program Files From Digk.
tark Eile For Eampilaticn
flark &l Earn Eampilation

Standalone Egecutable
Instrurnent Diriver Support Orly v Diynamic Link Library
Create Dpnarmc Link Library. .. Chrl+5 hift+b4 Static Library
DLL Drebugaing

External Compiler Suppart...

Create Distribution Kit....
— I ——
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3. Create a new source file by selectigw » Source(*.c) filefrom the
File menu. Type in the following source code.
#include <cvirte.h>
#include <userint.h>
int__stdcall DIIMain (HINSTANCE hinstDLL, DWORD
fdwReason, LPVOID IpvReserved)

{
if (fdwReason == DLL_PROCESS_ATTACH) {

MessagePopup("In DIIMain", "I've been loaded");

}
else if (fdwReason == DLL_PROCESS_DETACH) {

MessagePopup("In DIIMain", "I've been unloaded");

}

return 1;

}

void fninternal(void)

{

MessagePopup(™, "In internal DLL function™);

}
void fnDLLTest(void)

{
MessagePopup("In DLL Test Function”, "Hi there");

fninternal();

}

Notice thaDIIMain hasthe stdcall keyword before it. This defines
the calling convention for the function. In Windows 95/NT/98, there are
two calling conventions, the C calling convention, denotedchgcl |,

and the standard call convention, denoteddnycall

4. Save thisfile intheV_Advi\cvi  directory adirstdll.c and add it
to the project by selectingdd File to Project from theFile menu.

5. Create a new header file by selectieyv » Include(*.h) from theFile
menu and type the following:

void fnDLL Test(void);
Save this file afirstdll.h and add this to the project as well.

6. Goto the project window and save the projetitsasll.prj . Then,
selectCreate Dynamic Link Library from theBuild menu. Select OK
if you are prompted to set debugging to none in order to create the DLL.
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7. The following Create Dynamic Link Library dialog box will appear
(your file path will be different).

i1 Create Dynamic Link Library

LY AdlSewibfirstdlLdl | Browse... |

¥ Usze Default

Where to copy DLL: fl Do ok copy |

¥ Frompt before ovenwriting file

Werzion [nfo... | Irmpart Library Choices. . Type Libramy...
Ilzing LoadE stermalModule——— | ~Exports
f4dd Files To DLL... | Export ‘What: Include File Symbols
OF,
Help... | Change...
Cancel

8. Click on the Import Library Choices... button. On the next dialog box,
selectGenerate Import Libraries for All Compilers and click on OK.
Selecting this option will create import libraries for each of the four
supported compilers in subdirectories under the project’s root.

i1 DLL Import Library Choices |

" Generate impart library for current compatibility mode

8 Generate import libranies for all compilers:

[ Use Wl plughplay Subdirectories

0K Cancel
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9.

Click on the Change... button in the Exports section. In the DLL Export
Options dialog, checfirstdll.h and then click on OK.

LabWindows/CVI will use this header file to determine what functions
to export. The only function prototype in the header file is for
fnDLLTest and thus will be the only function exported.

tw DLL Export Options |

YWhich Project Include Eiles:

Fhrztdilh |

[]

Ok Cancel |

10. Finally, click OK to have LabWindows/CVI create the DLL and import

LabVIEW Advanced | Course Manual

libraries (your file paths will be different).

v Labwindows/CY¥l Meszage

The following files have been successfully created.

chErercizesh UV Advlhovibfirztdll. dll
chErercizesh LY _Advlhorvibfirztdll lib

o hExercizes LV _Advlvovitmzwchbirstdll b
chErercizezh UV _Advlhovihapmantecfirstdll b
o hExercizes Ly _Advlovitborlandsfirztdll b
chErercizesh Ly _Adwlhowitwatcarmfirstdll lib

By default, the names of the DLL and import libraries created are the
same base name as the project. In this €iaséll.dll IS created,
along with five copies dirstdIl.lib (import library). One import
library always is created in the same directory as the DLL. That import
library is created with the current compatibility mode, Visual C++.
Another copy of that import library is placed in thevc subdirectory.

The three remaining import libraries are for the other three compilers
and stored in their respective subdirectories (Borland, Symantec,
Watcom).

If you want to distribute this DLL and you know which compiler your
DLL will be used with, then you just need to ship the DLL, the header
file, and the import library for that particular compiler. If you do not
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know which compiler your DLL will be used with (which is the case
most of the time), you can distribute all of the import libraries with the
DLL and header file. The end users must decide which import library to
use based on their compiler. For LabVIEW, you will need the DLL and
the header file to help configure the Call Library Function Node.

11. Close all open windows and exit CVI.

12. Launch LabVIEW and open a new VI. In the diagram window, access
the Call Library Function node from tR@nctions » Advancedoalette.
Configure the Call Library Function as shown below:

il Call Library Function |
Libram Mame or Path  |c:\exercizesh Dy _adwWCW ] Firstdll dil e |
Function Mame  [frDLLT est |Runin Ul Thread =]
Calling Conventions | Drefault [stdcall =l
Parameterireturn type -E—
Type | ioid =1 Akl s Pariader Badors

Add a Parameter After

i S 2
Prpslmr, dhs Bin savizione
) s. :5. T R, .*.:'\..":"\.."\.s. H

Function Pratatype:
woid fDLLT est(vwoid);

] Cancel |

13. Click on the OK button. You will see the first message pop-up indicating
that the DLL is loaded, as shown below. You will see that the VI run
arrow is broken until you press OK on this message box.

E=! In DIIMain

|"ve been lnaded
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Note When you first run this VI, the message pop-up appears behind the VI
window, and you may not be able to see it. Press <Alt-Tab> to bring up the
dialog box and click OK.

14. Run the VI. You should see a message pop-up wheénDhé Test
function is called and another message pop-up for the internal call from
fnDLLTest tofninternal , as shown below:

=l In DLL Test Function | [ ]

Hi there I internal DLL function

15. After you finish running the VI, save the VImsstdll.vi and then close
it. When the VI is closed, the DLL is unloaded and you will see the
unloaded message pop-up as shown below.

2l In DM ain

|'ve been unloaded

End of Exercise 6-1
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Exercise 6-2A
Objective: To create a simple DLL using the Visual C++ compiler

(Compiling of the DLL is a demo only on the instructor's machine.)

You will observe writing and compiling a simple DLL using the

Visual C++ compiler on your instructor’s machine. Then you will call the
DLL using LabVIEW's Call Library Function. This DLL is in the
exercises\LV_Advl directory.

1. From theéStart menu, choosBrograms » Microsoft Visual C++ 5.0 »
Microsoft Visual C++ 5.0. This launches Microsoft Visual C++ 5.0.

2. Create a new project by selectigw » Projectsfrom theFile menu.
A window will appear with the possible types of new files. Select
Projects tab and choose WIN32 Dynamic Link Library as the Type.
Name the projeaturdll . Specify the path as
c:\exercises\LV_Advl

3. Use a text editor or the editor built into Microsoft Visual C++ to create
the C source code and header files. Name theofiléd_L.c and
ourDLL.h . The listings for the two files are shown below:

/* ourDLL.c source code */

#include <windows.h>

#include <string.h>

#include <ctype.h>

#include "ourdll.h"

BOOL WINAPI DlIMain (HINSTANCE hModule, DWORD dwFunction,
LPVOID IpNot)

{
return TRUE;

}

/* Add two integers */

_declspec (dllexport) long add_num(long a, long b){
return((long)(a+b));}

/* This function finds the average of an array of single
precision numbers */

_declspec (dllexport) long avg_num(float *a, long size,
float *avg)

{

inti;

float sum=0.0f;

if(a = NULL)

{

for(i=0;i < size; i++)

sum = sum + a[i];

}

else

return (1);
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*avg = sum / size;

return (0);

}

/* Counts the number of integer numbers appearing in a
string. */

_declspec (dllexport) unsigned int numintegers (unsigned
char * inputString)

{

/* Note that this function does not check for sign,
decimal, or exponent */

int lastDigit = 0;

unsigned int numberOfNumbers = 0, stringSize, i;
stringSize = strlen(inputString);

for(i = 0; i < stringSize; i++)

{

if (!lastDigit && isdigit(inputString[i]))
numberOfNumbers++;

lastDigit = isdigit(inputString([i]);

}

return numberOfNumbers;

}

Header file listing:
/*

* ourDLL.h: header file
*/

BOOL WINAPI DIIMain(HINSTANCE hinstDLL,DWORD,LPVOID);

_declspec (dllexport) long add_num(long, long);
_declspec (dllexport) long avg_num(float *, long, float *);
_declspec (dllexport) unsigned int numintegers
(unsigned char *);

LabVIEW Advanced | Course Manual 3-6-8
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Note If source code is saved with the default .cpp extension, the function names will
be mangled (decorated) unless declared with extern “c”. If you used the
_stdcall calling convention, the module definition file would be required, as
shown below:

/* ourDLL.def */
EXPORTS
avg_num
add_num
numintegers

4. The example DLL above defines three simple functions:
e add_num adds two integers.
* avg_nu m finds the simple average of an array of numeric data.
* numintegers counts the number of integers in a string.
The above functions use the C calling conventions.

Note LabVIEW can call DLLs that use the stdcall calling convention, as well as
DLLs that use C calling conventions.

5. AddourDLL.c to your project by selecting tAald to Project option
from theProject menu. After adding these files to the project, press the
OK button in the dialog box.

6. To compile the code into a DLL, sel&uild ourDLL.DLL from the

Build menu. AfterourDLL.dIl is built successfully, you can use the
LabVIEW Call Library Function to call the different functions in the
DLL.

7. Now, you will create a VI that calls theg_num function in
ourDLL.dIl . Then, open a new VI in LabVIEW. On the block
diagram, place th€all Library Function icon from theAdvanced
subpalette of thEunctions palette. Pop up on the icon and select the
Configure... option.

8. Configure the node to call theg_num function inourDLL.dll  as
shown in the figure below. You first specify the location of the DLL by
typing in the pathname. Also, specify the name of the function you want
to call in the DLL. In this case, it &8/g_num. The calling convention
for this function in the DLL is C. The return type is signed 32-bit Integer.
The parameters to the function are an Array Data Pointer to 4-byte
single-precision floating point numbers, a 32-bit signed integer that
contains the size of the array, and a pointer to a 4-byte single-precision
floating-point value, which will return the average of the elements in the
array.
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EE Call Library Function |
Library Mame or Path IE:'xEHercises'\.L"-.-"_.-'l‘-.dvl'x-:uuru:lll.u:lll e
Function Mame Ia'-.fg_num |Rurin LI Thread =]
Caling Corventions | C =l
Parameterireturn tupe E—
Tupe | Murmeric =] Agkd s Parirader Badore
Data Type I Signed 32-bit Integer _vl

Add a Parameter After

Prgelarg thas

Function Prototype:

int3Z avg_numizingle *a, int32 zize, single *avqg);

] | Cancel |

9. Create the front panel and block diagram as shown below. Then, connect
the appropriate controls and indicators to the Call Library Function icon.
After you are done, save the VIARRAYAVG.vi indliclass.llb

Front Panel and Block Diagram

A f dat
%ﬂMl Ayerage Walue
0 m0 1.750
=[1.00 [Call Library Function| Encr
00 - j
v/2.00 e
(Crurrirny ' g
Errar [avig_rumlfloat® a, long size, float® avg)]
Durnrmy Y alue Iﬂi

+/0.00
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10. Enter values in the array of data and run the VI. You will see that the

avg_num function in the DLL will calculate the average and return the
value to LabVIEW.

11. As a further exercise on your own, build a VI that calls the

numintegers  function inourDLL.dIl . Save the VI ablumber of
Integers.viin dliclass.llb

End of Exercise 6-2A
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Exercise 6-2B

(Compiling the DLL Using the LabWindows/CVI Compiler)

Objective: To create a simple DLL using the CVI compiler.

You will observe writing and compiling a simple DLL using the CVI
compiler. Then you will call the DLL using the LabVIEW Call Library
Function. This DLL is in the LabVIEW directory.

1. Launch LabWindows CVI by choosifyograms »

/* ourDLL.c source code */
#include <windows.h>
#include <string.h>
#include <ctype.h>

CVI(Common) » CVI.

From theFile menu, choosblew » Prgect(*.prj) and then save the

project asourDLL .

From theFile menu, choosBlew » Source(*.c) Type the following
source code and save the filmasDLL.c . ChooséNew » Include(*.h)
and then type in the function prototypes. Save the fiteidas L.h .

#include <cvirte.h> /* Needed if linking in external
compiler; harmless otherwise */

#include "ourdll.h"

BOOL WINAPI DIIMain (HINSTANCE hModule,DWORD dwFunction,

LPVOID IpNot)

{
return TRUE;

}
/*Add two integers */

long _export add_num(long a, long b)

{
return((long)(a+b));

}

/* This function finds the average of an array of single

precision numbers*/

long _export avg_num(float *a, long size, float *avg)

{

int i

float sum=0.00;
if(a '= NULL)

{

for(i=0;i < size; i++)
sum = sum + ali];

}

else

return (1);

*avg = sum / size;
return (0);

LabVIEW Advanced | Course Manual
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}

/* Counts the number of integer numbers appearing in a string. */
unsigned int _export numintegers (unsigned char *
inputString)

{

/* Note that this function does not check for sign, decimal,
or exponent */

int lastDigit = 0;

unsigned int numberOfNumbers = 0, stringSize, i;
stringSize = strlen(inputString);

for(i = 0; i < stringSize; i++)

{

if (!lastDigit && isdigit(inputString[i]))
numberOfNumbers++;

lastDigit = isdigit(inputString[i]);

}

return numberOfNumbers;

}

Header file listing:

/*

* ourDLL.h: header file

*/

long _export add_num(long, long);

long _export avg_num(float *, long, float *);
unsigned int _export numintegers (unsigned char *);

Module 3 Lesson 6 Exercises

4. The example DLL above defines three simple functions:

* add_num adds two integers

* avg_num finds the simple average of an array of numeric data
* numintegers counts the number of integers in a string
The above functions use the C calling conventions.

Note LabVIEW can call DLLs that use the stdcall calling convention, as well as

DLLs that use C calling conventions.

ov1 DLL Export Dptions

Export wihat: fi Inciude File Symbolz

Mw'hich Project Include Files:

e

Cancel |
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ourDLL.dII

Add theourDLL.c file andourDLL.h file to your project by choosing
Add Files into Project...from theEdit menu. Selectarget: Dynamic
Link Library from theBuild menu. Next, build the DLL by selecting
Create Dynamic Link Librar y from theBuild menu. Be sure you
export the DLL functions by selecting the header file from the DLL
Export options as shown below.

AfterourDLL.dIl s built successfully, you can use the LabVIEW Call
Library Function to call the different functions in the DLL.

Now you will create a VI that calls theg_num function in

. Place the Call Library Function icon from #hdvanced
subpalette of thEunctions palette. Pop up on the icon and select the
Configure... option.

Configure the node to call theg_num function inourDLL.dIl  as
shown in the figure below. You first will specify the location of the DLL
by typing in the pathname. Also, specify the name of the function you
want to call in the DLL. In this case, itasg_num. The calling
convention for this function in the DLL is C.

The return type is signed 32-bit integer. The parameters to the function
are an Array Data Pointer to 4-byte single-precision floating-point
numbers, a 32-bit signed integer that contains the size of the array, and
a pointer to a 4-byte single-precision floating-point value, which will
return the average of the elements in the array.

[E»! Call Library Function |

Library Mame ar Path IE:"aE:-:eru:ises'\L"v’_.ﬂ.dvl'\u:uurdll.u:lll

Browse. ..

Furiction M ame Iavg_num

|Rurin I Thread =]

Calling Corventions | C =]

Parameterireturn type

Type | MHurmeric =] s s Fapanadey Badors

Data Type |

Signed 32-bit lnteger =]

Function Praototype:

i3 avg_num(zsingle *a, int32 size, single “avg);

k. Cancel
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9. Create the front panel and block diagram as shown below. Then, connect
the appropriate controls and indicators to the Call Library Function icon.
After you are done, save the VIARRAYAVG.vi indliclass.llb

Front Panel and Block Diagram

&rray of data
Ayerage Walue
1.00 A7s0
noo Lo [Call Library Function] 5:”':"
- m o -l EEI
3.00

200 B

EOll

L NE IR N NN

(Crurnirny ' alue
g [avg_numifloat &, long size, float” avg]|
rmor
Durnrmy W alue T
3000 Q‘

10. Enter values in the array of data and run the VI. You will see that the
avg_num function in the DLL will calculate the average and return the
value to LabVIEW.

11. As a further exercise on your own, build a VI that calls the
numintegers  function inourDLL.dIl . Save the VI ablumber of
Integers.viin dliclass.llb

End of Exercise 6-2B
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Exercise 6-3A

Objective: To create a 32-bit DLL with two exported functions that demonstrate how to resize
your array and call them from LabVIEW.

(Compiling of the DLL is demo-only on instructor’'s machine.)

You will write functions in a DLL that will require you to resize an array in
LabVIEW. This will illustrate how to allocate array data in LabVIEW and
pass it to the DLL to act as a buffer. You will use the Visual C++ compiler
to compile this DLL.

1. From theStart menu, choosBrograms » Microsoft Visual C++ 5.0 »
Microsoft Visual C++ 5.0. This launches Microsoft Visual C++ 5.0.

2. Create a new project by selectidgw from theFile menu. A window
will appear with the possible types of new files. SelecPttugects tab
and choose WIN32 Dynamic Link Library as the Type. Name the project
acquire . Specify the path as\exercises\LV_Advl

3. Use a text editor or the editor built into Microsoft Visual C++ to create
the C source code. If you use the Visual C++ editor to create source file,
select the Add to Project option. Save the filaagiire.c

/-k

* acquire.c: DIl source file for EX 6-3A

* functions: determineSize

* acquireData

*/

#include <windows.h>

#include <stdlib.h>

/* function prototypes*/

BOOL WINAPI DIIMain(HINSTANCE hinstDLL,DWORD,LPVOID);
_declspec (dllexport) int determineSize(int, int);

_declspec (dllexport) void acquireData(float *, int, int);

BOOL WINAPI DIIMain (HINSTANCE hModule, DWORD dwFunction,
LPVOID IpNot)

{
return TRUE;

}

/* determineSize function determines the size of the array
data */

_declspec (dllexport) int determineSize(int channels, int
numsScans)

{

return(channels * numScans);

}

/* acquireData acquires the data and puts it into the
array*/

_declspec (dllexport) void acquireData(float* buffer, int
channels, int numScans)

{
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inti;
for(i=0; i < channels * numScans; i++)
buffer[i] = (float) rand()/3276.7f;
}
4. Ifthe.c file is not already added to your project, chooseAithe to
Project... option from theProject menu. Select the filacquire.c
Build the DLL by selectindduild acquire.dll from theBuild menu.

5. You will call thedetermineSize  andacquireData  functions from
LabVIEW. Open a new VI in LabVIEW and create the front panel and
block diagram as shown below:

Front Panel and Block Diagram

Charnels| Data Acquired
=2 @ om
BB
numScans| [1.53
EE |

[int determineSize(int charnelz, int numS cang|
Channels *

D ata Acquired
E3HA
EE [void acquireD ata(floatbufier, int channels, ink nums cans|

Call Library function Eunctions » Advancedpalette).

> g Initialize Array function(Functions » Array palette).
b

© National Instruments Corporation 3-6-17 LabVIEW Advanced | Course Manual



Module 3 Lesson 6 Exercises

Configure the two functions as shown below, making sure that you specify
the correct path to the DLL:

EE Call Library Function E |
Library Mame or Path IE:'\EHercises'xL"v"_.-’-'-.dvl'\acquire.dll Browse.
Function Mame IdetermiHESize |Run in Ul Thread =]
Calling Conventions | C -l
Parameterireturn hipe -I]—

Type | Murneric =] sgki o Fararader Palors
Data Tyupe I Signed 32-bit Integer _"I

Add a Parameter &fter

Vigeloer thas Fay

Function Protatype:

int32 determineSize(intaZ channels, ink32 numScans);

k. Cancel
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il Call Library Function |

Library Marme or Path IE:HE sercizesh LY _Advlacquire. dil Browse.
Function Hame IacquireD ata |Hun in 1l Thread =]
Caling Conventions | C |
Parameterireturn type -II[ L
Type I "ioid _""I sk s Fay ey Balor

Function Protatype:

void acguireD atalzingle *buffer, int32 channels, int32 numS cansz);

ak. | Cancel |

6. Save the VI aAcquire.vi indliclass.llb . Enter different values for
channels and numScans and run the VI several times. After you finish,
close the VI.

End of Exercise 6-3A
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Exercise 6-3B

Objective: To create a 32-bit DLL with two exported functions that demonstrate how to resize
your array and then call them from LabVIEW.

You will write functions in a DLL that will require you to resize an array in
LabVIEW. This will illustrate how to allocate array data in LabVIEW and
pass it to the DLL to act as a buffer.

1. Launch LabWindows CVI by choosifgograms »
CVI(Common) » CVI.

2. From theFile menu, choosblew » Project(*.prj) and then save the
project as acquire.

3. From theFile menu, choosBlew » Source(*.c) Type the following
source code and save the fileaagquire.c . ChooseéNew »
Include(*.h) and then type in the function prototypes. Save the file as
acquire.h

Header File

/* acquire.h: DIl header file */

/* function prototypes*/

#include <windows.h>

#include <stdlib.h>

BOOL WINAPI DlIMain (HINSTANCE, DWORD, LPVOID);
int _export determineSize(int, int);

void _export acquireData(float *, int, int);

Source File

/*

* acquire.c: DIl source file for EX 6-3B

* functions: determineSize

* acquireData

*/

#include "acquire.h"

BOOL WINAPI DIIMain (HINSTANCE hModule, DWORD dwFunction,
LPVOID IpNot)

{
return TRUE;

}

/* determineSize function determines the size of the array
data */

int _export determineSize(int channels, int numScans)

{

return(channels * numScans);

}

/* acquireData acquires the data and puts it into the array*/
void _export acquireData(float* buffer, int channels, int
numsScans)
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int i;
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for(i=0; i < channels * numScans; i++)
buffer[i] = (float) rand()/3276.7f;

}

4.

© National Instruments Corporation

Add theacquire.c  file andacquire.h  file to your project by
choosingAdd Files into Project...from theEdit menu. In the Project
Window, selectcquire.c  andacquire.h . SelecfTarget: Dynamic
Link Library from theBuild menu. Next, build the DLL by selecting
Create Dynamic Link Library from theBuild menu. Be sure you
export the DLL function by selecting the header file from the DLL
Export options as shown below:

w1 DLL Export Options

E sport “wWhat: el Inizide File Symbalz
Mdhich Project Include Files:

e Y

ok Cancel |
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5. You will call thedetermineSize  andacquireData  functions from

LabVIEW. Open a new VI in LabVIEW and create the front panel and
block diagram as shown below:

Front Panel and Block Diagram

Channels D ata Acquired

Cl— £l

humScans
&
|2

I

|

it determineSize(int channelz, int numScans]

Channels
[15z] 2.0H Data Acquired
[s6L]
|
EE [void acquireD atalflaat*buffer. int channels, int nums cans]

Call Library function Functions » Advancedpalette).

,',f Initialize Array function Eunctions » Array palette).

Configure the two functions as shown below, making sure that you
specify the correct path to the DLL:
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Library Hame ar Fath ‘E:'xE:-:eru:ises'\L"-I_.i'-.dvI'xau:quire.dll

Function M arne |determineSize

Calling Conwentions | C |
Parameter |return type E|

Type | Murnenc =]
Data Type | Signed 32-bit lnteger =]

Function Prototype:

Browse...

[Funin Ul Thread =]

Add a Parameter After

PR S

int32 determineSize(int32 channels, int32 numScanz);

] Cancel |

li»! Call Library Function

Libramy Mame ar Path ‘E:'\E:-:en:ises'\L‘u’_.ﬁ.dvl'\acquire.dll

Function Mame |au:quireData

Calling Conventions | C

] L

Parameter |return type

Twpe | Woid =]

Function Pratotype:

Browse. ..

[Rumin U Thread =]

Add a Parameter After

i e
Prpsizere thas Beinr
H s. :F. T .t.:

void acquireD atalzingle *buffer, int32 channels, K32 numScans);

0k, Cancel
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6. Save the VI aAcquire.vi indliclass.llb . Enter different values for
channels and numScans and run the VI several times. After you have
finished, close the VI.

End of Exercise 6-3B
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Exercise 6-4

Objective: To create a 32-hit DLL with one exported function containing a CIN function to resize
an array using the Visual C++ compiler.

(Compiling of the DLL is a demo only on the instructor’'s machine.)

You will write a function in a DLL that will use a CIN function to resize the
array.

1. Create a new project by selectigw from theFile menu. Choose the

type to be a Win32 Dynamic Link Library and name the project resize.
Create thec file by choosingNew File from theFile menu. Write the
following source code and name the fidgize.c . Notice that the
header fileextcode.h is included and thBSSetHandleSize
function is used to resize the array.

/*

* resize.c: DIl source file for EX 6-4

* functions: acquireData

*/

#include <windows.h>

#include <stdlib.h>

#include "C:\Program Files\National Instruments\labview\cintools\extcode.h"

typedef struct {

int32 dimSize;

float32 argl[1];

} TD1;

typedef TD1 **TD1Hdl;

/* function prototypes*/

BOOL WINAPI DIIMain(HINSTANCE hinstDLL,DWORD,LPVOID);

_declspec (dllexport) int32 acquireData(TD1HdI, int32,

int32);

BOOL WINAPI DIIMain (HINSTANCE hModule, DWORD

dwFunction, LPVOID IpNot)

{
return TRUE;

}

/* acquireData acquires the data and puts it into the
LabVIEW array*/

_declspec (dllexport) int32 acquireData(TD1HdI LVHandle,
int32 channels, int32 numScans)

{

int32 sizeofarray, i;

MgErr error;

/*determine size of buffer*/

sizeofarray = channels * numScans;

/* allocate memory for LVHandle*/
error=DSSetHandleSize(LVHandle, (sizeofarray+1) *
sizeof(float32));

if(error'=mFullErr && errorl=mZonekErr)
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{

/* initialize four byte header to size of array */
(*LVHandle)->dimSize = sizeofarray;

/* acquire data */

for(i=0; i < sizeofarray; i++)

(*LVHandle)->arg1[i] = (float32) rand()/

3276.7f;
return O;

}

else
return 1;

}

Addresize.c  to the resize project by selectiAgd To Project...
from theProject menu and selectingsize.c

Add the library that contains the LabVIEW CIN functions to your
project by choosingdd To Project... from theProject menu and
choosingabview.lib from theLabVIEW/cintools/win32

directory

SelectProject » Settings » C/C++ tabChooseCategory to beCode
Generation andUse run-time library as multithreaded DLL .

Build the DLL by selectin@uild Resize.dllfrom theBuild menu.

Now you will build a VI and use theall Library function to call the
acquireData  function. Build the front panel and block diagram of the
VI as shown below and save the VIR&ssize.vi

Front Panel and Block Diagram

Channels
IR

nums cans
C|

Arra
[56L]

7. Configure theCall Library function as shown below. Be sure to specify

LabVIEW Advanced | Course Manual

the correct path teesize.dll
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EE Call Library Function B |

Libramy Mame or Path IE:'xE:-:eru:ises'xLU_.ﬂ-.dvl'xresize.dll Browse,

Function Warme Ian::quireD ata |Hun in I Thread =]

Caling Conventions | C =l

Parameterireturn tpe E—
Type I Yoid _'I A a Faranader Bafoes

Add a Parameter After

Vigelaang thas g

Function Protatype:

void acquireD ataldrrayl DSingle *buffer, int32 channelz, int32 numS acns);

] 4 | Cancel |

8. Specify values for number of channels and number of scans and then run
the VI. The correct array buffer is allocated within the DLL and an array
of data is returned to LabVIEW. After you have finished, close the VI.

End of Exercise 6-4
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Additional Exercise

6-5

Write a DLL that receives two strings from LabVIEW, stringl and
string2, and concatenates them. Return the concatenated string as a
LabVIEW string handle. Be sure that you resize your string within
the DLL. Then, write a VI that will call youConcatenate

function. Name the C fil€oncat.c and the LabVIEW VI

Concat.vi.

Hint: Use the following function prototype for your function:

void Concatenate(CStr* stringl, CStr*
string2, LStrHandle LVHandle, int32 size);

Note Remember to include labview.lib from the cintools directory if you are using
the Visual C++ compiler. Also, select the Project » Settings » C/C++ tab and
choose Run-time library as multithreaded DLL.

LabVIEW Advanced | Course Manual
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This appendix contains the following sections of useful information:
Application Notes

The LabVIEW Style Guide

Remote Automation using DCOM

Dynamic Data Exchange

Networked DDE (NetDDE)

LabVIEW Internet Toolkit

Common Questions about Writing and Calling DLLs

Common Questions about CINs

IOMTMOUO®>

Instructor’s Notes
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A. Application Notes

Many LabVIEW application notes are available. You can request these
notes from National Instruments or access them from the National

Instruments ftp site, web site, or FaxBACK system. The Instrupedia
CD-ROM also contains all application and technical notes available.

Although some application notes may pertain to LabVIEW for Macintosh,

they also apply to LabVIEW for Windows. A list of application notes is

given below. However, we are constantly adding new application notes. For

a current list, contact National Instruments.

Part Number

Title

341185A-01 | Building Internet-Enabled Virtual Instruments with LabVIEW,
LabWindows/CVI, and ComponentWorks
341095C-01 | Creating Reusable Test Code for LabVIEW, Visual Basic, and C/C++
with LabWindows/CVI
341234A-01 | Designing Filters Using the Digital Filter Design Toolkit
340018D-01 | Developing a LabVIEW Instrument Driver
340479-01 | Fast Fourier Transforms and Power Spectra in LabVIEW
341210A-01 | G Math - A New Paradigm for Mathematics
341143A-01 | How to Call Win32 Dynamic Link Libraries (DLLs) from LabVIEW
340873B-01 | How to Call Windows 3.X 16-Bit Dynamic Link Libraries (DLLS)
from LabVIEW
341455A-01 | Jump-Starting Instrument Control with Interactive Control and
LabVIEW Instrument Wizard
341294B-01 | LabVIEW 4.1 DAQ Wizards Automate Program Generation
341240A-01 | LabVIEW and LabWindows/CVI Test Executives—Strategic
Overview
341423A-01 | LabVIEW Instrument Driver Standards
341412C-01 | LabVIEW Version 5.0, The Power to Make It Simple
341428A-01 | LabVIEW Instrument Driver Checklist and Submittal Form
340478-01 | Linear Systems in LabVIEW
341560A-01 | Serial Polling and SRQ Servicing with NI-488.2 Software and
LabVIEW
340555-01 | The Fundamentals of FFT-Based Signal Analysis and Measurement in
LabVIEW and LabWindows
340454-01 | Timing a LabVIEW Operation

LabVIEW Advanced | Course Manual
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Part Number Title

ith

341521A-01 | Using IVI Drivers to Build Hardware-Independent Test Systems W
LabVIEW and LabWindows

341505A-01 | Using IVI Drivers to Simulate Your Instrumentation Hardware in
LabVIEW and LabWindows

341419A-01 | Using LabVIEW to Create Multithreaded Applications for Maximym
Performance and Reliability

341103A-01 | Using Object Linking and Embedding (OLE) Automation in
LabVIEW 4.0

340455-01 | Using Output Tunnels to Build Arrays

340930B-01 | Using VXIplug&play Instrument Drivers with LabVIEW 4.0 for
Windows

341136A-01 | Writing Win32 Dynamic Link Libraries (DLLs) and Calling Them
from LabVIEW

340987C-01 | Writing Windows 3.X 16-Bit Dynamic Link Libraries (DLLs) and
Calling Them from LabVIEW

341029D-01 | Your Competitive Advantage with LabVIEW

B. The LabVIEW Style Guide

LabVIEW with Styleby Gary W. Johnson and Meg Kay, contains many
examples of good LabVIEW programming. Based on input from actual
users and programmetsabVIEW with Styleliscusses program design,
documentation, front panels, and diagrams. You can request this document
from National Instruments or access it from the National Instruments web

page.
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C. Remote Automation Using DCOM

This section discusses the various steps involved in getting LabVIEW to
work as a remote server. ActiveX clients can use DCOM to communicate
with a LabVIEW on a remote machine as a server.

DCOM is supported only on Windows 95/NT/98. You need to have one
server machine and one or more client machines running Windows
95/NT/98. LabVIEW 5.0 should be installed on the server machine. You
need to configure DCOM on both the server and the client machines.

Before you read further, there are two important issues to be mentioned:

* You cannot communicate between two copies of LabVIEW on different
machines. The client LabVIEW will intercept all calls to the server.

* You cannot do remote activation if the server is on a Windows 95/98
machine. LabVIEW has to be launched manually on the server machine.

The following sections discuss the different steps involved in performing
secure DCOM under both Windows 95/NT/98. Your client and server
machines must be hooked onto an NT domain to perform secure DCOM.
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Configuring the Server on NT
1. Install LabVIEW and run it at least once.
You should be logged on as the System Administrator to configure

DCOM. The next few steps involve setting up access permissions for
clients to launch LabVIEW on the server machine.

LabVIEW must be run at least once on the server for the purpose of
registration with the system before performing the next steps.

2. Run the DCOM Configuration UtilitydCOMCNFG.EXHrom the
command line or fronstart » Run. You should see the following
configuration dialog box.

Distributed COM Configuration Properties

Applications I Default Properties | Default Security

Applications:

Image Docurment -]
Ingtantiated by AEM anager on the server machine, so that multiple AE
IPH

Labv|Ew Application

MAFI 1.0 Sezzion [+1.0]

kAPl LogonF emote

Media Clp

kicrozaft Clip Gallery

Microsoft Drawing 1.01

Mizrazaft Equatian 3.0

Microzoft Excel 37 Application
Micrazaft Graph 97 Application
Microzoft kap

kicrazaft Phota Editor 3.0 Phata
Microzoft Schedule+ 7.0 Application
Microzoft word Bazic

Microgoft \word Docurment
Microsoft WwWordért 3.0

MSDEY APPLICATION ;I

F, Cancel Soply

3. DCOMCNEG lists the applications registered with the system.
LabVIEW Application should be listed; if not, you should run
LabVIEW.
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Distributed COM Configuration Properties

&pplications  Default Properties | Default 5ecurity

¥ Enable Distributed COM on thiz computer

= Default Diztributed COM communication properties

The Authentication Level specifies security at the packet level.

Default Authentication Lewel:

Connect _:j

The Impersonation Level zpecifies whether applications can
determing wha iz caling them, and whether the application can da
operations using the client's identity.

Drefault Imperzonation Lewvel:

|1 dentify -l

[T iProvide additional zecurity for reference tracking

F ; Cancel Apply

4. You should enable DCOM if not already enabled. To enable DCOM,
click onDefault Propertiestab. You can also set the default
authentication and impersonation levels here. It is advisable to set the
authentication t€onnectand impersonation fdentify . If you need to
do nonsecure DCOM, you can set authentication to none.

5 Note If you set authentication to none, call security for the entire machine is turned
off. Any client will be able to call into any COM server running on this
machine.

5. Click onApplications tab. SelectabVIEW Application and click on
Properties...
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Select th&ecurity tab. You can customize which users or groups of
users can launch, access, or configure an application, as shown below.
Choose the users/groups that are allowed access to LabVIEW server.
You need to specify the launch and access permissions. Always allow
access t®YSTEM—that is, the operating system. You can also choose
to use default permissions. If you do so, make sure you have provided
access permissions to the relevant users/groups Defa@lt Security

page of the DCOM Configuration Tool.

Lab¥IE'W Application Properties ;

i~ Usze default access permissions

— %' Use custom access permissions
Y'ou may edit who can access this application.
Edit...
" Use default launch permissions
— % Lze custom launch permissions
Y'ou may edit who can launch thiz application.
Edit...

" Use default configuration permissions

W % Lze custom configuration permizsions

| You may edit who can change the configuration infarmation far this
| application.

Edit.. i
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7. Select thédentity tab and choose the identity of the user on behalf of
whom LabVIEW is run on the server. Specify the interactive user if it
does not matter who is logged on the server. If you specify the launching
user or a particular user, make sure the user has proper access permission
for the server to function properly, or else you will get a “permission
denied” message from the server. If you have Windows 95 clients,

choose the interactive user.
Lab¥IEW Application Properties BHE ;
Generali Lu:u:atiu:un; Securty  [dentity 1

“WWhich user account do vou want to use ko run this application?

' The launching user

" This user:

e
LSET:

Easswnrd:

[Eanfinom Fasswiond

1

£ Tihe Systen decount [serices only

] ; Cancel Apply

8. Click OK and exit DCOMCNFG. LabVIEW is now configured for
remote automation.
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Configuring the Client on NT

1. You should be logged on as the System Administrator to configure
DCOM.

2. If LabVIEW has not been installed and run on the client machine, you
should run the attached registration file.

3. Run the DCOM Configuration UtilitydCOMCNFG.EXErom the
command line or fronstart » Run. This should bring up the DCOM
Configuration Tool.

4. Double-click orLabVIEW Application and click on thé.ocation tab.
UncheckRun application on this computer CheckRun application
on the following computerand specify the server machine name as
shown below:

Lab¥IEW Apphcation Properties [ 7] i

General Location i Seu:urit_u; Identit_l,l;

The following zettings allow DCOM to locate the comect computer for thiz
application. IF pou make more than one zelection, then DCOM uzes the first
applicable one. Client applications may overnde your zelections.

[ Bun application on the computer where the data is located

[ Run application on this computer

¥ Fun application on the following computer:

marlinzpike Browsze. .. 1

] 4 ; Cancel Apply

5. Click OK to go to theApplications page. Click on th®efault
Properties tab. Make sure the authentication and impersonation levels
are set ta€Connectandldentify , respectively.

6. ClickOK and exit DCOMCNFG. You are ready to communicate with
LabVIEW on the remote machine.
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Installing DCOM on Windows 95
Unlike NT, Windows 95 does not come preinstalled with DCOM. You need
to install DCOM on your server and client machines by performing the
following steps:

1. If DCOM is not installed on your machine, you need
to install DCOM either by downloading it from
http://www.microsoft.com/oledev or at the
time of LabVIEW installation, as shown below:

Select Components Ed |

|f your chooze to uze Activer funchionality, you need ta install
DCOM for Windows 95, Pleaze select one of the following
ophions o install it

i nztall DCOM For Windows 95
" Download DCORM for windows 95 from the Microzoft web site
" Do not Inztall DCOM for Windows 95,

< Back I MHext > I Cancel

2. DCOMCNFG.EXHoes not come preinstalled with Windows 95.
You need to install DCOMCNFG by downloading it from
http://www.microsoft.com/oledev . Change the access control
from control panel/network to user-level access control for
DCOMCNFG to work.
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Configuring the Server on Windows 95
1. Install LabVIEW and run it at least once.
2. Run the DCOM Configuration UtilityDdCOMCNFG.EXHErom the
command line or fronstart » Run.
3. Click on Default properties. Enable DCOM if not already enabled. You
can also set the default authentication and impersonation levels here. It

is advisable to set the authenticatiofCinnectand impersonation to
Identify . If you need to do nonsecure DCOM, you can set authentication

to None

= Note If you set authentication to none, call security for the entire machine is turned
off. Any client will be able to call into any COM server running on this

machine.

4. Click on theDefault Security tab. CheckEnable Remote Connection
You can also specify the default access permissions for all ActiveX
applications on the machine by clicking on HEdit Default button
underDefault Access Permissionsas shown below:

Diztributed COM Configuration Properties

Applications | Default Properties  Default Security |

— Default Access Permizzions

Y'ou may edit who iz allowed to accezs applications that do not
provide their own zettings

v Enable remote connection

k. Cancel 1]
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5.

6.

LabVIEW Advanced | Course Manual

Click on theApplications tab. SelectabVIEW Application and click

on Properties...

Switch to theSecurity page. You can customize which users or groups
of users can access an application. Choose the users/groups that are
allowed access to LabVIEW server. You can also choose to use default
permissions. If you do so, make sure you have provided access
permissions to the relevant users/groups irDiéfault Security page
mentioned in step 4.

Click OK and exit DCOMCNFG. You must reboot your machine for
changes to take effect.
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Configuring the Client on Windows 95

1. If LabVIEW has not been installed and run on the client machine, you
should run the registration file shown below. This fil8Q.reg , is on
your course disk.

REGEDIT

HKEY_CLASSES ROOT\LabVIEW.Application = LabVIEW Application
HKEY_CLASSES_ROOT\LabVIEW.Application\Clsid =
{9a872070-0a06-11d1-90b7-00a024ce2744}

139999999399999999999999939999999939999

; registration info LabVIEW.Application.5

HKEY_CLASSES ROOT\LabVIEW.Application.5 = LabVIEW Application
HKEY_CLASSES ROOT\LabVIEW.Application.5\Clsid =
{9a872070-0a06-11d1-90b7-00a024ce2744}

; registration info LabVIEW 5.0

HKEY_CLASSES_ROOT\CLSID\{9a872070-0a06-11d1-90b7-00a024ce2744} = LabVIEW

Application

HKEY_CLASSES_ROOT\CLSID\{9a872070-0a06-11d1-90b7-00a024ce2744}\ProgID =
LabVIEW.Application.5
HKEY_CLASSES_ROOT\CLSID\{9a872070-0a06-11d1-90b7-00a024ce2744}\Versionindepend
entProglD = LabVIEW.Application
HKEY_CLASSES_ROOT\CLSID\{9a872070-0a06-11d1-90b7-00a024ce2744}\LocalServer =
labview.exe /Automation

HKEY_CLASSES ROOT\CLSID\{9a872070-0a06-11d1-90b7-00a024ce2744}\LocalServer32 =
labview.exe /Automation

HKEY_CLASSES_ROOT\Interface\{9a872072-0a06-11d1-90b7-00a024ce2744} =
_Application
HKEY_CLASSES_ROOT\Interface\{9a872072-0a06-11d1-90b7-00a024ce2744})\ProxyStubCl
sid = {00020420-0000-0000-C000-000000000046}

HKEY_CLASSES ROOT\Interface\{9a872072-0a06-11d1-90b7-00a024ce2744\ProxyStubCl
sid32 = {00020420-0000-0000-C000-000000000046}
HKEY_CLASSES_ROOT\Interface\{9a872072-0a06-11d1-90b7-00a024ce2744\TypeLib =
{9A872073-0A06-11D1-90B7-00A024CE2744}

HKEY_CLASSES ROOT\Interface\{9a872074-0a06-11d1-90b7-00a024ce2744} =
Virtuallnstrument
HKEY_CLASSES_ROOT\Interface\{9a872074-0a06-11d1-90b7-00a024ce2744}\ProxyStubCl
sid = {00020420-0000-0000-C000-000000000046}
HKEY_CLASSES_ROOT\Interface\{9a872074-0a06-11d1-90b7-00a024ce2744}\ProxyStubCl
sid32 = {00020420-0000-0000-C000-000000000046}

HKEY_CLASSES_ ROOT\Interface\{9a872074-0a06-11d1-90b7-00a024ce2744\TypeLib =
{9A872073-0A06-11D1-90B7-00A024CE2744}
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2.

Run the DCOM Configuration UtilitydCOMCNFG.EXHrom the

command line or fronstart » Run. This should bring up the DCOM
Configuration Tool.

Click onDefault Properties. Enable DCOM if not already enabled. You
can also set the default authentication and impersonation levels here. It
is advisable to set the authenticatiofCinnectand impersonation to
Identify . If you need to do nonsecure DCOM, you can set authentication

to None

= Note If you set authentication to none, call security for the entire machine is turned
off. Any client will be able to call into any COM server running on this

machine.

4.

5.

LabVIEW Advanced | Course Manual

Switch to theApplications page. Double-click ohabVIEW
Application and click on thé_ocation tab. UncheclRun application
on this computer. CheckRun application on the following computer
and specify the server machine name as shown below:

Lab¥IEW Application Properties |

| Security I

The follawing zettingz allow DCOM to locate the corect computer far thiz
application. If you make more than one zelection, then DCOM uzes the first
applicable one. Client applications may overnde your selections.

[~ Run applization on the computer where the data iz located

[~ Run application on this computer

¥ Fun application on the following computer:

Imarlinspike

k. I Cancel ) [

Click OK and exit DCOMCNFG. You are ready to run LabVIEW on the
remote machine. You may need to reboot your machine.
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D. Dynamic Data Exchange

Introduction

Dynamic Data Exchange (DDE) is a Microsoft Windows protocol for
communication between applications. Those applications can be on the
same computer or, using Networked DDE (NetDDE), on different
computers. DDE uses shared memory to exchange data between
applications, so the data actually is not passed between applications. A
common area of memory is created and two or more applications can
access the variables stored in that memory location. This section will
discuss how you can use LabVIEW to share data with other applications
via DDE.

DDE Background

Dynamic Data Exchange (DDE) is a protocol for exchanging data
between Windows applications—it is supported only by LabVIEW for
Windows 3.x, Windows NT, and Windows 95/98. Other requirements
for DDE are that both applications must be running and both must have
DDE support.

In TCP/IP communications, applications open a line of communication
and then transfer raw data. DDE works at a higher level, where
applications send messages to each other to exchange information. A
DDE connection is referred to axanversationWindows identifies

each conversation by a refnum, just as the TCP/IP connections were
identified by a unique connection ID number. If this number is altered,
the DDE conversation will not work and will generate errors.

A DDE clientinitiates a conversation with another application (a DDE
serve) by sending a connect message. After establishing a DDE
conversation, the client can send commands to the server and change or
request the value of data that the server manages.

A client can request data from a server be@uestor anadvise The

client uses a request to ask for the current value of the data. If a client
wants to monitor a value over a period of time, the client must request to
be advised of changes. By asking to be advised of data value, the client
establishes a link between the client and server through which the server
notifies the client when the data changes. The client can stop monitoring
the value of the data by telling the server to stop the advise link.

When the DDE communication for a conversation is complete, the client
sends a close conversation message to the server. DDE is most
appropriate for communication with standard off-the-shelf applications,
such as Microsoft Excel.
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Services, Topics, and Data Iltems
With TCP/IP, the process you use is identified by its computer address
and a port number. With DDE, you identify the application you want to
talk to by referencing the name of a service and a topic. The server
decides on arbitrary service and topic names. A given server generally
uses its application name for the service, but not necessarily. That server
can offer several topics that it is willing to communicate. With Excel, for
example, the topic might be the name of a spreadsheet.

Each application that supports DDE has a different set of services,
topics, and data items about which it can talk. For example, two
spreadsheet programs can take very different approaches in how they
specify spreadsheet cells. To find out what is supported by a given
application, consult the documentation that came with that application.

Microsoft Excel, a popular spreadsheet program for Windows, has DDE
support. You can use DDE to send commands that tell Excel to open a
spreadsheet, send data to Excel, read data from Excel, or perform various
other tasks. You also can manipulate and read spreadsheet data by name.
With Excel, the service name kxcel For the topic, you use the name

of an open document or the wosgstemIf System is used, you can
request information about the status of Excel or send general commands
(commands that are not directed to a specific spreadsheet). For example,
with the topic System, Excel will talk about items suclstgus which

will have a value oBusyif Excel is busy, oReadyif Excel is ready to
execute command$opicsis another useful data item you can use when
the topic is Status. Topics returns a list of topics Excel will talk about,
including all open spreadsheet documents an&jiséentopic. Refer to

the Excel manuals to know more about using DDE to pass information
between LabVIEW and Excel.

Unless you are going to send a command to the server, you usually work
with data items about which the server is willing to talk. You can treat
these as a list of variables that the server allows you to manipulate. You
can change variables by name, supply a new value for the variable, or
request the values of variables by name.

Unlike TCP/IP (where you can send any type of data between
applications), the DDE protocol used by LabVIEW is ASCIl-based and
transmission is terminated when a null byte is reached. If the binary data
has a null byte (00) in it, the transmission will end. This means that to
send numbers to another application via DDE, you must convert that
number to a string. In the same way, numbers received through a DDE
request or advise must be converted from the string format.
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Using LabVIEW as a DDE Client

The DDE VIs are located in tHeunctions » Communication » DDE
palette. They give LabVIEW full DDE client capability. LabVIEW can
open DDE conversations and specify services, topics, and data items
from any other application that also supports DDE and is currently
running. Several of these Vls are described below.

DDE Open Conversation VI

DDE Poke Vi

SEervice DDE conversation refrum
- | iy =1
topic !

eraor in [no error] === BREMe=mmmmss grror out

The DDE Open ConversationVI establishes a connection between
LabVIEW and another application specified by service and topic.
conversation refnumis a unique number that identifies this DDE
connectionerror in anderror out clusters describe any error
conditions.

To use DDE, you first must establish a conversation usin®bte

Open ConversationVI. The VI must specify the service and topic. The
service usually corresponds to the name of the server application and the
topic to the active file.

conversation refnum

—l—

DDE conversation refrunm
- L —] E
item ~ l—p‘
POEE errar oLk

data f
errar in [no error)

The DDE Poke VI tells the DDE server atonversation refnumto put
the valuedata atitem. error in anderror out clusters describe any error
conditions.
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DDE Execute VI

DDE Request VI

convyersation refnum g— L canversation refrum
Y inininininin =
command s
errar in [no error] === EXEL error ot

The DDE ExecuteVI tells the DDE server atonversation refnumto
perform thecommand. error in anderror out clusters describe any
error conditions.

conversation refnum —1= n conversation refrum
item - et data
REGST error out

errar In [no error] ===

The DDE RequestVI tells the DDE server atonversation refnumto
return thedata value ofitem. error in anderror out clusters describe
any error conditions.

When the client has established a conversation, it can send data using the
DDE Poke VI, send commands using tbE ExecuteVI, and obtain

data with theDDE RequestVI. The DDE RequestVI sends a DDE

message to the server every time it is called. The server then must check
the data requested and return it in another DDE message. If your VI
checks the value frequently, an advise protocol might be more efficient
than a request. You will learn about the advise protocol later in this
lesson.

DDE Close Conversation VI

conversation refnum — e
__—1 E
) ‘—r

EIar it [Fi0 efror] seoeeeee CLOSE peeoeooes grrof aLt

The DDE Close ConversationVl ends the connection abnversation
refnum, closes all conversations, and releases the system resources
associated with the DDE Vlsrror in anderror out clusters describe
any error conditions.

The DDE Vis userror in anderror out clusters as the TCP Vls do, so
you can use th8imple Error Handler VI in the Functions» Time &
Dialog palette to check for errors during a DDE conversation. The
following exercise uses the DDE VIs discussed above.
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Exercise A-1

OBJECTIVE: To examine a VI that communicates with Excel through DDE.
You will examine a VI that either writes data to or reads data from a
spreadsheet. If you try to run this VI and you do not have Microsoft
Excel, Excel is not running, or the specified spreadsheet file is not open,
you will receive errors.

Front Panel

1. Open théDDE <--> ExcelVI from
c:\exercises\LV_Advl\ COMCLASS.LLBThis VI is already
built for you.
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Block Diagram

[TF]

TF

DDE Cloze

DDE Poke.vi & Corwersation. vi

DOE N =l DOE
R
POKE ; ..... CLOSE|

serll.ll":e DDE Dpen - e :
i Conversation. vi 2

=]
=
lv_datasls] | —+c3

OPEH

Simple Error

data| [Handler.vi

2. Examine the block diagram.

First, LabVIEW establishes a DDE conversation with Excel using
the wordsheelv_data.xls as the topic. If the user has selected
Write, then random numbers are generated and placed into the
spreadsheet using tiEDE PokeVI at RxCy (R specifies row and C
specifies column), up to x rows and y columns as specified on the
front panel. If the user selected Read, data is read from the specified
rows and columns using tiEDE RequestVI. Notice how the data
values are sent or received through DDE as strings. Once all the data
has been read or written, then the connection is closed and errors are
checked using th8imple Error Handler VI.

3. If you have Microsoft Excel on your computer, launch it. Open the
spreadsheet filty_data.xls from theexercises\LV_Adv1
directory. Excel already must be running and the specified
spreadsheet file also must be open for this VI to work.

4. Go back to th®DE <--> Excel VI and run it. Go back to Excel and
examine the data in the spreadsheet. Return to LabVIEW and run the
VI a few more times with different options selected.

5. Close the VI and do not save any changes you may have made. Close
Excel and the spreadsheet file.

End of Exercise A-1
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Using LabVIEW as a DDE Server

You can create LabVIEW VIs that act as servers for data items. A
LabVIEW Vlindicates that it is willing to provide information regarding

a specific service and topic. LabVIEW can use any name for the service
and topic name. It might specify the service name to be the name of the
application LabVIEW), and the topic name to be either the name of the
Server V] or a general classification for the data it provides, such as
Lab Data

The Server VI then registers data items for a given service. LabVIEW
remembers the data names and their values and handles communication
with other applications regarding the data. When the Server VI changes
the value of data that is registered for DDE communication, LabVIEW
notifies any client applications that have requested notification. In the
same way, if another application sends a Poke message to change the
value of a data item, LabVIEW changes this value.

You cannot use the DDE Execute command with a LabVIEW VI acting
as a server. To send a command to a VI, you must use the data items.
LabVIEW currently does not have anything similar to 8ystentopic
provided by Excel. The LabVIEW application is not itself a DDE server
to which you can send commands or request status information.

The DDE ServerVls are located in thEunctions » Communication »
DDE » DDE Serverpalette and are described below.

DDE Srv Register Service VI

service + e service refrum
topic A —
error in [hao errar] == RUES error out

The DDE Srv Register ServiceVl establishes a DDEerviceandtopic

to which clients can connedervice refnumis a unique number that
identifies this DDE servicearror in anderror out clusters describe any
error conditions.

The first step to becoming a DDE server is to usdXbg Srv Register
ServiceVI to tell Windows what your service name and topic are going
to be. At this point, other applications can open DDE conversations with
your service. You can call tHeDE Srv Register ServiceVl multiple

times with the same service name but different topic names to establish
multiple topics for one service.
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DDE Srv Register Item VI

service refnum —t I0E itern refrium
item wj.-.w'"’ i p—
"|"-El|l..IE x| ITEM |oooooo error Dut

errar in [ho error] ===

The DDE Srv Register ItemVI establishes a DDEem for the service
specified byservice refnum valueis the initial value of the DDE item.
item refnum is a unique number that identifies this DDE iterror in
anderror out clusters describe any error conditions.

After specifying your service and topic names, you can define items for
that service using thBDE Srv Register ItemVI. After this call, other
applications can request or poke the item, as well as initiate advises on
that item. LabVIEW fully manages all these transactions.

DDE Srv Set Item VI

item refnum DDE ttem refrium

T
A
value ~ —
errar in [ho errop] seFe==l SET peescccss grror oyt

TheDDE Srv Set IltemVI changes thgalue of an item specified bgem
refnum and informs all clients that have advises on that iemaor in
anderror out clusters describe any error conditions.

DDE Srv Check Item Vi

item refnum —{+ e ikern refrium
wait for poke[FALSE] - — [ yalue
error in [ho error] ===l EHELE Fooompern arpar ot

The DDE Srv Check Item VI returns thevalue of an item identified by
item refnum. wait for poke specifies whether the VI should get the
current value and return immediately or wait until a client pokes the
value before returningerror in anderror out clusters describe any
error conditions.
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DDE Srv Unregister Item VI

service refrumm

item refnum — T

errar in [ho error] seoseeesd ITEM poooocoss grpor Ut

The DDE Srv Unregister Item VI removes the item identified byem
refnum from its service. DDE clients no longer can access the item after
this VI completeserror in anderror out clusters describe any error
conditions.

DDE Srv Unregister Service VI

service refnum

EIar in [fio error] s======={SERYER keecnaca grrop QL

The DDE Srv Unregister ServiceVl removes the service specified by
service refnum error in anderror out clusters describe any error
conditions.

You call theDDE Srv Unregister Item VI and theDDE Srv Unregister
ServiceVI to close down your DDE server. LabVIEW automatically
disconnects any client conversations connected to your server when
DDE Srv Unregister Service is called.

The following exercise uses LabVIEW as both a DDE server and a DDE
client.
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Exercise A-2

OBJECTIVE: To create a LabVIEW DDE server VI.

You will build a DDE server VI in LabVIEW that sends process data to

a DDE client VI. Both VIs will chart the data and you can change the rate
at which the client reads the data. This will show how timing is affected
by DDE conversations.

Part 1: DDE Server and Client Vis

Server Front Panel

SEIVICE M

Lab/IEw |

bopic

|communication |

Plat 0 E|

itern

lermp data |

* String Contrals

4263 1713

STOP W | 58] @[+ | wWaveform Chart *
TR Y

* Rectangular
STOP Button *

1. SelectNew from theFile menu and build the panel shown above.

Server Block Diagram

Farmat Inta Sking

- DDE Srv | DDE Srv DODE Srv | [DDE Srv
. item . . : -

R eqister R eqgister OOE Srv Urnreqizter| [Unregister| \Simple Emor
Service.vi Item.vi Set ltem.vi lternvi | |Service.vi| Handier vi
bapic t e T pee v %

F =] =] =] =]

2. Build the block diagram shown above.
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DDE Srv Register ServiceVl (Communication » DDE » DDE Server
palette). Establishes a DDE service to which a client can connect.

DDE Srv Register ItemVI (Communication » DDE » DDE Server
palette). Establishes a DDE item for the service specified.

Empty String constant $tring palette). Initializes the data item
specified to be an empty string.

While Loop structure $tructures palette). Used to run the VI
continuously until you press the STOP button or an error occurs.

Process MonitorVI1 (Select a VI... » c:\exercises\LV_Advi\
COMCLASS.LLB). Generates simulated temperature data.

Format Into String function String palette). Converts the temperature
value into and ASCII string.

DDE Srv Set ItemVI (Communication » DDE » DDE Serverpalette).
Sets the data item to be the temperature string generated by the Process
Monitor.

Wait Until Next ms Multiple function (Time & Dialog palette).
Controls the timing such that a new data string is written every half
second. Pop up on the input of this function and chGosate Constant
Enter the value of 500 into the resulting numeric constant.

Unbundle By Namefunction Cluster palette). Unbundles the error
status from the error cluster. If an error has occurred, the loop will end
and the DDE conversation is closed.

Not Or function Booleanpalette). Tells the While Loop to continue
running if there is no error and the user has not pressed the STOP button.

DDE Srv Unregister Item VI (Communication » DDE » DDE Server
palette). Removes the specified item from service. DDE clients no
longer can access the item after this VI completes.

DDE Srv Unregister ServiceVlI (Communication » DDE » DDE
Server palette). Removes the specified service. DDE clients no longer
can connect to this service, and all current conversations are closed.
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Simple Error Handler VI (Time & Dialog palette). Displays a dialog
box reporting any errors that have occurred.

3. Save this VI int@ OMCLASS.LLBand name iDDE Data Server.vi
Do not close this VI, as you will need it later.

Client Front Panel

service time delay [ms)  Datal
LabWIEW | 1000-T _ St
topic 200- - ) 1
lcommurication | EO0- ; y o~
iterm A00-
ftemp data | 200-
I:I_ L 2
— s vl BT

RS I

4. Open thdDE Data Client VI from the COMCLASS.LLBThis VI
already is built for you.

Client Block Diagram

S can From Stiing

service ikerm -
DDE Dpen DDE Cloze Simple Error
[abe] Correersation. vi [zb<]] ODE Heﬁuest. Vi| Corrversation. il |[Handler. vi
[ = rrc b
i DIE

topic|
=l
orEr

o

REQST

fime delay (5]
Gzl [,
0

a

5. Examine the block diagram. This VI uses the same DDE client Vis
discussed previouslyBDE Open Conversation DDE Request and
DDE Close Conversation

6. Run theDDE Data ServerVI and then run th®DE Data Client VI.
The waveform charts on both panels should plot a new temperature
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value every 500 ms. Continue to let the VIs run for a few more
seconds and adjust the time delay (ms) slider on the panel of the DDE
Data Client.

Notice that the data in the client VI will not match what is shown on
the server VI if the two VIs are not running at the same rate. In the
client VI, theDDE RequestVI returns data immediately, regardless

of whether you have seen the data before. So if the server loops faster
than the client, data is lost; if the server loops slower than the client,
data is repeated.

One way to avoid duplicating data is to use EfizE Advise Vls to
request notification of changes in the value of a data item. You now
will modify the DDE Data Client VI to use the Advise VIs.

Part 2: DDE Advise Vis

Client Front Panel

i Datal
ZEMVICE
I R el Po
tapic)] 87.5-
communication | 85.0-
item 82 5-
temp data | 8.0~
77.5-
75.0-)
0
STOP 1l &) ﬂlﬁg‘
TRESEET Y
7. Return to th&®DE Data Client VI and modify the panel as shown
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above by removing the time delay (ms) slider.
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Client Block Diagram

zan From String
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8. Modify the block diagram as shown above.

DDE Advise Start VI (Communication » DDE palette). Initiates an
advise link with the specified DDE data item. Move the item string
terminal from inside to outside the While Loop to wire it to this VI.

DDE Advise CheckVI (Communication » DDE palette). Checks a
previously defined advise value. Pop up onBi¥E RequestVI and
replace it with this VI. Then move the Wiring tool over this VI until the
wait for change? (FALSE) input is highlighted. Pop up and choose
Create Constantfrom the menu. Change to the Operating tool and click
the Boolean constant to the TRUE state.

DDE Advise StopVI (Communication » DDE palette). Cancels the
advise link.

9. Save this VI a®DE Advise Data Client.viin COMCLASS.LLB

10. Type in the service, topic, and item strings. You can use any strings
as long as the client and server Vls use the same three strings. Run
the DDE Data ServerVI and then run th®DE Advise Data Client
VI. The waveform charts on both panels should plot a new
temperature value every 500 ms.

The client/server Vis used in this exercise work well for monitoring
data. However, in these exercises there is no assurance that the client
receives all the data the server sends. Even with the DDE Advise
loop, if the client does not check for a data change frequently
enough, the client can miss a data value provided by the server.

In some applications, missed data is not a problem. For example, if
you are monitoring a data acquisition system, missed data may not
cause problems when you are observing general trends. In other
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applications, you may want to ensure that no data is missed. One
major difference between TCP and DDE is that TCP queues data so
that nothing is missed and all is received in the correct order. DDE
does not provide this service.

However, in DDE you can set up a separate item, which the client
uses to acknowledge that it has received the latest data. You can then
update the acquired data item to contain a new point only when the
client acknowledges receipt of the previous data. This is beyond the
scope of this course, but you can observeNee Sync Clientand

New Sync ServeiVIs from EXAMPLES\COMM\DDEEXAMP.LLB
These VIs use this method to handshake data from the server to the
client.

11. Stop and close both Vis.

End of Exercise A-2
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E. Networked DDE (NetDDE)

You can use DDE to communicate with applications on the same
computer or to communicate with applications on different computers
over a network. NetDDE is built into Windows for WorkGroups 3.1 or
greater, Windows 95/98, and Windows NT. The standard version of
Windows 3.1 does not support networked DDE unless you have an
add-on package from WonderWare. If you are using Windows 3.1 with
the WonderWare package, consult the WonderWare documentation on
how to use NetDDE. If you are using Windows for WorkGroups,
Windows 95, or Windows NT, use the following instructions:

Server Machine

Windows for WorkGroups
Add the following line to the [DDE Shares] section of the file
system.ini on the server (application receiving DDE commands):

lvdemo = service_name,
topic_name,,31,,0,,0,0,0
Where:
* Ivdemo can be any name.

* service_name is typically the name of the application, such as
Excel.

* topic_name is typically the specific file name, such siseetl .

Windows 95/98

Note: NetDDE is not started automatically by Windows 95/98. You
need to run the programWINDOWS\NETDDE.EXE(This
program can be added to the startup folder.)

To set up a NetDDE server on Windows 95/98:
1. Run\WINDOWS\REGEDIT.EXE.

2. In the tree display, open the folddy Computer\
HKEY_ LOCAL_MACHINE\SOFTWARE\Microsoft\NetDDE\
DDE Shares .

3. Create a new DDE Share by selecthdijt » New » Key and give it
the namdvdemo .

4. With thelvdemo key selected, add the required values to the share
as follows. (For future reference, these keys are just being copied
from theCHATS$share, but REGEDIT does not allow you cut, copy,
or paste keys or values.) UBdit » New to add new values.
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When you create the key, there will be a default value named

(Default) and a value of (value not set). Leave these values alone and

add the following:

Value Type Name Value
Binary Additional item count 00 00 00 00
String Application service_name
String Item service_name
String Passwordl service_name
String Password2 service_name
Binary Permissionsl 1F 00 00 00
Binary Permissions2 00 00 00 00
String Topic topic_name

5. CloseREGEDITand restart the machine. (NetDDE must be restarted

for changes to take effect.)

Windows NT

LaunchDDEShare.exe , found in thewinnt/system32

directory.

Select from the&Shares» DDE Shares» Add a Share...to register the

service name and topic name on the server.

On the client machine (application initiating DDE conversation), no
configuration changes are necessary.

Use the following inputs t®&DE Open Conversation.vi

Service:

\\computer-name\ndde$

Topic:
lvdemo

Where:

e computer_name specifies the name of the server machine.

* Ivdemo matches the name specified in [D®E Shares]

on the server.
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For example, if you want two computers running LabVIEW to
communicate using networked DDE under Windows for WorkGroups,
the server needs to use LabVIEW for the service name, and a name, such
aslabdata , for the topic. Assuming the computer nameas, the

client tries to open a conversation using Whe@b\ndde$  for the

service. For the topic the client can use a nanrermbtelab

For this to work, you must edit tf &Y STEM.INI file of the server
computer to have the following line in tieDEShares] section:

remotelab=LabVIEW, labdata,,31,,0,,0,0,0

As you can see from the previous discussion, configuring a server
machine for NetDDE is difficult. If each setting is not typed exactly as
described, you will be unable to communicate using NetDDE. However,
a utility VI was created in LabVIEW that automatically configures the
registration table for a DDE server in Windows 95/98. The next exercise
describes that VI.

LabVIEW Advanced | Course Manual A-32 © National Instruments Corporation



Exercise A-3

OBJECTIVE: To discuss a LabVIEW NetDDE server example in Windows 95/98.

Front Panel
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Fill in the 3 strings below and then run the Y to register your DOE server

for HetDDE under Windows 95 Remember that netdde. exe must be run
before NetDDE can be used. |t can be put in the Startup falder o0 that it
iz run whenever Windows 95 launches.

Do Hot use thiz ¥l on Windows HT. Bun DDEShare.exe ingtead.

Appendix

To configure your computer to be a NetDDE server with LabVIEW, you
must change a number of settings in a registration table in Windows
95/98. This process can be tricky to do correctly by hand. Therefore, this
course includes a VI that performs the configurations automatically. You
will examine it here, and then we will discuss how the previous client
and server VIs can be used via NetDDE.

HetDDE Share Mame
Mytpp |

Local Server Mame
[TestServer | J Reqister succesded.

Local Topic Mame
[Chart |

1. Open theRegister NetDDE ServeVI from COMCLASS.LLBIts
front panel is shown above.

. You will run this VI only once with the appropriate character strings
for the Share Name, Service, and Topic. If you examine the diagram,
notice how the table discussed earlier is built by the VI and sent to a
DLL namedadvapi32.dll
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3. Now assume you will use the VIs from the previous exercise, DDE
Data Server and DDE Advise Data Client, to send data from one
machine to another using NetDDE. These are the steps you perform:

Server Client

1. Run theRegister NetDDE ServeVI.

2. Placenetdde.exe in the Startup 1. Placenetdde.exe in the Startup Folder.
Folder.
3. Restart the computer. 2. Restart the computer.

4. Launch LabVIEW and open ti¥DE 3. Launch LabVIEW and open tixDE
Data ServerVI. Advise Data ClientVI.

5. Put the service and topic hames that 4. service =
were registered in step 1. Enter an it{ \\server_machine_name\ndde$

string, and run the VI. . . .
g The topic and item names will match the

names in the server VI and run the VI.

End of Exercise A-3
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Dynamic Data Exchange (DDE) is a protocol for exchanging data
between Windows applications.

DDE is a higher-level protocol. A conversation is opened through a
service (usually the name of the server application) and a topic
(usually the name of a specific document), and then data items are
passed as variables. The server application defines the valid topics,
items, and format of the DDE conversation.

LabVIEW has full DDE client capability and can open conversations
and pass data items with DDE server applications, using VIs such as
DDE Open Conversation DDE Execute DDE Poke DDE Request
andDDE Close Conversation

A DDE Request returns the data item value immediately, whether or
not that value has changed. You can use the Advise VIs to return data
values only when they have changed.

LabVIEW can act as a DDE server for data items. The server Vs are
in a separate palette and perform activities such as configuring
services, topics, and items and setting item values.

NetDDE is used for DDE communication between computers on a
network. There are several operating system-specific steps you must
perform to configure your computer and LabVIEW for NetDDE
communication. Refer to the LabVIEW Communications manual or
this course information for a listing of those steps.

A-35 LabVIEW Advanced | Course Manual



Appendix

F. The LabVIEW Internet Toolkit

FTP Vs

E-Mail Vis

The LabVIEW Internet Toolkit is a collection of VIs and networking

utilities you can use to explore opportunities provided by the Internet. These
VIs and utilities are written from the TCP/IP VlIs and allow you to do things
such as have LabVIEW send e-mail, transfer data via FTP, or create web
pages that display front panel information. The Internet Toolkit contains the
four main VI categories discussed below.

The FTP Vls allow you to programmatically upload and download files
from an FTP server with LabVIEW. The File Transfer Protocol (FTP) is a
utility in the suite of TCP/IP communications protocols. Users often share
data with other applications across a distributed environment. Sometimes a
remote server is used for archiving data, log files, etc. The FTP client allows
users to programmatically save files to and retrieve files from remote FTP
servers. The FTP protocol consists of commands sent by the client and
replies sent by the server over a control connection. Some commands (LIST,
NLST, RETR, STOR, STOU, APPE) require a second temporary
connection for transmitting data. This data connection is etttere (the

client listens and the server connectspassivegthe server listens and the
client connects). The data connection can be interrupted by sending an
ABOR command.

The FTP Vls contain several levels of Vs to perform specific FTP
commands from LabVIEW. Each command of the basic FTP set has a
low-level VI. The intermediate VIs are used together with the low-level Vis
to establish and close FTP sessions and send sequences of commands.
High-level ViIs perform the most commonly used operations, such as saving
or retrieving a file or multiple files. Refnums are used to define the FTP
sessions. The error cluster is used in the low-and intermediate-level Vis
only to propagate TCP/IP errors. The FTP protocol has provisions for
sending and receiving data in different formats to make data transfer more
efficient between systems that use the same format. A numeric parameter
returns the numeric part of a reply from the server, and a string parameter
returns the entire reply.

The E-Mail Vs allow you to programmatically send mail with LabVIEW.

The Simple Mail Transfer Protocol (SMTP) is another utility in the suite of
TCP/IP communications protocol. Often, you have LabVIEW VIs running
remotely from you or other users who want to know the progress of an

experiment, know the results of a test, get an alert when something goes
wrong, or receive data generated by the VI. The E-Mail (SMTP client) Vs
allow users to programmatically send mail with LabVIEW. However, these
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VIs would not be appropriate for alert messages that require an immediate
response, as sending e-mail can take too much time.

The high-level SMTP client VIs will perform the most common tasks such
as sending mail to a recipient with or without attachments. One important
feature of the SMTP client is the ability to support foreign character sets.
Characters from the extended character set are encoded to make the
messages MIME-compliant. The user can use foreign characters in the body
of the text and in the subject. The high-level Vis will be built out of
intermediate-level Vs that perform the standard minimum set of SMTP
commands as specified in RFC 821 (HELO, MAIL, RCPT, DATA, RSET,
NOOP, QUIT). The SMTP VIs will perform negotiations with the server,
send appropriate headers, convert the message to a MIME-compliant
format, and mail the message.

Telnet Vis

The Telnet client VIs allow other Vls to use Telnet connections the way they
use TCP to connect to a remote computer to execute some commands from
LabVIEW. For example, one computer acquires data that is processed on a
remote machine. LabVIEW can transfer the data to the remote machine
using FTP, connect to it using Telnet, and start a program to process the data.
When the process is finished, the LabVIEW transfers the results back to be
displayed on the first computer.

The Telnet protocol (RFC 854) is a TCP/IP communications protocol used
to transmit data with interspersed control information by providing a
general, bidirectional, 8-bit-oriented communications facility. The goal of
the Telnet protocol is to allow a standard method of interfacing terminal
devices and terminal-oriented processes to each other.

The Telnet connections are treated as objects, and VIs are included to open
and close Telnet connections and to read and write information. The data
associated with each Telnet connection consists of its connection refnum, a
buffer that contains data that has been read but still needs to be filtered, a
buffer containing data that has been read and filtered, and two semaphore
objects controlling read and write access to the Telnet connection.

WWW Vis

The World Wide Web (WWW) has become the premiere medium for
publishing and distributing information on the Internet. The HTTP server in
the LabVIEW Internet Toolkit allows users to perform four distinct tasks:

» Display static documents saved on the user’s drive.

» Display the panels of other VIs running on the system. This information
is transmitted in JPEG format and can also be available as an animated
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image (Netscape Navigator). The VIs monitored do not need to be aware
of the HTTP server.

» Develop CGI programs that generate data dynamically according to a
user request

* Send animated images (Netscape Navigator) generated by Common
Gateway Interface (CGI) programs.

The HTTP Server is a top-level VI that always runs and listens on a
predefined TCP port (usually 80) for incoming connections. When a
connection is made, the server reads the request, performs the appropriate
action, and sends a response to the client. The request can be for a document
on the disk, a directory listing, the execution of a CGI program, a static or
animated image of a VI front panel, or an animated image generated

by a CGl.

CGls are programs on the WWW that are executed on behalf of an HTTP
server. Users who write their own CGls have libraries available consisting
of functions allowing access to CGI parameters, building HTML code,
using a Cookie Manager to store server side information, and other utilities.
CGil utility VIs allow CGI writers to easily extract parameters, convert to
and from HTML format, and perform operations on data passed to the CGl.
A cookie manager stores information associated with an IP address and
random key (cookie). CGls use cookies to store pertinent information
between multiple connections. (HTTP is a stateless protocol and
connections usually do not know anything about previous connections.)
Cookies are used to implement “shopping baskets” in online stores. HTML
Utility VIs simplify the creation of HTML documents. They encode all
HTML 2.0 tags, making it easier to create HTML documents without an
intimate knowledge of HTML. Parameters to the CGI are stored in keyed
arrays. The array contains string elements, and the elements are indexed
with a key string. The library contains functions for building and accessing
keyed arrays.
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G. Common Questions about Writing and Calling DLLs

1.
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When using the Call Library Function, why does LabVIEW crash
after the function finishes execution?

This is caused by using the incorrect calling convention. In the
configuration for the Call Library Function, there is an option to choose
either thedefault(stdcall) or C calling convention. Make sure that the
calling convention used in the DLL is the same as the calling convention
specified in the Call Library configuration. Also, check that the data
types specified in the Call Library Function match the data types in the
source code. Most C and C++ compiled DLLs use the C calling
convention. Windows API DLLs almost always use the default(stdcall)
calling convention.

Why is the number of parameters that can be passed to a function
in a DLL through the Call Library function limited to 29 singles or
14 doubles?

This problem is now obsolete in 32-bit Windows 95/98. It was a
limitation in 16-bit Windows due to the interface with 32-bit LabVIEW.

How do | pass structures, clusters, or non-numeric arrays to
aDLL?

You cannot pass structures, clusters, or non-numeric arrays to a DLL.
Depending on the data type, you may be able to pass the data by creating
a string or array of bytes that contains a binary image of the data that you
want to send. You can create binary data by typecasting data elements to
strings and concatenating them. Alternately, you could write a Code
Interface Node (CIN) instead of using a DLL. CINs do accept arbitrary
data structures.

When using Call Library Function, | keep getting a file dialog box
saying “Select a Library.”

a. Check that the path and DLL name or correct.

b. Check that the DLL is compiled correctly as a 32-bit DLL and not
some other file type. (Use Quickview in Windows 95 to verify
function name syntax in the DLL.)

When using Call Library Function to call a DLL, | receive a
“function not found” error, although the function is known to be
there.

a. Check the spelling of each function name. Use Quickview in win95
to examine DLL export functions to verify syntax. (Win32 and
Visual C++ DLL function names may be case sensitive depending
on how they were compiled.) When using Visual C++diln@pbin
tool can be used to display information about a 32-bit DLL:

c:\msdev\bin\dumpbin -exports xxxx.dll
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b. Check that each function is declared as extern “C” if you are using
the C++ compiler to prevent name mangling or name decoration.

c. Check that the Call Library Function in LabVIEW is configured for
the correct calling convention.

d. If using Borland compiler, turn oBase Sensitive LinkandCase
Sensitive Imports and Exportswhen compiling the functions.

6. Why does the Call Library Function causes GPFs to occur?

a. This could be a side effect of not using the correct calling
convention. Ensure that the calling convention in the Call Library
Function matches that defined in the source code.

b. Check that the return and argument data types defined in the Call
Library Function configuration match the source code exactly.

c. If passing a pointer to an array, always initialize a buffer large
enough to hold any results placed in the buffer by the function.

7. What is the difference between the C and the standard C (stdcall)
calling conventions?

The C calling convention is the default calling convention for C and C++
programs. Arguments are passed from right to left. However, a called
function pops its own arguments from the stack. The only name
decoration is an underscore character () prefixed to the name. Because
the caller cleans up the stack, it can have variable argument functions.
The Default (standard C or __stdcall) calling convention is used to call
Win32 API functions. Parameters are passed by a function onto the
stack from right to left and are passed by value unless a pointer or
reference type is passed. An underscore () is prefixed to the name, and
the name is followed by the at-sign (@) character, followed by the
number of bytes (in decimal) in the argument list. Function arguments
are fixed, and a function prototype is required. Functions using this
calling convention return values the same way as functions using the C
calling convention.
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H. Common Questions about CINs
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When | compile the mult.c example using the nmake command, |
get an error that says:

mult.lvm(5): fatal error U1052: file "\ntlvsb.mak' not found
Stop.

ThecinToolsDir  is not properly defined. To define it in the makefile,
add the following line to thenult.lvm file:

CINTOOLSDIR = <path to cintools directory>

When | compile the mult.c example using nmake command, | get an
error that says:

NMAKE: fatal error U1073: don’t know how to make ‘mult.obj’

The path between nmake and the source files is not clearly defined.
Either place the source files into a directory that has a path defined in the
environment variables, set a path to the directory containing the source
files, or run nmake from the directory containing the source files.

When | run vevars32 x86, | get memory related errors, (for
example, not having enough memory resources available or out of
memory).

Allocate more memory resources for the DOS shell by opening the
MS-DOS Prompt Properties window, selectirggram, and editing
the command line as follows:

command.com /e:1024

How do | include multiple external subroutines in the makefile for
a Windows NT CIN?

To include multiple external subroutines in Windows NT CINs, you
must specify them in your makefile. In your makefilenf ) you must
include the linesubrNames = (name of subroutine) . To include
more than one external subroutine, you should list all external
subroutines separated by semicolons. For example, to include three
subroutines named add, subtract, and mult, add the following to your
CIN makefile:

subrNames = add; subtract; mult
What are the implications of having a CIN that is not thread-safe?

The problem is performance. The VI execution is interrupted to switch
to the user interface thread, run the CIN or DLL, and switch back. This
context switch time can be significant, especially if the CIN or DLL is
called often.
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6.

LabVIEW Advanced | Course Manual

What does it mean if the CIN or Call Library Node on my block
diagram is orange?

This means the CIN or DLL is not thread-safe (reentrant). For operating
system DLLs or shared libraries, you can consult the vendor’s
documentation to determine if the system calls are reentrant. For DLLs
and CINs that you write, you must examine the source code to ensure
that no global resource can be modified from more than one thread at a
time. Watch especially for global variables, “static” variables, and
access to file or hardware 1/0.
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|. Instructor’s Notes

Windows
1. Each station consists of the following:
— LabVIEW
DAQ Signal |f Advanced |
Accessory Course
MIO Series Manual
DAQ Board
NI Software
e LabVIEW for Windows FDS
Other items:
 |nstructor's machine contains Microsoft Visual C++
¢ Microsoft Excel 97
¢ A null-modem Ethernet cable connecting every two machines (Module 2 only)
e MIO Series DAQ board
* DAQ Signal Accessory

2.

3.

© National Instruments Corporation

Copy the files from the PC disk accompanying this manual as described
in theSelf-Paced Ussection in théStudent Guide

Test the station by starting LabVIEW and running some of the
course VIs.

Module 1—No specific tests need to be run, as there is no extra
hardware or software with which to interface.

Module 2—Make sure both computers are connected with the Ethernet
cable. Then select ti@@ontrol Panels » Networkingoption. Make sure

both computers have the TCP/IP protocol installed and both computers
have unique IP addresses. Reboot and launch LabVIEW. Run the Simple
Data Server example on one machine and the Simple Data Client
example on the otheLdbVIEW » Examples » Comm » tcpex.ll to

make sure the connections are good. Goggal.ocx from the
exercises\LV_Advl directory to thewindows\System directory.
Register this control in the registry by running the commegsl/s32
mscal.ocx

Module 3—Run one or more of the solutions provided to make sure you
can call CINs and DLLs in LabVIEW.
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Notes
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